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PREFACE

This document describes the features and operations of the LINK-11
Linker, a system program for the PDP-11l DOS/BATCH Monitor System. The
reader is expected to be familiar with the DOS/BATCH Monitor, Macro-11
Assembler, and PIP programs, as described in their respective documents
listed on the previous page.

DOCUMENTATION CONVENTIONS

As shown in the examples herein, command strings are
typed in response to the underlined . and $ and #
characters.

All command strings are terminated with the RETURN key.

NOTE

The software described in this manual
is furnished to purchaser under a 1li-
cense for use on a single computer

system and can be copied (with inclu-
sion of DEC's copyright notice) only
for use in such system, except as may

otherwise be provided in writing by DEC.

This document is for information pur-
poses and is subject to change without
notice.

DEC assumes no responsibility for the

use or reliability of its software on
equipment which is not supplied by DEC.
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CHAPTER 1

INTRODUCTION TO LINK

The PDP~11l Disk Operating System (DOS/BATCH) software includes the
Linker Program (LINK), which is a system program for linking and
relocating user programs assembled by an assembler or generated by a
compiler running under DOS/BATCH. LINK enables the user to assemble
separately his main program and various subprograms without assigning
an absolute address for each segment at assembly time.

LINK processes the binary output (object module) of an assembly as
follows:

Relocates each object module and assigns absolute addresses.

Links the modules by correlating global symbols defined in one
module and referenced in other modules.

Produces a load map, which displays the assigned absolute
addresses,

Creates a load module that can be loaded subsequently (by the
Monitor or the Absolute Loader) and executed.

The advantages of LINK include:

The source program can be divided into sections (usually
subroutines) and assembled separately. If an error is discovered
in one section, only that section needs to be reassembled. LINK
can then 1link the newly reassembled obkject module with other

object modules already existina. Similarly, a general-purpose
module can be assembled and used within several different main
programs.,

Absolute addresses need not be assigned at assembly time; LINK
automatically assigns themn. This prevents programs from
arbitrarily overlaying each other, and also allows subroutines to
change size, thereby influencing the placement of other routines
but not affecting their operation.

Separate assemblies allow the total number of symbols to exceed
the number allowed in a single assembly.

Internal symbols (which are not global) need not be unique among
object modules. Thus, naming rules are required for global
symbols only, as when different programmers prepare separate
subroutines for a single run-time system,

Subroutines may be provided for general use in object module form
to be linked into the user's program.

LINK requires at least a PDP-1l capable of running DOS/BATCH with a
disk and a keyboard. DECtape, high-speed paper tape reader and punch,
a line printer and extra memory can be used if available. A line
printer provides a fast display device for the load map listing.



1.1 GLOBAL SYMBOLS

Global symbols provide the links, or communication, between object
modules. Symbols that are not global are called internal symbols. If
a global symbol is defined (as a label or by direct assignment) in an
object module, it is called an entry symbol and other object modules
can reference it. If the global symbol is not defined in the object
module, it is an external symbol and is assumed to be defined (as an
entry symbol) in some other object module.

As LINK reads the object modules it keeps track of all global symbol
definitions and references. It then modifies instructions and/or data
that reference the global symbols,

1.2 RELINKING LINK

LINK is provided as a system program with the DOS/BATCH Operating
System. Procedures that enable you to relink LINK using the LINK
object modules can be found in the DOS/BATCH System Manager's Guide.
The resulting LINK program assumes a top of memory corresponding to
the system configuration; this can be overridden using the T (top) or
B (bottom) switches (see Section 3.,2.1.1).

The top address assumed by LINK is:

077460 for 16K
117460 for 20K
137460 for 24K
157460 for 28K



CHAPTER 2

INPUT AND OUTPUT

2.1 INPUT MODULES

Input to LINK is one or more object modules, which can be output from
the DOS Assembler, FORTRAN compiler, or other system program.

On its first pass through a module, LINK reads the object module to
gather enough information so that absolute addresses can be assigned
to all relocatable sections and all globals can be assigned absolute
values. This information appears in the global symbol directory (GSD)
of the object module,

On its second pass, LINK reads all of each object module and produces
a load module and link map. The data gathered during the first pass
is used to guide the relocation and 1linking process of the second
pass.

2.2 OUTPUT MODULE

The normal output of LINK is a load module, which can be loaded and
run by the DOS/BATCH Monitor. A load module consists of formatted
binary blocks of absolute load addresses and object data as specified
for the Absolute Loader and the Monitor Loader., The first few words
of data will be the communications directory (COMD), and will have an
absolute load address equal to the lowest relocated address of the
program (see Appendix C).

LINK can also produce a contiguous format file (see Appendix C); this
format consists of an actual core image of the user program. This
format is used mainly in the production of overlaid programs (see
Chapter 4).

2.2.1 Absolute Loader

As described above, a communications directory (COMD) is included at
the beginning of a load module. If the COMD is loaded by the Absolute
Loader, it will be overlaid by normal code in the program, since the
data in the COMD is not needed by the Absolute Loader. This
overlaying of the COMD by the relocated program allows the Absolute
Loader to handle load modules with a COMD. However, a problem arises
if a load module is to be loaded by the Absolute Loader and either of
the following conditions exists:

1. The object modules used to construct the load module contain
no relocatable code, or

2. The total size of the relocatable code is less than the size
of the COMD.



In either case, there would not be enough relocatable code to overlay
the COMD, which means that the COMD will load into parts of core not
intended by the user to be altered. LINK will select the COMD's load
address such that the COMD will be against the current top of the area
being linked (see T switch in Section 3.2). If the top is very 1low,
LINK will not allow the COMD to be loaded below address 0; it will
load it up from 0.

2,2.2 Program Transfer Address

If a transfer address is not specified by a switch, it is assumed by
LINK to be the first even transfer address encountered in the object
input. Thus, if four object modules are linked together and if the
first and second have a ,END statement without a transfer address, the
third an .END A, and the fourth an .END B, the transfer address used
would be A of module three,

2.3 LOAD MAP

The load map produced by LINK provides several types of information
concerning  the organization of the load module. The map begins with
the load module filename and extension, time and date of creation,
followed by the transfer address and the low and high limits of the
relocatable code. At this point is placed a synopsis of Program
Section arrangement describing the placement of each Program Section
relative to the other. Then there is a section of the map for each
oject module included in the linking process. Each of these sections
begins with the module's name, identification if specified wvia the
assembler .IDENT assembly directive, and the filename from which the
module was obtained, followed by a list of the control sections and
their entry points. For each control section, the base of the section
(its low address, the top of the Section (its high address), and its
size (in bytes) are printed to the right of the section name (enclosed
in angle brackets). Following each Section name is an alphabetically
ordered 1list of entry points and their addresses., The load map is
concluded with a list of undefined symbols for each object module,

Note that modules are locaded such that the first specified in the
command string to LINK is lowest in memory.

Appendix H describes load map formats in detail.

Note that an existing map file is deleted from a device before a new
map file of the same name and extension is ouput to the device,



CHAPTER 3

OPERATING PROCEDURES

3.1 LOADING

LINK can be loaded into core from the disk by typing the following
Monitor command.

«RUN LINK <CR>

NOTE
In the examples, typing the RETURN, LINE FEED, and
SPACE keys are shown as <CR>, <LF>, and <SPACE>,
respectively. Also, in the examples, program
printout is underlined; user-typed input is not.

When LINK is loaded and ready to accept the user's command, it prints
the following lines:

LINK Vxx (where xx is the LINK version number)
3

The user can now type a command string as described below.

3.2 COMMAND STRING
Commands are typed in response to the number sign, #, printed by LINK.,
The format of the command string adheres to the requirements of the
DOS Command String Interpreter (CSI), as explained in the Disk
Operating System Monitor Programmer's Handbook.
The Linker's file specifications must appear in the following order:
#$load module, load map, symbol table < object modules <CR>
A null specification field signifies that the associated output is not
desired. A complete file specification contains the following
information:

dev:filnam,ext [uicl/sl:v/s2:v.../Sn:v

The default values for each output specification are noted below.

dev filnam ext uic
Load Module * *x LDA This user
Map Output * none MAP This user
Object Module * none OBJ This user
Symbol Table * none STB This user

*system device (SY:) or last device specified on this side of the
< symbol
**the filename from the first input specification

3-1



If a syntax error is detected in a command string, LINK prints the
command on the teleprinter up to and including the character in error,
followed by a question mark, and then a line beginning with the input
request character #. The user must re-type the entire command
correctly.

If a command string to LINK requires more than one line at the
keyboard (for example, when using the /IN or /EX switches), switch
values can be continued on from one to three succeeding 1lines by
typing a colon (:) at the end of each line to be continued. The colon
can be used only to continue a series of switch values; the individual
values cannot be broken up over two lines. See section 3.2.1.10 for
an example of the proper usage of the colon to continue command
strings.

Optionally, command input can be taken from a file. Such a file is
called an "indirect command file", and can be specified anywhere in
the command input stream. Normally, input is accepted from the
keyboard; when a keyboard command line begins with an @ character, the
subsequent characters are assumed to specify an indirect file,
Example

@ INDIR.FIL

where INDIR,FIL is a DOS/BATCH filename and extension, causes commands
to be obtained from the file INDIR.FIL.

NOTE
No file extension default exists for indirect

files.

Upon encountering an indirect file, LINK stacks the current command
file specification (i.e., the keyboard or another indirect file) and
opens the specified indirect file. Commands are then read from the
file until

1. another indirect file is specified, or

2. the end-of=file is reached.
Upon reaching end-of-file, the current command file is closed, and the
next file (the one on the top of the file stack) is unstacked.
Subsequent command lines are then read from this file until

1. another indirect file is specified, or

2. the end=-of-file is reached.

LINK allows five such nested levels of indirect files., This should be
adequate for most applications, but can be changed, if desired,
through an assembly option,

The use of indirect command files relieves the user of the burden of
typing repetitive commands at the keyboard, and makes possible



batching of commands.

3.2.1 Switches
The command switches associated with LINK are:

Input Switches

/T Top

/B Bottom

/0D oDT

/CC Concatenated File
/TR Transfer Address
/E End

/L Library

/GO Go

/MP Overlay Mapping Description
/0 Options

/IN Include

/EX Exclude
Map Switches

/LG Long map

/SH Short map

/CR Global Cross~Reference
Load Module Output Switches

/CO Contiguous
/SQ Control Section sequencing

The mnemonic representing each switch is always preceded by the slash
symbol., :

If a value is specified for a switch that does not require a value,
the specified value is ignored.

3.2.1.1 Top and Bottom Switches

The T and B switches are used to control the placement or relocation
of the object program. When neither switch is specified, LINK will
link ‘the object programs at the top of available core, 1i.e.,
immediately below the Absolute and Bootstrap Loaders.

The T switch (top) can be specified with any of the input file
specifications. It must be in the following format:

/Ts:n

Where n is an unsigned octal number which defines the address of the
object program,

The B switch (bottom) is specified in the same manner as the T switch.
It must be in the following format:

/B:n



where n is an unsigned octal number which defines the bottom address
of the object program,

If more than one T or B switch is specified during the creation of a
load module, the value of the last T or B switch specification is
used. When the load module creation is either finished or aborted,
the default top value reverts to its original value, i.e., the top of
core of the installation.

3.2.1.2 Concatenate Switch

The CC switch is used to indicate that the file was formed (for
example, by PIP or the FORTRAN compiler) as a concatenation of several
object modules. This switch may be wused only with an input file
specification. Its format is:

/cC

This switch does not have a value.

3.2.1.3 ODT Switch

The OD switch is used to 1link ODT with vyour object modules. It
identifies the associated input file as ODT for Transfer address
purposes. /OD appearing by itself in an input file specification is
equivalent to

SY:0DT.OBJ[1,1] /0D

3.2.1.4 Transfer Address Switch

The TR switch can appear with any input file specification. It can be
used with no wvalue, or with an octal number or global symbol as its
value,

When the TR switch has no value, it indicates that LINK should take
the transfer address (even or odd) of the first object module in the
file that has the /TR appended to it as the transfer address of the
load module. Its format is:

/TR

When an octal number is specified as its value, it indicates that the
value is the transfer address of the load module. Its format is:

/TR:n
When it has a global symbol as its value, it indicates that the value

of the global symbol is the transfer address of the load module. Its
format is:

/TR:XXXXXX



When the specified value is a nonexistent symbol or address, the
transfer address is set to 1, and an error message is issued.

3.2.1.5 End Switch

The E switch should appear with the last input file specification. It
indicates the end of input. Its format is:

/E
The /E switch should not be used with /GO.

3.2.1.6 Library Switch

The L switch is optionally used to indicate that the file 1is a
library. It can appear in an input file specification only if the
specification specifies a library. The L switch does not require a
value. Its format is:

/L
Note that this switch is not necessary for correct functioning of

libraries in LINK. This switch is supplied’'only for compatibility
with the old linker.

3.2.1.7 Go Switch

The /GO switch should appear with the last dinput file specification
when used. It indicates two things:

1. The end of input (in lieu of /E), and

2, When linking is complete, the load module is to be loaded and
executed,

The GO switch should not be used with /E.

3.2.1.8 Overlay Mapping Description Switch

The /MP switch is used to specify that the file is an ASCII overlay
description file as described in Chapter 4. No value is allowed on
the switch. When specified, there must not be any other input files
specified in this command string or any other input switches other
than /E.



3.2.1.9 Options Switch

The /O switch is used in lieu of the /E switch to specify that the
link options are required. The link options are described in detail
in Chapter 8.

3.2.1.10 Include/Exclude Switches

The /IN and /EX switches are used on library files to cause the
inclusion or exclusion of specific library modules. For example, the
file specification

FTNLIB/IN:$PSHO1

guarantees that when the library file FTNLIB is searched, the routine
named S$PSHOl within the library is linked. Conversely, the /EX switch
guarantees that the specified module(s) are not 1loaded from the
library. A typical specification might be

LIBRY/IN:ABC:DEF/EX:QKQ

which, when encountered, guarantees that ABD and DEF will be loaded
from the library file LIBRY and QKQ will not be loaded.

1f, for instance, the modules ABCTMP, DEFTMP, FILTMP, DATTMP, TSTTMP,
and XPROPR (residing in a library named SPEC.LIB) are to be linked
with a file named MASTER.OBJ, and the result is to be placed in a file
named MASTER.LDA, the following command string can be used:

#MASTER<SPEC,.LIB/IN:ABCTMP :DEFTMP : FILTMP : DATTMP 2
#TSTTMP : XPROPR,MASTER,OBJ/E

Note the use of the colon (:) at the end of the first 1line of the
command string; this serves to continue the switch value list from
line 1 to line 2,

The /IN and /EX switches have no effect if specified for non-library
files.

3.2.1.11 Long/Short Map Switches

The /LG switch is specified on the map file to cause the long map form
to be produced. In addition to the normal entry points, a long map
also prints out any external globals referenced by a module.

The /SH switch is specified to cause the short map to be printed, The
short map consists only of the heading, program size description, and
section allocation synopsis.

The /LG and /SH switches are mutually exclusive.

3.2.1.12 Global Cross—-Reference Switch

The /CR switch is specified on the map file to cause a global
cross-reference table to be produced on the map device when the link



is complete. See Appendix H for an example of a global
cross~reference table. The /CR switch can be used with the /LG or /SH
switches if desired., ‘

3.2.1.13 Contiguous Output Switch

The /CO switch is used for a load module output file to specify that
the file is to be contigquous, with an output format similar to that
produced by the CILUS program ({(core- image file), When overlaid
programs are generated by LINK, use of the /CO switch is automatically
forced, since overlaid programs require a contiguous file.

The /CO switch can also be used with a value specifying that the
contiguous file generated is to be built for a device with a block
size that does not correspond to the block size of the output device
actually used. For example, if LINK is run with load module output
placed on an RF1ll disk, the contiguous file produced will be formatted
into 64-word blocks. Thus, the file produced will run only on disks
with 64-word block sizes. If it is desired to produce a file on a
64-word block device to run on a 256-word block device, it can be done
by specifying /CO:256 on the 1load module file specification to
correctly generate the file.

Thus the /CO:n switch (where n must be a multiple of 64) can be wused
to allow contiguous output files to be generated on devices with block
sizes other than that of the actual output device.

NOTE

A contiguous file generated by LINK will run
correctly only on those devices with a block size
equal to that for which the file was generated; a
file generated for 256=-word blocks will not run on
a 64-word block device, and vice versa.

3.2.1.14 Program Section Sequencing Switch

Normally, program sections (,CSECT's and ,LPSECT's) are placed in
memory in alphabetical order. The /SQ switch is used when it is
desired to place program sections in memory in order of declaration
(i.e., in the order they are encountered by LINK). The /SQ switch is
useful mainly for programs that depend upon .CSECT ordering as
implemented by previous versions of the Linker program.

3.2.1.15 General Notes on Switches

If a switch appears by itself as a specification (e.qg., , ,/CC), it
takes the default device and a null file name. Thus, the linking
process will be aborted if the default device is file structured. The
/0D switch is the only exception (see section 3.2.1.3).



3.3 LIBRARY SEARCHES

3.3.1 User Libraries

Object modules from the specified user libraries built by LINK will be
relocated selectively and linked. The object modules in the Libraries
must be ordered; only forward references are allowed.

The libraries are specified to LINK like any other input file.

For example, the user could type the following command string to the
Linker:

#TASKO1.LDA,LP:<MAIN.OBJ,MEASUR.LIB/E

Program MAIN.OBJ would be read in from the disk as the first input
file, Any undefined symbols generated by program MAIN,.OBJ can be
satisfied by the library MEASUR,LIB specified in the second input
file, The load module, TASKOl.LDA would be put on the disk, and a
load map would go to the line printer.

As described in section 3.2.1.6, the /L switch can be used in a
library file specification. This switch 1is provided only for
compatibility with the o0ld 1linker, and does not affect proper
processing of the library.

3.3.2 Monitor Library

At the end of pass 1, the Monitor 1library is searched for Monitor
routines (EMT's) which were declared as globals in the user program.
Satisfying these globals mean that the Linker passes the EMT trap
number of the found routines (in the COMD) to the Monitor so that at
load time the requested routines are made resident with the user
program. Making EMT's core resident in a resident section can be
accomplished by defining the appropriate EMT as a global before
assembly with the .GLOBEL assembly directive. Example:

.GLOBL FOP.,LUK. ,CKX.

Refer to Appendix C of the DOS Monitor Programmer's Manual for a
description of globals associated with various EMT requests. Making a
potentially swappable EMT routine core resident uses core space but
saves swapping time for the routine. This tradeoff usually becomes
important when an often-used subroutine uses one or more monitor
functions that would normally be non-resident. For instance, this
problem might arise from simultaneous use of the Block I/0 routine and
conversion routines within the same program.

The user libraries are searched first and the Monitor library is
searched if any globals remain undefined.



NOTE

Although some undefined globals may be satisfied
at the monitor level, they continue to be flagged
as undefined globals. A message will be printed
on the user's terminal stating that there are
undefined globals, and a similar message is given
in the load map listing. However, any undefined
globals satisfied at the Monitor level are flagged
in the LINK map undefined summary, with "**"
following the nare. See Appendix H for an
example. :

3.4 SAMPLE LINKS

3.4.1 FORTRAN

User is logged in under user identification code (UIC) of 200,200.

He wishes to link a FORTRAN program (FORT1.0BJ) to the FORTRAN library
(FTNLIB) which is on the system disk under UIC 1,l1. He wants a load
map printed on the line printer. Input comes from and output goes to
the disk.

The command string is:

#FORT1,LP:<FORT1,FTNLIB/E

(The default input extension is OBJ. Since both files FORT1 and
FTNLIB had the extension OBJ there was no need to put this information
in the command strings.)

3.4.2 Assembly Language

User is logged in under UIC 200,200. He has a DECtape, but he has no
line printer at his installation. He wants his outputs, load module
(LOAD.LDA) and load map (LOAD.MAP) on DECtape and his inputs to come
from disk. (He has seven input files all with extension OBJ.)

The command strings are:

#DT1:LOAD,LOAD<IN1,IN2,IN3
#IN4,IN5,IN6,IN7/E

(Note that LINK accepts multiple command lines.) On the DECtape the
load module has the extension LDA and the load map has extension MAP.

3.4.3 Overlays

User is logged in under UIC 200,200, He has an ODL file (Overlay
Description Language -- See Chapter 4) named BUILD,ODL that describes



his overlaid program. He wishes to place the load module on the disk
and the listing on the line printer.

The command string is:

#ABC,LP:<BUILD.ODL/MP/E

3.5 PROGRAMMING NOTES AND CAUTIONS

3.5.1

l.

2'

Programming Notes

No switch (except /OD) can appear alone in an input
specification (i.e., /E is illegal, filename /E is legal).

There are several ways to 1link ODT-1l1lR. Three examples
follow.

a. SY:<TEST,/OD/E
(The OD switch 1is set)
allows the Monitor command BE to start the test program,
and the Monitor command OD to start ODT (assuming in both
cases that the Monitor command GET TEST precedes).

b. OUTFIL<ODT,TEST/E
(no OD switch)

allows BE to begin ODT. The command ODT will have no
effect.

c. SY:<ODT/E
allows ODT to be run by itself with the RUN command.
When using the /OD switch:
default device - as usual, system residence disk
(sY:)
default filename — OoDT
default extension -- as usual, OBJ
secondary UIC - 1,1

If ODT.OBJ is on either the system or user disk area, the
input file specification for ODT in the CSI reduces to:

/0D
for example:
<TEST,/OD

The /OD and /TR switches are mutually exclusive.



3.5.2 Cautions
If the user means to type:

PP:,LP:<PR:/E
but accidentally types:

PP: ,LP<PR:/E
the load map (an ASCII file) will be punched on the paper tape
followed by the 1load module (a binary file). The Linker will not
detect the error since the erroneous string is a 1legal one (i.e.,
output file LP.MAP to default device, PP:), thus the load module

cannot be loaded (since there is an ASCII file in front of it).

There is a fair amount of blank tape between the load map and the load
module, so either separate them or relink with the correct command
string,

w
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CHAPTER 4

OVERLAYS

An overlay capability is very important in computer systems such as
DOS/BATCH where the size of programs is apt to be larger than the
amount of the memory available. Overlay support is an integral part
of the design of LINK. The only difference, as far as LINK is
concerned, between a normal link and an overlaid link is the fact that
the former contains only one segment.

Overlays are defined in terms of a simple tree structure via a special
Overlay Description Language (ODL) that is interpreted by LINK., The
trunk of the tree is termed the root segment and always remains in
memory. The branches of the tree represent overlay segments which may
overlay each other.

Figure 4-1 illustrates a typical overlay structure. "A" is the root
segnment and “B*", "C", "D", "E", and "F" are overlay segments.

| b b b b b e b
! w
| o o b v b b= 4
-t g st tem b
bt b = b b s
S
-

Figure 4-1 - Overlay Task Structure

A path is defined as a route that 1is traced from the root when
following a series of branches to an outermost branch of the tree. 1In
the above figure A-B, A-C-D, A-C=E, and A-C-F represent all possible
paths.

Overlays may call other overlays if they occur on a common path. Thus
in figure 4-1, the root segment may call overlays B, C, D, E, and F.
On the calls to D, E, or F the overlay C 1is also normally 1loaded.
This 1is termed "path loading" and occurs whenever a call is made from
one segment to another segment that is more than one branch 1level up
the tree (away from the trunk). Overlay C may call D, E, or F but B
cannot call ¢, D, E, or F nor can C, D, E, or F call B.



Two methods are provided for loading overlay segments into memory.
The first method is by an explicit call to the library routine LOAD to
load a named segment, This is termed Manual-Load. Before a
manual-load request is honored, LINK marks out=-of-core all segments up
the tree which emanate from the overlay control point where the
request 1is to be loaded. The manual=-load is then initiated and

control is returned to the caller, The issuer of a manual=-load
request may, at his option, have the 1load performed either
synchronously or asynchronously with program execution, Upon

successful loading the calling routine may then call entry points in
the named segment via normal subroutine or transfer of control
instructions. When using manual=~load, path loading is not performed;
i.e., only the segment specified in the LOAD call 1is 1loaded into
memory.

The second method of loading overlay segments is termed Autoload (also
known as load-on-call or LOCAL). Autoload occurs whenever a transfer
of control instruction is executed that references an autoload entry
point in another segment that is further up the tree on a common path.
Autoload causes the automatic 1loading of an overlay segment and
subsequent transfer of control to the called entry point in a manner
that is completely transparent to the caller, Unlike manual=-load,
path loading is performed on autoload calls,

Both methods of loading overlay segments have different merits that
warrant their support. Autoload has the advantage of being completely
transparent* while manual-load requires slightly less memory.
Autoload allows a program to be separated into segments without
reprogramming while manual-load requires explicit calls to 1load
overlay segments.

The actual loading of all overlay segments is accomplished via the
.TRAN request in the DOS Monitor. No extensive file open/read/close
sequence need take place since the Monitor knows the disk address of
the core image. The loading of an overlay segment thus requires a
single disk access and can be very fast.

4.1 TERMINOLOGY

AUTOLOAD - The process of automatically loading an overlay segment and
subsequently transfering control to a called entry point in a
manner that is completely transparent to the caller, Also known
as load=-on-call or LOCAL.

AUTOLOAD ENTRY POINT - An entry point that has been defined such that
a transfer of control to the entry point will cause the segment
in which it is defined to be automatically loaded if it 1is not
already in memory,

ENTRY POINT - A symbol defined in a source representation of a program
and subsequently accessible to independently translated modules

*However, condition codes are not passed on an autoload call.



via the binding mechanism provided in the LINK. All such symbols
must be established as globals.

LOAD-ON=CALL = See Autoload.
LOCAL - See Autoload.

MANUAL-LOAD - An explicit call to the library routine LOAD to 1load a
named segment into memory.

PATH - A route that is traced when following a series of branches in
an overlay structure.

PATH UP =~ The routes traced when following all paths from a branch
segment away from the trunk to the outermost branches that lie on
a common path.

PATH DOWN - The route traced when following a path from a branch
segment toward the trunk.

ROOT SEGMENT = A group of modules and/or program sections that occupy
memory simultaneously and are never overwritten. Every program
has one and one only root segment (i.e., even a single segment
program is considered to have a root segment).

SEGMENT -~ A group of modules and/or program sections that occupy
memory simultaneously and may be loaded via a single call to the
Executive.

4.2 Overlay Description Language

An Overlay Description Language (ODL) is provided to describe overlay
structures. Rather than being a part of the command language itself,
which would make it very complex, these descriptions are always read
from a separate file.

An overlay description file is specified by including the /MP switch
on the first input file specification (see section 3.2.1.8). This
file contains all the object module input file specifications in
addition to the overlay description. The /MP switch must appear on
the first input file specification (ignored elsewhere) and no other
input specifications to ODL may be given subsequently. Option input
is accepted in the normal manner.

Example:
IMAGE ,MAP , SYMBOL<OVERL/MP/E

specifies that the file OVERL contains a description of the overlaid
program to be built,

The Overlay Description Language is composed of a number of directives
that are used to describe the overlay structure.

In its role as the builder of tree-structured programs, LINK
interprets and carries out the directives provided by the Overlay
Description Language (ODL)., Its inputs are directives written in ODL,



and object files produced by language translators. Its output is an
overlaid program suitable for execution under DOS.

Object files result from a source to object transformation by a
language translator. These object files consist of storage allocated
under the three section types: .ASECT, .CSECT, and ,PSECT. Individual
files may contain unresolved global references which LINK attempts to
resolve during the linking process.
ODL consists of directives which specify a function, and operands,
which are either filenames, name strings reducible to filenames, or
names appearing in PSECT directives. LINK uses the name-strings to
locate or create object modules which are built into the overlays.
ODL provides for:

* TIdentification of the Root Segment

* Building overlays

* Naming overlays

* Strict placement within the overlay structure of globally
referenced memory

* Establishing overlay control points
* Declaring autoload entry points
* Five directives:

« ROOT

« NAME

+FCTR

.PSECT, AND

«END
* and four operators:

"=" concatenation

*"," overlay;
"(", ")" overlay control point, and
"*" autoload

The diréctives and operators acting on name strings provide the
semantics specified above.

The directives have the following general format

LABEL: L.DIREC OPRNDS



Where:
LABEL is an alphanumeric label.
DIREC is the directive name.

OPRND is/are optional operands.

4,2.1 The .ROOT Directive

The .ROOT directive completely specifies the program tree structure
and has the following format:

LABEL: .ROOT OPRNDS

The optional LABEL field, if present, is ignored.
The permissible operands of a .ROOT directive are

1. Filenames of the form:

DEV:FILE.EXT[UIC]/sSwW

2. A name which appears in a .NAME directive

3. The label on a .FCTR directive

4., The name in a .PSECT directive
These operands are operated on by four operators.

"-" The concatenation operator (minus sign). A binary operator
that specifies that its operands are to occupy memory
simultaneously, which means, of course, they are part
of a path. :

"," The overlay operator (comma). A binary operator whose
operands occupy memory starting at the same base
address (a node in an overlay tree). 0Of course,

segments that occupy the same memory are not on a
path, and, indeed, overlay one another.

"(", ")" The overlay control point operator (parentheses). With
an exception to be noted, a control point at which an
overlay is to begin (the points x and y in Figure
4-2) are implied by enclosing operands in
parentheses,

A fourth operator, "*", will be discussed after an example reinforces
the use of .ROOT and the "-", "," and "(", ")" operators.

Actually, we now know enough of the ODL to describe to LINK a
substantial percentage of the overlay structures that occur in
practice. Consider the structure of Figure 4-2,
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FIGURE 4-2 - SAMPLE STRUCTURE

Figure 4-2 consists of six object files to be linked together by LINK.
We now want to specify the input required by LINK to construct the
program of Figure 4-2, To simplify the explanation establish the
structures below the branch point, X, as the 1leftbranch and
rightbranch., Now we can describe Figqure 4-2 as

.ROOT A-B~-(leftbranch, rightbranch)

This statement instructs LINK to concatenate A and B, form a branch
point, and cause the 1leftbranch and rightbranch to occupy memory
starting at the same base address. (If the leftbranch is in memory,
the rightbranch cannot be, and vice-versa.)
We can represent the leftbranch as,

C
and the right branch as,

D~ (E,F)

specifying the concatenation of D with E and F; E and F overlay each
other.

Thus complete ODL specification of Figure 4-2 is:
« ROOT A=-B=-(C,D=(E,F))
Using this brief example as an aid to familiarizing the reader with

the overlay language we can now complete its specification.
Specifically, the



«NAME ,

.FCTR,

.PSECT, and

. END
Directives, énd the

"*" operator

4,2.2 The .NAME Directive

Declare an alphanumeric name that may subsequently be used in a
or .FCTR directive to define the name of a segment.

« ROOT

Normally a segment is named according to the first file or P-section
that is included in the segment, it is recognized that this may not be
adequate in some cases and therefore this directive may be wused to

explicitly declare a segment name.
Directive syntax:

.NAME SNAME
Where:

.NAME is the directive NAME,

SNAME is an alphanumeric NAME of 1 to 6 characters.
(A-2,1-9,9)

NOTE
If a label is present it is ignored. SNAME must
be unique with respect to file names, P=-section
names, and other segment names that are declared
in the description file.

If in Figure 4-2, we wanted to name the root segment in Figure
JIM, the directives:

.NAME JIM
.ROOT JIM-A-B-(C,D-(E,F))

would create a root segment with the name JIM,

4,2,3 The .FCTR Directive
The factor (.FCTR) directive has the same format as .ROOT:

LABEL: .FCTR OPRNDS

4-2,



Its operands are the same as for ROOT. Unlike .ROOT the LABEL field
is required, The .FCTR directive formalizes the pedagogical
convenience we used earlier in presenting the development of the .ROOT
directive wused to describe the overlay structure of Figure 4-2.
Recall that a factoring occurred by using the terms leftbranch and
rightbranch. Using .FCTR this becomes a capability of the ODL itself.

Thus=-

LEFTBR: JFCTR C
RHTBR: .FCTR D-(E,F)
« ROOT A-B- (LEFTBR,RHTBR)

will describe to LINK the same overlay structure as=--
.ROOT A-B-{(C,D-(E,F))

When expanding the ,ROOT statement
+«ROOT A-B- (LEFTBR, RHTBR)

LINK will substitute the expressions equated in the .FCTR directives
for LEFTBR and RHTBR.

.FCTR is a notational convenience for simplifving the process of
representing complex overlay structures to LINK,

4,2.4 The .PSECT Directive

Often segments within an overlav structure have a requirement to
access common storage. LINK allocates storage for referenced sections
within the section in which it is defined (local reference) or in the
branch on its path c¢losest to the root (global reference). For
example, if in Figure 4-3

Figure 4-3 - Simple Global Reference

A, B, and C each reference a global storage area, D, then LINK will
allocate storage in A. If, however, only B, and C reference a global
storage area, D, then LINK will allocate storage in both B and C, a
default decision, which may or may not coincide with the programmers
wishes. It is the function of the LPSECT directive to permit the
programmer to explicitly place the global area, overriding LINK's
default.



.PSECT declares an alphanumeric P-section (program section) name that
may be subsequently used in a JROOT or ,FCTR directive explicity
placing a P-section in an overlay segment. A declared P-section may
be placed anywhere in the overlay structure that is not ambiguous
(i.e. not on a common path that already contains the specified
P-section in another segment).* All actual references to the P=-section
from object modules must have exactly the same attributes as declared
in the directive.

A good example of the use of this directive is the placement of a
FORTRAN common area close to the root segment so that a number of
branch segments that are not on a common path may share and
communicate via the area. In this case, if the explicit placement
were left out, the common area would be allocated in each branch
segment and not shared.

Directive syntax:

.PSECT SNAME [,AT1,AT2,...,ATn]
Where:

.PSECT is the directive name.

SNAME is an alphanumeric control section
name. (A=%,1-9,$)

AT1 through ATn are optional control section attributes.

P-section attributes are specified exactly as they are for the .PSECT
directive under MACRO-1l. These attributes include:

RO or RW specify the access mode of the P-SECTION. RO means
read only and RW read/write.

I or D specify the type of P-section. I means instruction and D
data, **

GBL or LCL specify the scope over which the P=-section is
considered by LINK. GBL means global and the
P-section will be considered across segment (overlay)
boundaries. LCL means local and the P-section is
considered only within the segment in which it is
defined. If a single segment program is produced GBL
and LCL have no effect on the core allocation in LINK
(i.e. only one segment to consider P=-sections over).

ABS or REL specify relocation of the P-section. ABS means
absolute and no relocation is necessary. REL means

*The ambiquity is not detected in the ODL syntax check, but at the
point where a reference to an ambiguous section is encountered during
file processing.

**Not to be confused with the I and D space hardware on the PDP 11/45.



relocatable and a relocation bias must be added ¢to
all references to the P-section.

CON or OVR specify the allocation of the P-section. CON means
that all allocation references to the P-section are
concatenated to form the total allocation of the
P-section., OVR means that all allocation references
to the P-section from different modules overlay each
other. The total allocation of the P-section is the
largest request made by the individual modules that
reference it.

HEGH or LOW specify the speed of the memory that the P-section is
to be loaded into. HGH means high speed and LOW
means core.

NOTE

The HGH/LOW attribute is currently ignored by
LINK,

Default attributes are applied to all .PSECT directives, These
attributes may be subsequently overriden by an explicit attribute
specification. The default attributes are:

.PSECT name,RW,I,LCL,REL,CON,LOW

4.2.5 The .END Directive
Declare the end of the overlay description file,

This directive is mandatory and must appear at the logical end of each
overlay description file,

Directive syntax:
+ END
Where:
.END is the directive name,
NOTE

If a label or operands are present they are
ignored.

4,3 AUTOLOAD OPERATOR ASTERISK (%)

The asterisk (*) is a unary operator that specifies its operand as
autoloadable. Any transfer of control to an entry point in a
P-section with an "I" attribute will cause the segment in which the
operand resides to be 1loaded unless the segment already exists in
memory. If an "*" occurs on an open parenthesis "(", every operand
within the parenthesis and its matching close parenthesis, ")", will



have the autoload attribute. The "*" operator applies only to
P-sections with the "I" attribute,

As applied to specific operand types the "*" operator acts as follows:

1.

2.

4.5

For section names the section is made autoload.

For the name in a ,NAME directive all the components in the
segment to which the name applies are made autoload.

For name labeling a .FCTR statement, "*" applies to the first
irreducible component of the factor, If the entire factor list
is enclosed in parentheses, every file in the factor is made
autoload.

For a Filename all components of the file are made autoload.

kODL USAGE SPECIFICATIONS

The directives may appear in the input file in any order, with
the exception of .END which must always terminate the file.

Every ODL Task description must have one, and only one .ROOT
directive.

A label must appear in a .FCTR directive .
Labels in a .ROOT directive are ignored.

Redundant pairs of parentheses are permitted for notational
clarity, but will not cause additional overlay control points.

A LFCTR directive label and SNAMEs must not contain periods.

EXAMPLE OF OVERLAID PROGRAM BUILD USING LINK

Given the following tree structure description of the desired overlay:

! MAIN !
/ ! \
! SEGl ! | SEG4 ! ! SEG5 !
! ! - -
! !
! SEG2 !
! !
! !
! SEG3 !

A file can be created with a name such as DESCR.ODL which will contain
the ODL task description:



SEG123: «FCTR SEG1.0BJ-SEG2,0BJ/CC~-SEG3.0BJ[27,63]/CC
ROOT ¢ « ROOT MAIN,OBJ~(SEG123,SEG4,0BJ,SEG5.0BJ)
END: +END

Then, when the following command string is type to LINK, the overlay
load module will be named MAIN.LDA and the load map will be printed on
the line printer.

SRUN LINK
LINK Vxx
#MAIN,LP:<DESCR.ODL/MP/E

4,6 MANUAL LOAD OVERLAYS FROM FORTRAN

The following is an example of a synchronous overlay 1load wusing the
FORTRAN callable routine LOAD(sce section 6.l1l). The program requests
that the overlay segment GAUSS (which contains the subroutine RANDOM)
be 1loaded into core. Control will not be returned to the program
until the load operation is complete. IERR is checked to assure that
the segment was successfully loaded, then the program transfers
control to a routine contained in the overlay segment that was just
loaded.

IF (ITEST.EQ.0) GO TO 990
CALL LOAD('GAUSS',l,IERR)
IF(IERR.NE.0) GO TO 500

CALL RANDOM(A,B,ITEST,2)

The following is an example of an asynchronous overlay load. The
program requests that the segment PRINT (which contains the subroutine
ALPHIO} be loaded into core. The ENCODE operation following the (CALL
LOAD will be executed while the overlay is being loaded. Then the
program performs a CALL WAIT to assure that the 1load operation is
complete before transfering control to a routine in the overlaid
segment:. '

CALL LOAD('PRINT',0,IERR)

ENCODE (490,100 ,ALPHA) (VECT(I),I=1,70)
100 FORMAT(7017)

CALL WAIT

IF(IERR.NE.V) GO TO 500

CALL ALPHIO (ALPHA,70)



"4.,7 FORTRAN FORMAT CONVERSIONS AND I/O ROUTINES

Any format conversion not needed in a FORTRAN resident section but
required by overlay sections must be forcibly loaded into the resident
section,

This can be accomplished in any of three ways:

1. Declare the appropriate globals in an assembly language
routine.

2. Insert dummy FORMAT statements in the resident main program
for all format conversions that are required in the overlays
but not in the resident section.

3. Specify in the root segment link the appropriate module names
needed (through the /IN switch). Table 4-1 contains a
detailed list of these names.

For example, assume I and L format conversions are needed for READ and
I and E format conversions are needed for WRITE. An assembly language
routine such as the following could be written:

.TITLE DUMMY
.GLOBL $LCI,$ICI,$ICO,S$SDCO
. END

where SLCI performs the L conversions for READ, $ICI performs the I
conversions for READ, $ICO performs the I conversions for WRITE, and
$DCO performs the E conversions for WRITE.

An alternate mode involves dummy FORMAT statements supplied in the
resident main program to force linking of these routines. (If this is
done, a message may be printed at compile time indicating that there
is non-executable code in the program.

For example:

LOGICAL L
GO TO 1000
READ (6,100) I,L
100 FORMAT (Il,Ll)
WRITE (6,101), I,E
101 FORMAT (Il1,E6.0)
1000 CONTINUE

Another alternative is use of the /IN switch as follows:
XXXLIB/IN:SLCI:$ICI:SDCI

where XXXLIB is the library specified in the ODL command file, and

SLCI,SICI, and $DCI are module names associated with the required

globals (see Table 4-1).

Including global references in an assembly language routine (or
specifying module names with the /IN switch) causes only the four



format conversion packages to be 1linked to the resident program
section. Inserting dummy FORMAT and Input/Output statements causes
the resident to carry the overhead of the four format conversion
packages plus the FORTRAN READ/WRITE processor, FORMAT scanner, and
associated routines.

Two other possibilities are either to perform all I/0 in the resident
program, or to perform all I/O in the overlay section., If there is no
I/0 in the resident section, each overlay includes only those modules
needed to satisfy its own I/0 requirements.

If those format conversion routines which are needed in the overlays
and not required in the resident section are not forcibly loaded into
the resident section, the FORTRAN system causes the linking of dummy
routines. Global requests in the overlay files are then linked to the
resident dummy routines and at execution time result in the fatal
error message:

FORT008000 LINKAGE ERROR (MISSING FORMAT CONVERSION ROUTINE)

If it is essential to minimize the amount of memory used by the
resident section, the technique of forced loading of modules by means
of an assembly language routine or the /IN switch is recommended. The
assembly language routine does not force all routines in the I/O
package into the resident section, but rather causes the 1loading of
some modules which would otherwise be blocked. The resulting resident
section may be smaller than that produced by the inclusion of the
dummy FORTRAN statements shown above.

Table 4-1 is useful in building overlay systems. If any module not
needed by the resident 1is required in an overlay, then the
corresponding global must be declared in the resident section.



Table 4-1

Format Conversion Packages and I/0 Routines

Globals Length of
in Module Package in
Package Name Function Performed Decimal Words*
$DCO

SECO $DCO Output Conversions D, E, F, G 469

$FCO

$GCO

$ICO

$0CO $ICO Output Conversions, I, O 93

SLCO SLCO Output Conversion L 31

$DCI

SRCI $DCI Input conversions D, E, F, G 384

SICI

SOCI SICI Input conversion I, O 85

SLCI SLCI Input conversion L 31

*Includes certain associated modules.

K
1
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CHAPTER 5

PROGRAM MEMORY ORGANIZATION

5.1 ALLOCATION FOR A NON-OVERLAID PROGRAM

A non-overlaid program is allocated to memory as shown in Figure 5~-1.

--------------------------------- high memory
1 !
! CODE !
! R-0 !
! !
1 1
! !
! !
! CODE !
! R/W !
! !
! 1
|- - ———— ————————— - =—==!  low memory

Figure 5-2 = Non-Overlaid Program

5.1.1 Read/Write Code (and Data) (R/W)

The program's read/write code and data are placed in the lowest memory
allocated.

5.1.2 Read-Only Code (and Data) (R-=0)

If the program has a read-only portion, LINK places it irmmediately
above the ‘area occupied by the read/write code.

5.2 ALLOCATION FOR AN OVERLAID PROGRAM

5.2.1 Root Segment Allocation

The allocation of real memory to the root segment is shown in Figure
5-2,
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Figure 5-2 - Root Segment Overlaid Program

Code (R/W) and Code (R=~0) are the same as for non-overlaid programs,
and we will describe only the Segment Tables and Autoload vectors.

5.2.2 The Segment Tables

Each segment in an overlay structure has a 1l0-word Segment Descriptor
formatted as shown in Fiqure 5-3.

| RESERVED 1  status !
' RELATIVE DISK ADDR. |
+ LoD ADDRESS !
+LenctH v BYTES 1
v Timkoee
v imkoom 1
v LK NEXT |
v LK prEVIOUS 1
v seamnr 1
v NAME T

Figure 5-3 = Segment Descriptor



5.2.2.1 Status:

0 specifies the segment is in-core, 1 specifies not-in-core. The bit
is used during path loading to eliminate unnecessary disk accesses.

5.2.2.2 Relative Disk Address of the Overlay Segment:

A program image occupies a contiguous disk area. Each overlay segment
begins at a block boundary and this index is a relative block number
from the start of the program disk image. This word enables 1loading
of segments with a single disk access.

5.2.2.3 Load Address of The Segment:

The program relative address where this segment is to be loaded.

5.2.2.4 Length of the Segment:

The number of bytes in the segment; this number is wused to constuct
the disk read. '

5.2.2.5 Link Fields

The function of the link fields is to permit, given the address of any
descriptor, finding a path to the root and to develop from any segment
the path to any other segment (if it exists) up the tree.

Link up:

A pointer to a Segment Descriptor away from the root. Such a segment
emanates from an overlay control point which starts at the base of
this descriptor. Since many segments may emanate from an overlay
control point, this pointer does not point to a unique successor. In
figure 5-4 the segment descriptor for the root segment may point to B
C, or D depending on how the LINK algorithm makes its link-up pointer
selection; once made, however, it is never altered.
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Figure 5-4 = Link Paths

Link Down:

"A pointer to a segment nearer the root which 1is the immediate
predecessor of the segment described by this descriptor. This pointer
is always unique since paths moving toward the root always have unique
predecessors.,

Link Next and Link Previous

All segments emanating from an overlay control point are circularly
linked forward and backward. This facilitates the search needed to
mark in core segments out of core when they are overlayed. In Figure
5-4, B, C, and D are circularly linked as are E, and F, A has null
link-next and link=-previous pointers.

5.2.2.6 Segment Name

The six character (max) RAD50 representation of the segment name.

5.2.3 Autoload Vectors

Autoload vectors appear in every segment which references autoload
entry points in segments farther away from the root than the
referencing segment. Segments which reference autoload entry points
toward the root are resolved directly. Autoload entry points occur in
the segment making an autoload transfer. A discussion of the format
of the. autoload vector and the autoload machinery is discussed in
Chapter 6, Run Time Support.



5.3 OVERLAY MEMORY ALLOCATION

Every overlay in a program has an allocation as shown in Figure 5-5.
The construction of segments is identical to the root segment
structure discussed in Section 5,2.
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Figure 5=5 = Overlay Segment

5.4 OVERALL MEMORY ORGANIZATION

Figure 5=-6 shows the overall memory allocation of an overlaid program
running under DOS/BATCH,
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Figure 5-6

Overall Memory Allocation



Note that the size of the overlay area is just 1large enough to
accommodate the largest possible combination of overlays that could
exist simultaneously in memory.



CHAPTER 6

RUN TIME OVERLAY SUPPORT

Two methods of calling overlays exist in DOS/BATCH:
l. Manual Load, and

2. Autoload.

6.1 MANUAL LOAD

Manual load is initiated by a call to the LOAD routine. LOAD can
operate either synchronously or asynchronously with program execution,
and does not path 1load. LOAD marks as out-of-core any segment
currently in-core and not along the path leading to the requested
segnent.,

Calling Sequence: In FORTRAN, LOAD is referenced as shown below.
CALL LOAD ('strnam',sync,error)
where strnam is a 1l- to 6-character ASCII name, If strnam is 1less
than six characters 1long, it must be terminated by a

blank or null character.

sync is a value set to 1 for a synchronous load, or to 0 for

an asynchronous load. In a synchronous load, the
requested segment is already in memory when control is
returned to the program after the call. In an

asynchronous load, the input transfer is initiated by
the call; segment loading may proceed concurrently with
the execution of the program issuing the call,

NOTE

When using asynchronous calls, the user
rust insure that the desired overlay is
in memory before referencing values
within the overlay or Jjumping to an
entry point within the overlay. By
using "“CALL WAIT" the user can insure
that the overlay transfer is complete
before control is returned to the
progran. :

error is a value returned to the calling program. If error
is 0, no errors have occurred in the CALL LOAD, If
error is non-zero, the requested segment has not been
loaded (for example, if a nonexistent segment has been
specified or a permanent read error has occurred).



The equivalent assembler calls for LOAD and wait are shown below,

JSR R5,LOAD ;CALL LOAD
BR .+8. ; SKIP AROUND PARAMETERS
« WORD strnam sADDRESS OF STRING NAME
« WORD sync ;ADDPESS OF SYNCHRONOUS
; FLAG WORD
+WORD error sADDRESS OF ERROR FLAG WORD
JSR R5 ,WAIT ;WAIT FOR COMPLETION
BR o+2

6.2 AUTOLOAD

During program creation from ODL, LINK reccords all auto-load entry
points referenced by a segment. References toward the root are
resolved absolutely. Those away from the root are replaced by a jump
into the autoload vector table built by LINK for the segment. The
autoload vector table consists of one entry per unique autoload entry
point referenced by the segment. Each entry in the autoload vector
table consists of one instruction and a three-word descriptor as shown
in Figure 6-1.

JSR PC,S$AUTO

ADDR: ! CALLED SEGMENT DESCRIPTOR !

Figure 6-1 Autoload Vector Entry

The jump into the autoload vector table is made to transfer to the
entry in the table describing the required autoload entry point.

SAUTO is a library routine which carries out the autoload process.
SAUTO checks if the requested segment is in core (low order byte of
the segment descriptor status word), and if it is in-core transfers to
it. If the requested segment is not in core, SAUTO initiates a
pre-emption scan, followed by a path load.

The function of the pre-emption scan 1is to mark out-of-core all
segments currently in core that will be overlayed by the autoload
call.

The path loading results in loading every segment along the path from
the caller to the callee.

Both the pre~emption scan and path loading use a tree-walk techinique
similar to that described in section 7.3.

For‘examples of autoload and manual load usage see sections 4.5 and
4.6



CHAPTER 7

MEMORY ALLOCATION

The allocation of memory occurs at the start of pass 2 of LINK, In
the previous pass, LINK has established the memory requirements and
attributes of every P-section in the program. It has also built the
segment tables which completely define the structure described by the
ODL, and has stored commands it must act upon during memory
allocation. Using P-section memory requirements, P-section
attributes, segment tables, autoload vector 1lists, and the command
list, LINK can proceed to allocate memory.

7.1 MEMORY ALLOCATION PROCEDURES

7.1.1 Allocating Root Segment Memory

LINK begins by allocating the Read/Write portion of the root segment,
It proceeds algorithmically as follows:

1. Allocate in alphabetical order all read/write P-sections of the
root segment, accumulating the total memory required as the
allocation proceeds. This implies that if in ODL a user
described the root as

A-C-B

The actual allocation and placement would be as though he had
specified

A-B-C

The placement of every P=-section is clearly shown on the map
listing produced by LINK. After a P-section is processed, a
check 1is made of the extension 1list (created from EXTSCT
commands) described in Chapter 8 and if a command is found for
this P-section it is extended:

1. If the CON attribute for the P-sgsection is set, or

2. If the OVR attribute is set and insufficient storage is
currently allocated to the P-section to cover its extend
request.

Also, the processing of a P~section will result in proper
boundary alignment. Presently the assembler only supports
word alignment, but when it supports alignment requests to
any specified boundary, LINK will place the P-section on the
requested boundary, incrementing the virtual location counter
appropriately.

3. LINK now checks if it is building an overlaid program, and,
if it is, it allocates the storage for the Segment Tables.



4, Finally, any storage needed to hold autoload entry points
referred to up-the-tree by the root segment are allocated.

7.1.2 Allocating Overlay Segment Memory

The procedure follows closely the allocation of Read/write storage in
the root, with the following exceptions:

1. If an overlay segment contains read-only P=-sections, these
sections are processed after the read/write sections of the same
segment. Within each of the attribute types (read/write and
read-only) allocation is alphabetical. If LINK encounters a
read-only section in an overlay segment, it will issue a
diagnostic and continue to process the read-only section as if it
were read/write.

2. No Segment Tables are produced for overlay segments
3. Allocation for an overlay segment starts at address+l of the
bottom of the segment pointed to by the link-down of the segment

being processed.

All memory allocation for a program described by ODL is now complete,

7.2 MEMORY ALLOCATION MAP

The listing of the memory map produced by LINK consists of a heading
followed by detailed descriptions of each segment in the program. The
data on each segment includes:

1. The statistics and attributes for each section.

2., The memory limits of every P-section in every segment.

3. File descriptions of the files used to build the program, and

4., Undefined references by file.
The segment description begins with the root segment, which begins on
the same page as the heading. The overlay segments each start on a
new page and their order is determined by a tree walk algorithm used

in a number of contexts within LINK. See Appendix H for a detailed
map description and example.

7.3 LINK TREE WALK ALGORITHM

In the map listing, LINK displays segment descriptions in a path order
which results from a tree walk; the result of the walk is the segment
list which appears following the root segment name on the heading
page. The tree walk algorithm proceeds as follows:

1., After displaying the root segment's description, take the
link=up.



la. If a link-up exists,
THEN
1b. Display its description, try the next link-up, and return to la.
ELSE
lc. Try a link-next.
If an un-processed link=next is found
THEN
Go-To 1lb.
ELSE
Try a link-down. If the link down is the root
THEN
Terminate the Walk.
ELSE
Go-To 1lc.
Using this algorithm, Fiqure 13, and the ODL description:
LEFTBR .FCTR B-(C,D,E)
RHTBR .FCTR F=(G,H)
+«ROOT A~ (LEFTBR,RHTBR)

Then LINK will walk the tree (thus producing segment descriptions) in
the following order

(root)

(link=-up)

(link-up)

(link-next)

(link=next)

(link-down) :not re-displayed
(link~next)

(link=up)

(link-next)

(link=down) :not re-~displayed
(link=down) :not re-displayed

PHoIiomwmoamwy

Note that the link~down is taken as the first filename in the ODL
description following a new overlay control point.
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CHAPTER 8
LINKING OPTIONS
8.0 OPTIONAL INPUT
Options input is accepted by LINK if the first command string was
terminated by </0>. This input specifies options that are to be
selected for the program being built.

Input is solicited with a line of

ENTER OPTIONS:

followed by a line containing a leading hash mark.

Each option is specified by a keyword followed by one or more
parameters. After each 1line of option input is processed, the next
line is solicited with another hash mark.

The options input is terminated with the /E specification in the same
manner as normal LINK commands.

Optional input lines have the following general format:

KW = P(1,1):P(1,2):...:P(1,N):P(2,1):P(2,2)!KW=P(1,1)...;COMMENT

Where
KW = an alphanumeric keyword identifier of 1
to 6 characters
<=> = a delimiter that delineates the keyword
identifier from its parameters
P(1,1) P(1,2) P(2,2) = parameter values that are specified for

the option. The construction P(N,M) is
used for illustration purposes only and
signifies the M(th) parameter of the
N(th) set of parameters. The general
format allows multiple sets of
parameters for a single keyword. Actual
parameters are specified as alphanumeric
characters and/or octal/decimal numbers.

<:> = a delimiter that separates parameter values
,> = a delimiter that separates multiple sets of parameters.

<!> = a delimiter that separates multiple keyword identifiers on
a single line,

<;> = a delimiter indicating that a corment follows.,



NOTE

At the end of a line an implied <;> 1is always
performed. Thus, optional specifications must
always fit on a single line.

Blank characters and horizontal tabs are ignored and may appear
anywhere.

A brief description of each keyword option is given below followed by
the keyword syntax. Parameter values are defined using the following
abbreviations:

DEVNAM = a two character alphabetic device name followed by a
one or two digit unit number

NAME = an alphanumeric name of 1 to 6 characters, wusing the
RAD50 character set. (A-Z, 1-9, $ and ,.)

NOTE

Octal and decimal numbers may contain a sign
(i.e., + or =).

Certain options require that global symbols or P-sections be defined
in the object modules that are loaded into the program image. If the
appropriate definitions are not found, the corresponding option input
is treated as a no operation (i.e., it is not performed, and the user
is not notified).

8.1 ABSOLUTE PATCH (ABSPAT)

This allows the user to declare a series of absolute patch values in a
segment,

An absolute address is taken as the base address of where the patches
are to be applied. All patch values must lie within the segment or a
load address error is generated.

Keyword syntax:

ABSPAT = SGNAM:PADDR:VALUE:VALUE:,..:VALUE

where:
SGNAM = the name of the segment in which the patches
are to be applied
PADDR = the absolute patch address



VALUE = patch values.
NOTE
Three parameters are required by this command. A
maximum of eight values (ten parameters total) can
be specified.
Default:
None.

Example:

Declare a series of patches in segment PAY starting at the
address 100:

ABSPAT = PAY:100:=1:5:6
NOTE
Patch values are stored in consecutive locations

as a byte string., Each patch value requires two
bytes.

8.2 EXTEND CONTROL SECTION (EXTSCT)

Extend the length of a P-section.

absolute

If the P-section has the attribute CON then the section is extended by
the specified length., If the attribute is OVR, the section is assured
to be at least as large as the specified length, The extension occurs
when the specified name is encountered in an input object file., If no

such name is encountered, no extension occurs,

Keyword syntax:

EXTSCT = CNAME:LENGTH
where:

CNAME = control section name

LENGTH = length to extend the P=section

{octal).
Default:
None.

Example:

Declare the P-sections ONE and TWO to both be eligible for
by a length of 50 and 100 bytes, respectively.

in bytes

extension



EXTSCT=0ONE:50,TWO:100

8.3 GLOBAL SYMBOL DEFINITION (GBLDEF)
Declare the definition of a global symbol.

The symbol definition is considered absolute. The symbol 1is entered
in the root segment symbol table.

Keyword syntax:

GBLDEF = SNAME:VALUE

where:
SNAME = global symbol name
VALUE = absolute value (octal) to be assigned to the symbol,
Default:
None,
Example:

Declare the symbol SMART to have a value of 152525,

GBLDEF = SMART:152525

8.4 GLOBAL PATCH (GBLPAT)

Declare a series of patch values in a segment that are relative to a
global symbol within a segment.

The value of the global symbol is taken as the base address of where

the patches are to be applied. All patches must be within the segment
or a load address error is generated.

Keyword syntax:

GBLPAT = SGNAM:SNAME :VALUE:VALUE:...:VALUE

or
GBLPAT = SGNAM:SNAME+OFFSET:VALUE:VALUE:...;VALUE
or
GBLPAT = SGNAM:SNAME-OFFSET:VALUE:VALUE:...:VALUE
where:
SGNAM = the name of the segment in which the patches

are to be applied



Default:
None .
Example:

Declare a

SNAME = global symbol name

OFFSET = relative offset (octal) from the global
symbol to where patch values are to be
applied

VALUE = patch values (octal)

NOTE

This command requires at least one patch value and
can include a maximum of eight patch values.

series of patches in the segment TELTAL relative to

global symbol PATCH.

GBLPAT = TELTAL:PATCH+10:177406:177344

NOTE

Patch values are stored in consecutive locations
as a byte string. Each patch value requires two
bytes.

the






APPENDIX A

ERROR HANDLING

The following error diagnostics are issued by LINK:
PREMATURE EOF COMMAND INPUT FILE

An end-of-file condition was encountered when LINK was expecting
additional command input.

COMMAND SYNTAX ERROR

The command string last issued to LINK was not a valid command.
It must be re-entered correctly.

REQUIRED INPUT FILE MISSING

At least one input file must be specified to LINK.

ILLEGAL SWITCH filnam.ext

The switch(es) specified for the file filnam.ext cannot be
recognized or processed correctly.

NO DYNAMIC STORAGE AVAILABLE
LINK has no more memory available to complete a link. The 1link

can be re-executed only if the memory requirement for linking is
reduced.

"@" COMMAND FILE SYNTAX ERROR

An indirect command file has been incorrectly specified. The
string following the @ character was not recognized.

INDIRECT FILE OPEN FAILURE

An indirect file that has been specified cannot be found.



INDIRECT COMMAND SYNTAX ERROR
An indirect command 1line has been specified incorrectly.

Probably, no file name has been specified following the g
character.

INDIRECT FILE DEPTH EXCEEDED

An attempt has been made to nest more than five indirect files.

I/0 FAILURE ON INPUT FILE filnam.ext

LINK cannot correctly read data from the file filenam.ext,

OPEN FAILURE ON FILE filnam.ext

LINK cannot find a specified file filnam.ext

SEARCH STACK OVERFLOW ON SEGMENT segnam

Too many overlay levels have been specified. Overlays must not
be nested to a depth greater than 16 levels.

PASS CTRL STACK OVERFLOW ON SEGMENT segnam

Too many overlay levels have been specified. Overlays must not
be nested to a depth greater than 16 levels.

FILE filnam.ext HAS ILLEGAL FORMAT

The file filnam.ext does not have the correct format for LINK.

MODULE modnam AMBIGUOUSLY DEFINES CTRL SECT secnam

LINK has found two or more P-section descriptions in the same
segment whose attributes are not identical.

MODULE modnam MULTIPLY DEFINES CTRL SECT secnam

The P-section (secnam) described in a module (modnam) is not the
original definition.



MODULE modnam ILLEGALLY DEFINES XFR ADDRESS transf
A transfer address (transf) is incorrectly defined in a module

(modnam) . Possibly, trasf was specified within an overlay
segment.

CTRL SECTION secnam HAS OVERFLOWED

The control section secnam has overflowed machine address
boundaries. No segment can exceed 32K words.

MODULE modnam AMBIGUOUSLY DEFINES SYMBOL symnam
The module modnam has defined a reference (symnam) that has been

previously defined. -8uch a reference cannot be uniguely
resolved,

MODULE modnam MULTIPLY DEFINES SYMBOL symnam

Two definitions for the same symbol (symnam) have occurred on the
same path within a module (modnam).

SEGMENT segnam HAS RO CONTROL SECTION

Overlay segment segnam contains an RO control section. RO
control sections can be specified for root segments only.

SEG segnam HAS ADDR OVERFLOW=-ALLOCATION DELETED

The program has attempted to allocate more than 32K words within
an overlay segment (segnam). This results in deletion of the
program image file; a map is produced, but the program image file
is not.

ALLOCATION FAILURE ON FILE filnam.ext

There was not sufficient space on the disk to allocate the output
file (filnam.ext) contiguously.

I-0 ERROR ON OUTPUT FILE filnam.ext

An unrecoverable output error has occurred on ‘the file
filnam.ext.



LOAD ADDR OUT OF RANGE IN MODULE modnam
An address has been specified within a segment of the module

modnam that does not fall within the range specified for the
segment.

TRUNCATION ERROR IN MODULE modnam
A byte value .specified as relocatable in the module modnam

exceeded 8 bits after relocation bias was added., The low-order
eight bits are loaded into the byte.

cnt UNDEFINED SYMBOLS

Undefined symbols have been encountered during a link. The value
cnt specifies the number of undefined symbols,

INVALID KEYWORD IDENTIFIER keynam

The name keynam has been specified and is not a 1legal options
keyword. (See Chapter 8 for legal options,)

OPTION SYNTAX ERROR

The format of an option command is incorrect.

TOO MANY PARAMETERS

Too many parameters have been specified with an options keyword.

ILLEGAL MULTIPLE PARAMETER SETS

The specified option allows only one parameter set; more have
been specified.

INSUFFICIENT PARAMETERS

Not enough parameters have been supplied for the option
specified.



OVERLAY DIRECTIVE HAS NO OPERANDS

An overlay directive has been supplied without operands. The
only directive that allows no operands is the ,END directive,

ILLEGAL OVERLAY DIRECTIVE

An unrecognizable overlay directive has been encountered

OVERLAY DIRECTIVE SYNTAX ERROR

An overlay directive has been specified in an incorrect format,

ROOT SEGMENT IS MULTIPLY DEFINED

One ,.ROOT command (and no more than one) must be specified per
program. This program has defined more than one .ROOT command.

LABEL OR NAME IS MULTIPLY DEFINED

A label or name has been defined more than once in an overlay
description. This is illegal; labels and names must be uniquely
defined.

NO ROOT SEGMENT SPECIFIED

An overlaid program does not have a root segment specified. This
is illegal; overlaid programs must spcify a root segment.

BLANK CONTROL SECTION NAMF IS NOT LEGAL

A ,PSECT command has specified a blank name. This is illegal;
all .PSECT commands, when used, must specify non- blank names.

ILLEGAL CONTROL SECTION ATTRIBUTE

An unrecognizable ,PSECT attribute has been encountered.

ILLEGAL OVERLAY DESCRIPTION OPERATOR

An illegal ODL operator has been encountered.



TOO MANY NESTED .ROOT-.FCTR DIRECTIVES

An attempt has been made to nest .FCTR statements to a depth
greater than 32 levels,

TOO MANY PARENTHESIS LEVELS

An attempt has been made to nest parentheses to a depth greater
than 32 levels in an overlay description.

UNBALANCED PARENTHESIS

An overlay description contains mismatched parentheses (e.g., an
odd number of parentheses).

ILLEGAL /B OR /T SWITCH VALUE value

The /B or /T switch value specified (value) was not a 1l- to
6~digit octal constant.

ILLEGAL /TR SWITCH VALUE value
The /TR switch value specified (value) was one of the following:

(1) an odd number, (2) an undefined symbol, or (3) an
out=-of-range symbol.

ILLEGAL /CO VALUE PARAMETER value

The /CO switch value specified (value) was not a decimal number
that is an integral multiple of 64.

MISSING /B OR /T SWITCH VALUE

A /B or /T switch has been specified without a value. The /B and
/T switches, when specified, must have an associated value.



APPENDIX B

LINK INPUT DATA FORMATS
An object module is the fundamental unit of input to LINK,
Object modules are created by any of the standard language
processors(i.e. MACRO-11, FORTRAN, etc.,) or LINK itself (symbol
definition file). The librarian provides the capability to combine a
number of object modules together into a single library file.
An object module consists of variable length records of information
that describe the contents of the module. Six record (or block) types
are included in the object language. These records guide LINK in the
translation of the object language into a task image.
The six record types are:

Type 1 = Declare Global Symbol Directory (GSD)

Type 2 - End of Global Symbol Directory
Type 3 - Text Information (TXT)

Type 4 - Relocation Directory (RLD)

Type 5 = Internal Symbol Directory (ISD)
Type 6 = End of Module

Each object module must consist of at least five of the record types.
The one record ¢type that 1is not mandatory is the internal symbol
directory. The appearance of the various record types in an object
module follows a defined format.

An object module must begin with a declare GSD record and end with a
end of module record. Additional declare GSD records may occur
anywhere in the file but before an end of GSD record. An end of GSD
record must appear before the end of module record, At least one
relocation directory record must appear before the first text
information record Additional relocation directory and text
information records may appear anywhere in the file, The internal
symbol directory records may appear anywhere in the file between the
initial declare GSD and end of module records.

Object module records are variable length and are identified by a
record type code in the first word of the record. The format of
additional information in the record is dependent upon the record

type.
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GENERAL OBJECT MODULE FORMAT

B.l GLOBAL SYMBOL DIRECTORY

Initial GSD

Initial Relocation Directory
Additional GSD

Text Information

Text Information

Relocation Directory

Additional GSD

End of GSD

Internal Symbol Directory
Internal Symbol Directory
Text Information

Text Information

Text Information

END OF MODULE

Global symbol directory records contain all the information necessary
to assign virtual addresses to global symbols and to allocate the

virtual memory required by a program.

GSD records are the only records processed

in the first pass and -

therefore significant time can be saved if all GSD records are placed
at the beginning of a module (i.e., less of the file must be read in

phase 3).

GSD records contain 7 types of entries:



Type 0 - Module Name

Type 1 - Control Section Name

Type

Type

Type
Type

Each type of entry is represented by four words

- Transfer Address

- Internal Symbol Name

2
3
Type 4 - Global Symbol Name
5 = Program Section Name
6

- Program Version Identification

in the GSD record.

The first two words contain six RAD50 characters. The third word

contains a flag byte and the entry type

identification. The fourth

word contains additional information about the entry.

! 0 ! !
i RAD50 !
! NAME !
! TYPE i FLAGS !
! VALUE !
! RAD50 1
! NAME 1
! TYPE ! FLAGS !
{ VALUE !
! RADS50 !
! NAME !
! TYPE ! FLAGS !
! VALUE !
! RAD50 !
l : NAME i
! TYPE i FLAGS !
! VALUE !
GSD RECORD
AND

ENTRY FORMATS



B.1l.l1 Module Name

The module name entry declares the name of the object module. The
name need not be unique with respect to other object modules (i.e.
modules are identified by file not module name) but only one such
declaration may occur in any given object module.

! MODULE !
! NAME

! 0 ! 0 !
! 0 !

MODULE NAME ENTRY FORMAT

B.1l.2 Control Section Name
Control sections, which include ASECTs, blank-=CSECTS, and named-CSECTs
are obviated in DOS by PSECTs. For compatibility, LINK processes
ASECTs and both forms of CSECTs. Section B.l1l.6 details the entry
generated for for a PSECT statement, In terms of a PSECT statement we
can define ASECT and CSECT statements as follows:
For a blank CSECT:

. PSECT ,LCL,REL,CON,RW,I,LOW
For a named CSECT:

»PSECT name, GBL,REL,OVR,RW,I,LOW
And for an ASECT:

+PSECT ., ABS,.,GBL,ABS,I,OVR,RW,LOW
ASECTs and CSECTs are processed by LINK as PSECTs with the fixed
attributes defined above. For a complete description of PSECT

processing see B.l.6. The entry generated for a control section is
shown in the Figure below.



- - - an wuan —— — o - —— -

! CONTROL SECTION 1

! NAME !
! 1 ! IGNORED !
! MAXIMUM LENGTH !

CONTROL SECTION NAME ENTRY FORMAT

B.1.3 Internal Symbol Name

The internal symbol name entry declares the name of an internal symbol
‘(with respect to the module). LINK does not yet support internal
symbol tables; therefore the detailed format of this entry is not
defined. If an internal symbol entry is encountered while reading the
GSD, it is merely ignored.

! SYMBOL !
! NAME !
! 2 ! 0 !
! UNDEFINED !

INTERNAL SYMBOL NAME ENTRY FORMAT

B.l.4 Transfer Address

The transfer address entry declares the transfer address of a module
relative to a P-section. The first two words of the entry define the
name of the P-section and the fourth word the relative offset from the
beginning of that P-section. If no transfer address is declared in a
module, a transfer address entry must either not be included in the
GSD or a transfer address of 000001 relative to the default absolute
P-section (. ABS.) must be specified.



]
! NAME !

TRANSFER ADDRESS ENTRY FORMAT
NOTE

If the P-section is absolute, then OFFSET is the
actual transfer address if not 000001.

B.1.5 Global Symbol Name

The global symbol name entry declares either a global reference or
definition. All definition entries must appear after the declaration
of the P-section under which they are defined and before the
delcaration of another P=-section. Global references may appear
anywhere within the GSD.

The first two words of the entry define the name of the global symbol.
The flag byte declares the attributes of the symbol and the fourth
word the value of the symbol relative to the P-section under which it
is defined.

The flag byte of the symbol declaration entry has the following bit
assignments.

Bits 0 - 2 = Not used.

Bit 3 - Definition

]

0 Global symbol references.

1

Global symbol defintion.

Bit 4 - Not used

Bit 5 = Relocation
0 = Absolue symbol value.
1

Relative symbol value

Bit 6 - 7 - Not used.



! SYMBOL !

! NAME !
! 4 ! FLAGS !

! VALUE !

- - T G S G N T O S S

GLOBAL SYMBOL NAME ENTRY FORMAT

B.1l.6 Program Section Name

The P-section name entry declares the name of a P-section and its
maximum length in the module, It also declares the attributes of the
P-section via the flag byte. '

GSD records must be constructed such that once a P-section name has
been declared all global symbol definitions that pertain to that
P-section must appear before another P-section name is declared.
Global symbols are declared via symbol declaration entries. Thus the
normal format is a P-section name followed by zero or more symbol
declarations followed by another P-section name followed by zero or
more symbol declarations and so on.

The flag byte of the P-section entry has the following bit
assignments:

Bit 0 - Memory Speed
0 = P-section is to occupy low speed (core) memory.

1l = P-section is to occupy high speed (i.e. MOS/Bipolar) memory.

Bit 1 - Library P=-section (not used by LINK)

0 = Normal P~-section.

1 = Relocatable P-section that references a core resident library
or common block.

Bit 2 = Allocation

0 = P-section references are to be concatenated with other
references to the same P-section to form the total
memory allocated to the section.

1 = P=-section references are to be overlaid., The total memory

allocated to the P-section is the largest request
made by individual references to the same P-section.

Bit 3 = Not used but reserved.



Bit 4 - Access
0 = P-section has read/write access.

1 - P-section has read only access.

Bit 5 - Relocation

0

P-section is absolute and requires no relocation.

]

1 P-section 1is relocatable and references to the control
section must have a relocation bias added before they

become absolute.

Bit 6 = Scope

0 = The scope of the P-section is local. References to the same
P-section will be collected only within the segment
in which the P-section is defined.

1 = The scope of the P-section is global. References to the

P-section are collected across segment boundries,
The segment in which a global P-section is allocated
storage is either determined by the first module that
defines the P-section on a path or direct placement
of a P-section in a segment via the segment
description map.

Bit 7 - Type
0 = The P-section contains instruction (I) references.

1 = The P-section contains data (D) references.

! P-SECTION !
! NAME !
! 5 ! FLAGS !
! MAX LENGTH !

- —— - . — " T p W T G T S e S G S -

P-SECTION NAME ENTRY FORMAT

NOTE

The length of all absolute sections is zero.



B.1l.7 Program Version Identification

The program version identification entry declares the version of the
module. LINK saves . the version identification of the first module
that defines a nonblank version. This identification is then included
on the memory allocation map and is written in the label block of the
task image file.

The first two words of the entry contains the version identification.
The £flag byte and fourth words are not used and contain no meaningful
information.

! SYMBOL !
! NAME !
! 6 ! 0 !

! 0 !

PROGRAM VERSION IDENTIFICATION
ENTRY FORMAT

B.2 END OF GLOBAL SYMBOL DIRECTORY

The end of global symbol directory record declares that no other GSD
records are contained further on in the file, Exactly one end of GSD
record must appear in every object module and is one word in length.

- — T " T " G o T (= o

! 0 ! 2 !

END OF GSD RECORD FORMAT

B.3 TEXT INFORMATION

The text information record contains a byte string of information that
is to be written directly into the task image file. The record
consists of a load address followed by the byte string.

Text records may contain words and/or bytes of information whose final
contents are yet to be determined. This information will be bound by
a relocation directory record that immediately follows the text recorad
(see B.4 below). If the text record does not need modification, then
no relocation directory record is needed. Thus multiple text records
may appear in sequence before a relocation directory record.

The load address of the text record is specified as an offset from the
current P-section base. At least one relocation directory record must



precede the first text record. This directory must declare the.
current P-section.

LINK writes a text record directly into the program image file and
computes the value of the load address minus four. This value is
stored in anticipation of a subsequent relocation directory that
modifies words and/or bytes that are contained in the text record.
When added to a relocation directory displacement byte, this value
yields the address of the word and/or byte to be modified in the task
image.

! 0 ! 3 !
Y Loap AppRESS !
v mexr t Tex t
C T Tk
e T T Ty
e T
Co T
T PR
C T ek
v Texr 1 mexr |t

TEXT INFORMATION RECORD FORMAT

B.4 RELOCATION DIRECTORY

Relocation directory records contain the information necessary to
relocate and link a preceeding text information record. Every module
must have at least one relocation directory record that precedes the
first text information record. The first record does not modify a
preceeding text record, but rather it defines the current P-section
and location. Relocation directory records contain 13 types of
entries, These entries are classified as relocation or location
modification entries. fThe following type of entries are defined:



Type 1 - Internal Relocation

Type 2 - Global Relocation

Type 3 = Internal Displaced Relocation

Type 4 - Global Displaced Relocation

Type 5 = Global Additive Relocation

Type 6 = Global Additive Displaced Relocation
Type 7 - Location Counter Definition

Type 10 - Location Counter Modification

Type 11 - Program Limits

Type 12 - P-Section Relocation

Type 13 =~ Not used

Type 14 - P-Section Displaced Relocation

Type 15 - P-Section Additive Relocation

Type 16 - P-Section Additive Displaced Relocation
Each type of entry is represented by a command byte (specifies type or
entry and word/byte modification)) followed by a displacement byte
followed by the information required for the particular type of entry.
The displacement byte, when added to the value calculated from the
load address of the previous text information record, (see B.3 above)
yields the virtual address in the image that is to be modified. The
command byte of each entry has the following bit assignments,

Bits 0 - 6 Specify the type of entry. Potentially 128 command types
may be specified although only 13 are implemented.

Bit - 7 Modification
0 = The command modifies an entire word.
1l = The command modifies only one byte. LINK checks for
truncation errors in byte modification commands. If
truncation is detected (i.e. the modification value

has a magnitude greater than 255), then an error is
produced.

B~11



! 0 ! 4 !
T T e
e T e
;------—: ----- ! INFS---—--:
I
R
TR
T
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ST
T T
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T T
I
ST
ST
P S
S T e T
e T e
P
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RELOCATION DIRECTORY RECORD FORMAT

B.4.1 Internal Relocation

This type of entry relocates a direct pointer to an address within a
module. The current P-section base address is added to a specified
constant and the result is written into the task image file at the
calculated address (i.,e, displacement byte added to value calculated
from the load address of the previous text block).



Example:

Az Mov #A,R0O
or
«WORD A
! DISP IB! 1 !
! CONSTANT !

INTERNAL RELOCATION COMMAND FORMAT

B.4.2 Global Relocation
This type of entry relocates a direct pointer to a global symbol. The
definition of the global symbol is obtained and the result is written
into the task image file at the calculated address.
Example:
MOV #GLOBAL , RO
or

«WORD GLOBAL

! DISP IB! 2 !
! SYMBOL !
t NAME !

GLOBAL RELOCATION

B.4.3 Internal Displaced Relocation

This type of entry relocates a relative reference to an absolute
address from within a relocatable control section, The address plus 2
that the relocated value is to be written into is subtracted from the
specified constant. The result is then written into the task image
file at the calculated address.

CLR 177550
or
MoV 177550.R0

B-13



! CONSTANT !

INTERNAL DISPLACED RELOCATION

B.4.4 Global Displaced Relocation

This type of entry relocates a relative reference to global symbol.
The definition of the global symbol is obtained and the address plus 2
that the relocated value is to be written into is subtracted from the
definition value. This value is then written into the task image file
at the calculated address.

Example:
CLR GLOBAL
or
MOV GLOBAL, RO
v pse Bt 4t
v swmeoL 1
! NAME !

GLOBAL DISPLACED RELOCATION

B.4.5 Global Additive Relocation
This type of entry relocates a direct pointer to a global symbol with
an additive constant. The definition of the global symbol is
obtained, the specified constant is added, and the resultant value is
then written into the task image file at the calculated address.
Example:

MOV #GLOBAL+2 , RO

or

«WORD GLOBAL~4



! SYMBOL {
! NAME !
! CONSTANT !

GLOBAL ADDITIVE RELOCATION

B.4.6 Global Additive Displaced Relocation

This type of entry relocates a relative reference to a global symbol
with an additive constant. The definition of the global symbol is
obtained and the specified constant is added to the definition value.
The address plus 2 that -the relocated value is to be written into is
subtracted from the resultant additive value. The resultant value is
then written into the task image file at the calculated address.

Example:

CLR GLOBAL+2

or
MOV GLOBAL-5,R0
! T pse IB! 6 f
! ----SYMBSE---------_---I
! NAME !
! --CONSTANT- -“;

GLOBAL ADDITIVE DISPLACED RELOCATION

B.4.7 Location Counter Definition

This type of entry declares a current P-section and location counter
value. The control base is stored as the current control section and
the current control section base is added to the specified constant
and stored as the current location counter value.



! SECTION !
! NAME !

LOCATION COUNTER DEFINITION

B.4.8 Location Counter Modification

This type of entry modifies the current location counter. The current
P-section base is added to the specified constant and the result is
stored as the current location counter.

Example:
«=+*tN
or
«BLKB N
v o it 10 1
v " consTanr 1

LOCATION COUNTER MODIFICATION

B.4.9 Program Limits

This type of entry is generated by the .LIMIT assembler directive.
The lowest and highest virtual addresses allocated to the task are
obtained and written into the task image file at the calculated
address and at the calculated address plus 2 respectively.

Example:

« LIMIT

! DISP IB! 11 !

PROGRAM LIMITS



B.4.10 P=-Section Relocation

This type of entry relocates a direct pointer to the beginning address
of another P-section (other than the P=section in which the reference
is made) within a module. The current base address of the specified
P-section is obtained and written into the task image file at the
calculated address.

Example:
.PSECT A
B:
PSECT o
MOV #B,RO
or
«WORD B
! DISP I1B! 12 !
! SECTION !
! NAME !

P-SECTION RELOCATION

B.4.11 P~Section Displaced Relocation

This type of entry relocates a relative reference to the beginning
address of another P=section within a module. The current base
address of the specified P-section is obtained and the address plus 2
that the relocated value is to be written into is subtracted from the
base value., This value is then written into the task image file at
the calculated address.

Example:
.PSECT A

B:
+PSECT C
MOV B,RO



! DISP {B! 14 !

! SECTION !
! NAME !

P=-SECTION DISPLACED RELOCATION

B.4.12 P-Section Additive Relocation

The type of entry relocates a direct pointer to an address in another
P-section within a module. The current base address of the specified
P-section is obtained and added to the specified constant. The result
is written into the task image file at the calculated address.

Example:
+PSECT A
B:
C: .
§SECT D
MOV #B+10,R0
MOV #C,RO
or

«WORD C

! DISP iB! 15 !
! SECTION !
! NAME !
! CONSTANT !

P-SECTION ADDITIVE RELOCATION

B.4,13 P-section Additive Displaced Relocation

This type of entry relocates a relative reference to address in
another P-section within a module. The current base address of the
specified P-section is obtained and added to the specified constant.
The address plus 2 that the relocated value is to be written into is



subtracted from the resultant additive value. This wvalue is then
written into the task image file at the calculated address.

Example:
+.PSECT A

B

Cs .
.PSECT D
MOV B+10,R0
MoV C,RO
! DISP IB! 16 !
! SECTION !
(B NAME !
! CONSTANT !

P-SECTION ADDITIVE DISPLACED
RELOCATION

B.5 INTERNAL SYMBOL DIRECTORY

Internal symbol directory records declare definitions of symbols that
are local to a module, This feature is not supported by LINK and
therefore a detailed record format is not specified. If LINK
encounters this type of record, it will ignore it.

! ) ! 5 !

{ NOT
SPECIFIED

INTERNAL SYMBOL DIRECTORY RECORD FORMAT

B.6 END OF MODULE

The end of module record declares the end of an object module.
Exactly one end of module record must appear in one object module and
is one word in length.



! 0 ! 6 !

END OF MODULE RECORD FORMAT



APPENDIX C
PROGRAM LOAD MODULE FILE STRUCTURE

An Overlay image as it is recorded on disk appears in Figure

C-1 (pertinent boundaries are shown).

! OVERLAY SEGMENT !
—— e ~--BLOCK BOUNDARY
! OVERLAY SEGMENT !
—— ~==mem==cee—ccceec===BLOCK BOUNDARY
! !
! ROOT SEGMENT !
! (READ-ONLY SECTION) !
! !

ROOT SEGMENT !

! (READ/WRITE SECTION) | ===-RELATIVE
1 1/

! HEADER !

- ~em=ememeeeee=START OF FILE

Figure C=-1 Overlay Disk Format

C.1 THE HEADER

The overlay header consists of two parts:
1. Core Image Descriptor
2. Communications Directory (COMD)

The core image descriptor is similar to a CIL 1line

produced
CILUS, except that certain items not needed by LINK are left out.

by
The

COMD describes the characteristics of the root segment so that it can

be loaded and run using the DOS/BATCH RUN command.



The core image descriptor has the following format:

! 1 ! HEADER WORD
! BYTE COUNT !
! BLOCK LOAD POINT !
! BLOCK SIZE=10 ! CIL LINE=3 !
! TIME OF CREATION !
! !
! DATE OF CREATION !
! BLOCK SIZE OF BYTES PER BLOCK !
! NUMBER OF IMAGES = 1 !
! NUMBER OF BYTES IN HEADER CORE !
! 0 !
! 0 !
! 0 !
! 0 i

{ CHECKSUM !

The COMD has the following format:



! HEADER WORD=1 !
1 Tcomp BYTE CoUNT T
T BLOCK LOAD POINT 1
| WORDS TO POLLOW=14 | GENERAL INFORMATION=1 1
1 procmaM roap pomNr 1
! "PROGRAM SIZE IN BYTES T
1 PROGRAM TRANSFER ADDRESS T
1 oDT TRANSFER ADDRESS 1
! " FIRST RELATIVE BLOCK OF CORE IMAGE !
L PROGRAM NAME IN RADIX-50 ----E
5-- "~ 7 _IDENT OF PROGRAM IN RADIX-50 i
i " PIME OF CREATION - -E
DATE OF CREATION !
| WORDS TO FOLLOW 1  EMT CALLS RES.=2 1
| DOS/BATCH EMT NUMBERS CORRESPONDING TO MON- 1
! ITOR ROUTINES TO BE MADE RESIDENT !
' END OF COMD=0 T
T CHECKSUM L o




C.2 THE ROOT SEGMENT

The root segment is written as a contiguous number of blocks starting
after the header.

C.3 OVERLAY SEGMENTS

Every overlay segment begins on a block boundary and is always
read/write. The relative block number for the segment is placed in
the segment table making it possible to load any overlay segment with
a single read. Note that a given overlay segment occupies as many
contiquous disk blocks as it needs to supply is space requests = the
maximum size for any segment, including the root, is 32K words.,

C.4 NON-OVERLAID PROGRAM FILE STRUCTURES
The file structure of a non-overlaid program normally consists of a
formatted binary file beginning with a header whose COMD is similar to
that described in section C.l, with the following exceptions:

l. "FIRST RELATIVE BLOCK OF IMAGE" entry is not included.

2. Byte count is correspondingly smaller,

The end of a non-overlaid program indicated by a formatted binary line
with a byte count of 6. This line is the transfer address block.

If the /CO switch is used to produce a non-overlaid program, the file
image will be as shown in Figure C.l, except for the omission of
overlay segments.,



APPENDIX D

COMPATIBILITY OF LINK-11 AND THE RSX-11D TASK BUILDER

LINK is not completely compatible with other PDP-11 linkers (e.g., the
old LINK-1l). Rather than define compatible areas, the following
known incompatibilities exist,

Command language. The command language is basically that of
DOS/BATCH, but some keyword options are different, and
the overlay description language is new,

Memory allocation., The allocation of memory is in accordance
with the enhanced P-=section capability originally
developed for RSX=-11D, This allocation is not
compatible in the handling of the blank P-sections,
Named .PSECT's or .CSECT's are not interspersed in the
blank .PSECT.

P-section names. P-section names are not treated as global
symbols. Thus global symbols may have the same name as
control sections without conflict.

Symbol table. The STB symbol table file format is not file
formats compatible. The ' STB files created under the
old Linker cannot be used with LINK,

Tapes switch. The /TA (tapes) switch is not implemented in LINK.
If multisection paper tapes are to be linked, they must
be specified individually; alternatively, they can . be
copied to the disk in advance using the PIP program.

Overlay switch, The /OV (overlay) switch is not implemented in
LINK., See Appendix F for information on building
overlays using the "CALI, LINK" format.

Order of .PSECT's and .CSECT's. .PSECT's and .CSECT's are placed
in memory in alphabetic order, not in order of
declaration as in the o0l1d Linker. See Section
3.2.1.14.

Undefined globals switch, The /U (undefined globals) switch is
not implemented in LINK. New map capabilities make it
obsolete.

Map output. LINK map output is completely different from that of
the o0ld Linker (see Chapter 3 and Appendix H).

Error messages. All LINK error messages are incompatible with
those 1issued by the o0ld Linker. LINK error messages
are textual rather than numeric (see Appendix A).

Library format. The LINK library format is slightly different
from that of the o0l1ld Linker, Use of old-format
libraries with LINK causes map listing errors; however,
new library formats are compatible with the old Linker,



Word boundaries. LINK does not automatically round addresses to
a word boundary at the end of a module. If a module
ends on an odd boundary, the following module will
start on an odd boundary.



APPENDIX E

RESERVED SYMBOLS AND SPECIAL FILES

l. The symbol .NSTBL is reserved by LINK. Special handling occurs
when the definition of this name is encountered in a program.
Definition of this global symbol causes the word pointed to by
this symbol to be modified with a value calculated by LINK. The
value placed in this location is the address of the segment
description tables., Note that this modification occurs only when
the number of segments is greater than one.

2, If a global CREF is desired, the file GLOB,TMP is generated by
LINK. After the global CREF is listed, GLOB,TMP is deleted. 1If
a file named GLOB.TMP already exists when a CREF 1is specified,
that file is deleted.

3. Overlay run-time support uses the following global symbols, which
should not be accessed in any way by the user,

$SAUTO
$MARKS
$SRDSEG
$RETA
$SAVAL
SSWAIT






APPENDIX F

LINKING OVERLAYS USING “CALL LINK" FORMS

The "CALL LINK" capability, which was available with older versions of
the Linker program, is still wusable under LINK to maintain
compatibility. However, the new LINK AUTOLOAD (LOCAL) overlays are
much faster and generally require less memory overhead. The new
overlay structures are described in Chapter 4. The contents of this
appendix, in general, are not applicable to overlay structures
described in Chapter 4.

Note that this Appendix does not describe AUTOLOAD or manual load
overlays. The "CALL LINK" overlay capability is not compatible with
those forms, and is not recommended in any case.

The run time supervisor (which is linked to the resident section of
the wuser program) of the "CALL LINK" overlay facility is the
subroutine LINK in the FORTRAN library, version V020A or later,

The resident portion of the run-time supervisor requires approximately
150(10) words. Howeveér, the Monitor requires an additional 768(10)
words for buffers and approximately 150(10) words for the overlay
stack at the time the overlay is loaded.

"CALL LINK" Overlays communicate through blank or labeled COMMON in
the resident area or through the contents of general registers RO
through R4 and the stack. Overlay files can use any core resident
routines (user generated or acquired from a Library).

F.2 COMMUNICATION AMONG RESIDENT AND OVERLAY ROUTINES

Overlays and the resident section communicate through blank and
labeled COMMON areas (.CSECT's for assembly language programs) in the
core resident area. Data can also be passed between overlays from
assembly language programs in the general registers RO through R4 and
the stack.

F.3 LINK, THE RUN-TIME OVERLAY SUPERVISOR

The subroutine LINK is the run-time overlay supervisor. It has three
entry points: LINK, RETURN and RUN (for RUN, see Section F,12).

The subroutine LINK performs the following functions for the user when
entered at LINK:

a. Initializes the traceback origin to the new overlay file to
allow FORTRAN error tracking via the traceback feature.

b. If called from the resident section saves general registers
RO through R5 and saves the return address to the resident
section for use with the next CALL RETURN,



c. Brings the overlay file (designated by the argument to CALL
LINK) 1into core and moves the stack below the new overlay
file.

The subroutine LINK performs the following functions for the user when
entered at RETURN:

a. restores general registers RO through R5.

b. transfers control following the last CALL LINK executed from
the resident section.

The LINK subroutine contains the global declaration:
«GLOBL $0OTSV
where SOTSV is the pointer to the FORTRAN impure area. This forces

the impure area into the core resident section so that user I/Ocanbe
continued across overlays.

F.4 CALLING AN OVERLAY FILE

The resident section and overlay files are entered into the system as
load modules. An overlay is requested by a

CALL LINK ('A')

statement, where A is the file specification of the overlay file to be
called into core. All overlays are entered through their main
program, not through any subroutines.

The argument of the overlay call is enclosed in single quotes since
the Linker relies on a terminating null character inserted by the
FORTRAN Compiler at the end of such a string. The maximum length of
the argument is 25 decimal bytes (stored one character per byte).
The call can be written as follows:

CALL LINK ('dev:file.ext')

Due to the DOS default conventions, the call can normally be expressed
as:

CALL LINK ('file')

with the system disk (SY:) the assumed device and ,LDA the assumed
extension for a load module.

Whenever the statement:
CALL RETURN

is encountered, control transfers to the instruction following the
last CALL LINK executed from the resident section.

The first CALL LINK statement is issued from somewhere in the core
resident section of the user program, bringing into core the first
overlay file. Subsequent CALL LINK statements can be issued from them



main programs in the various overlays. Each CALL LINK brings into
core the specified overlay file.

CALL LINK can be issued from anywhere in the core resident section
(main program or subroutines). CALL LINK and CALL RETURN can be
issued only from the main program in an overlay and not from a
subroutine within an overlay.

There are four allowable control paths between resident and overlay
load modules.

a. resident to overlay via CALL LINK

b. overlay to overlay via CALL LINK

c. overlay to resident via CALL RETURN

d. overlay utilizing resident subroutines

Figure F=-1 illustrates these transfer paths,

Core Residency
Map
F c Overlay Files
RESIDENT a —
MAIN NX\‘
b
a OVERLAY 1 |[@—P OVERLAY 2
c ’ MAIN MAIN
RESIDENT 'd
SUBROUTINES 4d—
-
Subroutines Subroutines
OVERLAY
AREA
the letters a through d correspond to the control paths
described in the text above.

Figure F=-1

TRANSFER PATHS BETWEEN RESIDENT AND OVERLAY PROGRAMS

F.4.1] Overlay Transfer Paths

CALL LINK may be issued from anywhere in the resident section.
However, in an overlay, CALL LINK and CALL RETURN can be issued only
from the main program.



Resident subroutines can be called from anywhere in an overlay file
{(main program or subroutine), However, there is a restriction that an
overlay must not call any resident routine which contains (or calls
another routine which contains) a CALL LINK.

Violation of these control path restrictions causes the overlay system

to be corrupted, resulting in stack overflow or incorrect subroutine
returns.

F.4.2 Search for Overlay Files
Depending upon the format of the overlay file specification, a CALL
LINK statement searches for the overlay file under several possible,
alternate, file specifications.
Where only the overlay filename was specified, for example:
CALL LINK('FILE')

the search for the overlay file proceeds as follows:

(1.) FILE.LDA, current UIC

(2.) FILE.LDA, 1,1 UIC

(3.) FILE, no extension, current UIC

(4.) FILE, no extension, 1,1 UIC

Where a filename and extension are specified for the overlay file, for
example:

CALL LINK('FILE.EXT')
the search for the overlay file proceeds as follows

(1.) FILE.EXT, current UIC
(2.) FILE.EXT, 1,1 UIC

Where a UIC is specified and a file extension is not, for example:
CALL LINK('FILE[X,X]"')
the search for the overlay file proceeds as follows:
(1.) FILE.LDA, X,X UIC
(2.) FILE, no extension, X,X UIC

where a complete file specification is given, only one attempt is made
to find the file. For example:

CALL LINK('FILE.EXT[X,X]')
is searched under:
(1.) FILE.EXT, X,X UIC

If the search has failed, the DOS Monitor prints the message:



FO0l2 XXXXXX

where the additional information word contains the request address
(which is within the run-time supervisor).

F.5 OPERATING PROCEDURES

In order to create an overlay system, the FORTRAN main program and
various overlay files are separately compiled and linked using LINK,
One command string is passed to LINK for the main program and each
overlay file, The overlays are built using the symbol table file
created by the main. For example:

$RU LINK

LINK V01

#RES,LP:,SY:RES<RES,FTNLIB/E

$0OVL1,LP:<RES,.STB,0OVLl,FTNLIB/E

ijLl,LP:<RES.STB,OVL2,FTNLIB/E

F.5.1 Creating the Core Resident Module of an Overlay System

The format of the Linker command string which defines the core
resident section is as follows:

dev:RES,dev:MAP,dev:ST<dev:RES,...subroutines ,FTNLIB/E

where:

dev:RES is the file specification for the user's core
resident section load module.

dev:MAP is the load map of the resident program,
which is an optional output file.

dev:ST is the global symbol table of the resident
program module.

dev:RES is the file specification for the user's core
resident main program.

FTNLIB the FORTRAN Library contains the overlay
facility supervisor and other Library
routines which must be linked to the user's
resident section.

/E indicates the end of the command string to
the Linker. This is followed by the RETURN
key.

Following the command string describing the resident module are the
command strings describing the overlay files. The format of these
command strings is as follows:



dev:0OVER,dev:MAP<dev:ST,dev:OVERL,...8ubroutines, FTNLIB/E

where:

dev:0OVER is the file specification for the overlay
load module. This specification must
correspond exactly to the one used as the
argument to CALL LINK when this overlay is
wanted.

dev:MAP is the load map of the overlay, which is an
optional output file,

dev:ST input global symbol table of the resident
load module created above.

dev:0OVER1 is the file specification for the overlay
main program.

FTNLIB the FORTRAN Library must be 1linked to each
overlay.

/E indicates the end of the command string to
the Linker. This is followed by the RETURN
key.

Notice that in the command strings describing the resident and overlay
files the FORTRAN Library, FTNLIB, is linked to each load module.

Since the default device for load modules is always the system device
and the default extension is .LDA, the load module file specification
can be simplified for both resident and overlay file creation as
follows:

RES ,dev:MAP,dev:ST<dev:RES,...subroutines ,FTNLIB/E

OVER,dev:MAP<dev;ST,dev:0OVER]l,...subroutines ,FTNLIB/E

F.5.2 Creating the Overlay Files

The top of the overlay files is automatically set to the location
directly below the bottom of the resident section. The /T:n switch
can be used to change the default top linkage, if desired. The top of
the overlay must never be set to a location above the bottom of the
resident section.

In the example shown in Section F.5 the resident symbol table is
discarded after the overlay system is linked. If the user can foresee
additions or changes in the overlay files, he should save the resident
symbol. table so that future changes can be made without relinking the
entire overlay system, For example:



$RU LINK

LINK Vxx
#RES,LP:,SY:RES<RES,FINLIB/E
$OVL1,LP:<RES.STB,OVLl,FTNLIB/E
#OVL2,LP:<RES,STB,0VL2 ,FTNLIB/E

The first command string to the Linker causes the resident section
symbol table (SY:RES.STB) to be maintained on the system disk. This
symbol table file contains the global symbol of the resident section
and the bottom address of the resident.

To relink a changed version of OVL2, the following command sequence is
used:

$RU LINK
LINK V¥xx (xx is the version number)
#0OVL2,LP:<RES.STB,OV2NEW, FTNLIB/E

Notice that in the example above, the symbol table of the resident
section is the first input file specification for each overlay file
and the FORTRAN Library, FTINLIB, is linked to the overlay.

Note, too, that the output filename cannot be altered since it is
referenced in a call statement as OVL2 from either the resident and/or
OVL1.

F.6 ERROR PROCEDURES AND MESSAGES

Error handling during the creation of the overlay system is performed
by LINK. At run time there are four DOS fatal errors which are
concerned with the "CALL LINK" overlay facility. These are as
follows:

Error Code Explanation

F275 XXXXXX An argument to the LINK subroutine is
syntacticaly incorrect or too long.

F276 XXXXXX Transfer address of the overlay file was not
specified. For FORTRAN overlays, no main
program was included in the overlay file.

F277 XXXXXX Overlay file could not be brought into core
because it would overlay the resident
section., This is the only error condition
which generates the F277 code. .

XxXXxxX is the additional information word which contains the address
in the user code following the offending CALL LINK.

After an F275 error message (where the additional information is the
address following the offending CALL LINK), identify the offending



CALL LINK and search for one of the following error conditions in the
argument of CALL LINK:

a, syntactically incorrect file specification,

b. multiple file specifications,

c. 1illegal switch specifications, or

d. file specification longer than 25 decimal characters.

When the error is isolated, correct it. Reassemble or recompile the
object module in which the error occurred. If the error occurred in
the resident section, relink the entire overlay system. If the error
occurred in an overlay file, then relink only the particular overlay
file with the aid of the Core Library symbol table of the resident
section and the FORTRAN Library.

After a F276 error message, determine the offending CALL LINK as for
F275. 1If the overlay file is a FORTRAN program the error was probably
caused by not including a main program in the overlay file., If the
overlay file was composed of assembly language modules, then the error
was caused by not specifying a transfer address. Follow relinking
instructions described under F275.

After an F277 error message, determine the offending CALL LINK as for
F275. This error results when the overlay would have overlaid part of
the resident section. To correct the error condition, the offending
overlay must be relinked with a top of (low limit of the resident =2).
See relinking insructions under F275. (This error does not occur if
the correct symbol table (.STB) file is being used since the symbol
table file includes a pointer to the bottom of the resident section.)

F.7 ASSEMBLY LANGUAGE OVERLAYS

The creation of the overlay system (resident and overlay load modules)
is the same for assembly language programs as for FORTRAN programs.

The assembly language calling sequence for the LINK subroutine is as
follows (the standard FORTRAN calling sequence) :

+GLOBL LINK

R5=%5
JSR R5,LINK
BR .+4 s RETURN ADDRESS
.WORD NAME ;POINTER TO ARGUMENT
NAME : .ASCIZ /DEV:FILE/ ;ARGUMENT
;ASCII CHARACTER STRING OF OVERLAY
.EVEN ;LOAD MODULE FILE SPECIFICATION &

; TERMINATING NULL BYTE

The assembly language calling sequence to return to the resident
program is as follows (the standard FORTRAN calling sequence) :



.GLOBL RETURN
JSR R5,RETURN
BR .+2

F.7.1 Global Declarations

In all assembly language programs that call LINK or RETURN, the
symbols LINK and RETURN must be declared as globals.

«GLOBL LINK, RETURN ;EXTERNAL REFERENCES

F.7.2 Stack Usage

Assembly language resident code should not reset the stack at
execution time to be at a lower address than set by the Monitor at
loading time. The Monitor considers the stack as starting at the
address set at loading time and ending at the contents of register 6
and uses this information to first decide if the stack must be moved
and then to move it below an incoming overlay.

The stack should not be addressed absolutely (e.g., pointers to the
stack should not be stored on the stack itself),

Exit from an overlay should be made only through the main program of
that overlay, otherwise the return addresses from any nested routines
are lost on the stack. (See Section 6.5.1.)

While executing FORTRAN programs, the stack is only used to store the
return addresses from nested subroutines. (The latest entry on the
stack is the old contents of register 5 and the return address to the
last subroutine call is in register 5.)

With these restrictions in mind, the stack can be used by the assembly
language program,

F.7.3 Register Usage

Before exiting from the resident program to an overlay, general
registers RO through R5 are saved by the LINK subroutine. On
reentering the resident program from an overlay, registers RO through
R5 are restored by the RETURN subroutine.

The register contents are not disturbed by LINK; therefore, arguments
can be passed between overlays through the registers RO - R4,

With these points in mind, the general registers can be used by the
assembly language program,



F.7.4 COMMON Communication

COMMON communication between a FORTRAN main program and an assembly
language subroutine is shown below. In the example, the variable I of
blank COMMON is input through the keyboard. First the two low order
bits then the five 1low order bits of I are cleared by the mask in
variable M of labeled COMMON through the assembly language subroutine
MASK.

Note that two words are allocated for integers in the assembly
language subroutine MASK in order to be compatible with FORTRAN
storage allocation,

The following is the FORTRAN main program:

COMMON I,J

COMMON /X/L,M

WRITE(6,1)

FORMAT (1H ,7H INPUT)

INPUT VARIABLE I OF BLANK COMMON
FROM KEYBOARD

aaQ=un

READ(6,2) I
2 FORMAT (I5)

Cc PREPARE THE MASK FOR
Cc THE TWO LOW ORDER BITS
M=3
CALL MASK
WRITE(6,3) I
FORMAT (1H ,2HI=,I5)
PREPARE THE MASK FOR BITS
0 THRU 4 (31(10) = 37(8)).
M=31 ’
CALL MASK
WRITE(6,4) I
4 FORMAT (1H ,2HI=,I5)

GO TO 5

END

OQw

The assembly language subroutine MASK follows:



.TITLE MASK
«GLOBL MASK

sCLEAR THE .1ST POSITION OF BLANK
;COMMON BY THE MASK OF THE 2ND POSITION
;OF NAMED COMMON, X.

MASK:

R5=%5
.CSECT .$$SS.
S=,+0
T=,+4
.=.+10
.CSECT X
A=.+0
B=,+4
.=.+10
.CSECT
BTC B,S
RTS R5
<END






APPENDIX G

.ASECTS, .CSECTS, AND .PSECTS
G.1 PROGRAM SECTION DIRECTIVES

G.l.1 J.PSECT Directive

Program sections are defined by the L.PSECT directive, which is
formatted as:

.PSECT [NAME] [,RO/RW] [,I/D] [,GBL/LCL] [,ABS/REL] [,CON/OVR] [ ,HGH/LOW]

The brackets ([]) are for purposes of illustrating optional
parameters, and are not included in the parameter specifications. The
slash (/) indicates that a <choice 1is to be made between the

parameters, The program section attribute parameters are summarized

Table G-1
«PSECT Directive Parameters
Parameter Default Meaning
NAME Blank Program section name, in Radix=50
format, specified as one to six
characters. If omitted, a comma must
appear in the first parameters position,

RO/RW RW ‘ Program section access mode;

RO=Read Only
RW=Read/Write

1/D I Program section type;

I=Instruction
D=Data

GBL/LCL LCL The scope of the program section, as
interpreted by LINK;

GBL=Global
LCL=Local

ABS/REL REL Defines relocation of the program
section;

ABS=Absolute (no relocation)
REL=Relocatable (a relocation bias
is required)



CON/OVR OVR Program section allocation;

CON=Concatenated
OVR=0Overlaid

HGH/LOW LOW Program section memory type;

HGH=High-speed
LOw=Core

(Note:HGH/LOW is not supported
current DOS/BATCH release.)

The only parameter that is position-dependent is NAME. If
omitted, a comma must be used in its place. For example,

.PSECT ,RO

This example shows a PSECT with a blank name and the Read Only
parameter. Defaults are used for the remaining parameters.

LINK interprets the .PSECT directive's parameters as follows:

RO/RW Defines the type of access to the program
permitted which is; Read Only, or Read/Write.

in the

it is

access

section

I/D Allows LINK to differentiate global symbols that are
entry points (I) from global symbols that are data

values (D).

GBL/LCL Defines the scope of a program section. A

global

program section's scope crosses segment (overlay)
boundaries; a local program section's scope is within a
single segment, In single-segment programs, the

GBL/LCL parameter is ignored.

ABS/REL When ABS is specified, the program section is absolute,
No relocation is necessary (i.e., the program section

is assembled starting at absolute 0). When

REL is

specified, a relocation bias is calculated by LINK, and

added to all references in the section.

CON/OVR CON causes LINK to collect all allocation references to
the program section from different modules and

concatenate them to form the total allocation

for the

program section. OVR indicates that all allocation
references to the program section overlay one another.
Thus, the total allocation of the program section is
determined by the largest request made by a module that

references it.

HGH/LOW In future releases of DOS/BATCH, the user may be

able

to specify the kind of memory used to store the ,PSECT
(high or 1low speed); Currently, this parameter is

ignored.



Once the attributes of a named .PSECT are declared in a module, the
MACRO Assembler assumes that this ,PSECT's attributes hold for all
subsequent declarations of the named .PSECT in the same module., Thus,
" the attributes may be declared once, and later .PSECT's with the same
name will have the same attributes, when specified within the same
module,

The Assembler provides for 255(10) program sections: One absolute
section, one blank relocatable section, and 253(10) named relocatable
sections are permitted. The .PSECT directive enables the user to:

1., Create his program (object module) in sections; and,

2. Share code and data.

For each program section specified or implied, the Assembler maintains
the following information:

1. Section name;
2. Contents of the program counter;
3. Maximum program counter value encountered; and,

4, Section attributes, (the six .PSECT attributes).

G.1l.2 Creating Program Sections

A given program section is defined completely wupon its first
reference, Thereafter, the section can be referenced by completely
specifying the section attributes or by specifying the name only. For
example, a section can be specified as:

+« PSECT ALPHA ,ABS,OVR
and later referenced as:

+«PSECT ALPHA
By maintaining separate location counters for each section, the
Assembler allows the user to write statements which are not physically

contiguous but are loaded contiguously, as shown in the following
example:

.PSECT SEC1,REL ;START A RELOCATABLE SECTION NAMED
Az +«WORD 0 ;SEC1 ASSEMBLED AT RELOCATABLE 0,
B: «WORD 0 ; RELOCATABLE 2 AND
C: « WORD 0 ; RELOCATABLE 4,
ST: CLR A +ASSEMBLE CODE AT

CLR B s RELOCATABLE ADDRESSES

CLR C ;6 THROUGH 21

.PSECT SECA,ABS ;s START AN ABSOLUTE SECTION NAMED SECA

=4 ;ASSEMBLE CODE AT

« WORD .+2 ,HALT ;ABSOLUTE 4 THROUGH 7,

.PSECT SEC1 s RESUME THE RELOCATABLE SECTION



INC A ;ASSEMBLE CODE AT
BR ST ;s RELOCATABLE 22 THROUGH 27
+END

The first appearance of a .PSECT directive with a given name assumes
the location counter is at relocatable or absolute zero. The scope of
each directive extends until a directive beginning a different section
is given. Further occurrences of a section name in a subsequent
.PSECT statement resume assembling where the section previously ended.

«PSECT COM1,REL ; DECLARE RELOCATABLE SECTION COMl
A: «WORD 0 ;ASSEMBLED AT RELOCATABLE O,
B: «WORD 0 sASSEMBLED AT RELOCATABLE 2,
C: +WORD 0 ' ;ASSEMBLED AT RELOCATABLE 4,
.PSECT COMZ2,REL ;DECLARE RELOCATABLE SECTION COM2
Xz +« WORD 0 ;ASSEMBLED AT RELOCATABLE O
Y: « WORD 0 ;ASSEMBLED AT RELOCATABLE 2,
+PSECT COM1 ;RETURN TO COM1
D: « WORD 0 ;ASSEMBLED AT RELOCATABLE 6,
«END

All labels in an absolute section are absolute; all 1labels in a
relocatable section are relocatable., The location counter symbol,
".", is relocatable or absolute when referenced in a relocatable or
absolute section, respectively. An undefined internal symbol is a
global reference. It essentially has no attributes except global
reference. Any 1labels appearing on a .PSECT (or .ASECT or .CSECT)
statement are assigned the value of the location counter before the
.PSECT (or other) directive takes effect. Thus, if the first
statement of a program is:

A: .PSECT ALT,REL

then A is assigned to relocatable zero and is associated with the
relocatable section ALT,

Since it is not known at assembly time where the program sections are
to be loaded, all references between sections in a single assembly are
translated by the Assembler to references relative to the base of that
section. The Assembler provides LINK with the necessary information
to resolve the linkage.

Note that this is not necessary when making a reference to an absolute
section (the Assembler knows all load addresses of an absolute
section).

In the following example, references to X and Y are translated into
references relative to the base of the relocatable section SEN,

.PSECT ENT,ABS

.=1000
A: CLR X ;ASSEMBLED AS CLR BASE OF
; RELOCATABLE SECTION + 10
JMP Y ;ASSEMBLED AS JMP BASE OF

; RELOCATABLE SECTION + 6
.PSECT SEN,REL
MoV RO,R1
JMP A ;ASSEMBLED AS JMP 1000
Y HALT



X: WORD 0
«END

Code or Data Sharing

Named relocatable program sections with the attribute OVR operate as
FORTRAN labeled COMMON; that is, sections of the same name with the
attribute OVR from different assemblies are all 1loaded at the same
location by LINK, All other program sections (those with the
attribute CON) are concatenated.

Note that there is no conflict between internal symbolic names and
program section names; that is, it is legal to use the same symbolic
name for both purposes., In fact, considering FORTRAN again, this is
necessary to accommodate the FORTRAN statement:

COMMON /X/A,B,C,X

where the symbol X represents the base of this program section and
also the fourth element of this program section.

Program section names should not duplicate ,GLOBL names. In FORTRAN
language, COMMON block names and SUBROUTINE names should not be the
same.

G.2 JASECT and ,CSECT Directives

DOS/BATCH assembly language programs may use the (PSECT directive
exclusively, as it affords all the capabilities of the .ASECT and
.CSECT directives defined for other PDP=1l1 assemblers. The DOS/BATCH
Macro Assembler will accept .ASECT and .CSECT but assembles them as if
they were .PSECT's with the default attributes listed below. Also,
compatibility exists between old object programs and the LINK, because
LINK recognizes .ASECT and LCSECT directives that appear in such
programs. LINK accepts these directives from such object programs,
and assigns default values as shown in Table G-2.

Table G=2

Non-RSX-11D Program Section Defaults

Attribute Default Value

+ASECT .CSECT (named) +«CSECT
Name ABS name Blank
Access RW RW RW
Type I I I
Scope GBL GBL LCL
Relocation ABS REL REL



Allocation OVR OVR CON
Memory Low LOW LOW
The allowable syntactical forms of ASECT and .CSECT are:
«ASECT
+CSECT
.CSECT symbol
Note that
.CSECT JIM

is identical to

.PSECT JIM,GBL,OVR

G-6



APPENDIX H

LOAD MAP EXAMPLES

H.1l MAP LISTING

The Map has a header followed by segment descriptions,

H.l.1 Map Header

The header consists of the following display: (lower case entries
self-explanatory variables filled in at runtime)

FILE file-name MEMORY ALLOCATION MAP

THIS ALLOCATION WAS DONE ON date
AT time LINK VERSION ver-number

H.1.,2 Segment Descriptions

Segment descriptions have four subsections

1. Attributes and Statistics {-Short !

2. Control Section Allocation Synopsis-- Map !-Long
3. File Contents ! Map
4. Undefined References !

Segment title lines appear as:

***SEG: segname

H.,2 ATTRIBUTES AND STATISTICS

are

LINK prints out the following data on segments, Only those items

which apply to the segment being described will appear on the map.

H.Z.i Read/Write Memory Limits. Displayed as:
R/W MEM LIMITS: start end length

. The addresses define the virtual storage allocated. to

the

segments R/W section. The end address is an inclusive address.



APPENDIX H

LOAD MAP EXAMPLES

H.1 MAP LISTING

The Map has a header followed by segment descriptions,

H.l.1 Map Header

The header consists of the following display: (lower case entries
self~explanatory variables filled in at runtime)

FILE file-name MEMORY ALLOCATION MAP

THIS ALLOCATION WAS DONE ON date
AT time LINK VERSION ver-number

H.1l.2 Segment Descriptions

Segment descriptions have four subsections

- -

1. Attributes and Statistics {=Short !
2. Control Section Allocation Synopsis-- Map !-Long
3. File Contents ! Map
4, Undefined References !

Segment title lines appear as:

***CEG: segname

H.2 ATTRIBUTES AND STATISTICS

are

LINK prints out the following data on segments, Only those items

which apply to the segment being described will appear on the map.

H.Z.i Read/Write Memory Limits. Displayed as:
R/W MEM LIMITS: start end length

. The addresses define the virtual storage allocated to

the

segments R/W section. The end address is an inclusive address.



H.2,2 Read-Only Memory Limits. Displayed as:

R-O MEM LIMITS: start end length

This entry can occur only for the root segment.

H.2.3 ODT Transfer Address. Displayed as:

ODT XFR ADDRESS: address

H.2.4 Program Transfer Address. Displayed as:

PRG XFR ADDRESS: address

H.2.5 1Identification Displayed as:
IDENTIFICATION : name

The name is derived from the first non-blank .IDENT entry encounted
during the processing of the segment's object files,

H.3 CONTROL SECTION ALLOCATION SYNOPSIS

The Control Section Allocation Synopsis 1lists all the p-sections
comprising the segment. The sections are 1listed in alphabetical
order. In segments other than the root, the read-only attribute is
not honored. LINK processes R/W sections, then R-0 sections, but
declares any R=-O Section R/W.

For each section encountered in building the segment LINK displays:
name: start end length,

Blank control sections are given the name
. BLK,

and collated lowest in the sort sequence. Absolute control sections
are given the name . ABS.

Note that neither of these names is a legal assembler section name and
thus cannot be user=-generated.

H.4 FILE CONTENTS

This section of the map identifies by file every p-section contributed
to the segment. And for each p-section it lists every global symbol
defined in the section. The section begins with the display line:

***PITLE: t-name IDENT: i-name FILE: file-name



Where:

file-name = The name of the file specified in the ODL description of
the Task.

t=name = The name of the first non-blank .TITLE
entry encountered in module, If a file contains n
modules then a complete FILE sections is displayed for
each module.

i-name = The name of the first non-blank .IDENT
entry encountered in this file.

Following the TITLE line, each section in the file, displayed in the
order they were encountered, appear ass:

name; start end length

Following a section identifier is a list of global symbols in the
form:

name address
If the address is relocatable, =R is appended to the address.

If an undefined reference is encountered, the following 1line is
displayed.

>>>>>>>>>>>>UNDEFINED REFERENCE: name

These undefined references will appear interspersed with the global
symbol definitions.

UNDEFINED REFERENCES,

This section is headed by:

Khkkkh Rk RhE K
UNDEFINED REFERENCES

This section separator is followed by an alphabetical 1list of all
undefined symbols found in the segment. This 1list contains all
undefined references that appeared in the FILES section,

At the end of this section the number of octal bytes used by LINK to
complete the load, and the number of octal bytes remaining unused by
LINK appear as:

SPACE USED XxXxXxXxxX SPACE FREE XXXXXX

The load map shown below was generated by the following LINK command
string:

CILUS3,LP:/LG/CR<CILUS,ODL/MP/E



FILE CTLUS3. LA MEMNRY ALLNCATION MAP
THTS ALLOCATION WAS DONE ON 27=JUn=73
AT 933107229 LIYK VERSION vai=02

*%k% ROOT SFEG: CILUS

R/W MEM  LIMITR: 142779 152651 227662

TDENTIFICATION : 71
PR XFR ADDRESS: 142772

PROGRAM SECTION ALLNCATTONM SYNOPSTS:

<. BLK.>$ 142777 152265 007276
<COMMON>: 152266 152423 ¢r0136
<, ARS.>: @AGAAD APMQAY ANAAAQ

%% TITLE: CILUS INENT: 71 FILE: CUsP LLIR
<. ARS.>: @AZQAR 227072 Ar@ARRA

CLSICF #x*xxx=X CUMDEC xxkxax=X EDCOM xkxkkswm¥
HOKROT sxkwxxe=X |OAD kxkkkkwX P pangay
S1 pRa2R Y s2 wpa2el

<. BLK,.>1 LA2770 147701 204712

cIL 143362=R  CILADY 14347n6=R CTLRLP 147634=R
CILFG 144034A«R CILFLR 144320=R CTI.INE {47626=R
CITMP 143470=R CITMPY 143324«R CTTPFRB 144264=R
CLSRLS 147174=2 CHMDRUF 144A36=R  COMBUF 14465d=R
COMDILK 143720-R  COMTIM  14446A=R COMTS 143346=R
CAPYNS 1453%6=«R CRLF 14514°2«R CSTI1S 143332=R
NELFTL 147404=R DOSRS  147444-R DQSFBR  147442.R
FNDMOD 145656=R  FORPRP 1474S4ak GETRUF {45416=R
ANFRLMN 1d6312~R  GNLBKS 14647 =R GMAUBL, 146T714-R
COTNSMOD 14601 4=R  LASCMD 146A16=R  LCLFG 144076=R
LCLNT  143444«R  LCLTMP 14516d=R L IST 1434321
MNEYCR 14A/174«R MPRFCR 146144=R  NCICIL 14765%=R
MAUNFC 1d7656=R MEARFS 1476%4P NoURS6 147h62=R
DCTLRS 147646=P NHSGM  145156=R  PNAME  1442%2=R
PRICT 143564=-R PRINTA 145A4%2«R PRINTF 145012~R
PRINTF 14521 2«R REMMFI. 147322«R  SAVRG 145212«R
SECCT 143613=R SEGRLP 147h74=R RFGLTIN 1476A6=R
SYSLRS 1434hk=R TFRYMFR 144374=F TIME 1476403=R
TMRFL 144286-R  TTYOUT 145342=R WRNING 144350=R

<COMMOND T 152266 152423 200134

xx%x TITLF: CTLIO TRENT: 70 FILE: CUSP LLIFR
<, ABS.>1 OAARAP AQAARE AAFAAA
GETRUF x%xkkkkwX GIVRIJF kxkkak=X SAVRG kaxkhkrmX
<, BLK.>: 147772 151605 2731704
RLNDRNY 151452~k CLEAR 151842=R C(CLOSE 151132=R
CLSOCF 151372=R  FLMCT 15@222%=R JINICF  151231=R
OPEN 1S0532=R  PLMLCI 157374-R RNPCT 150620=R

RFRLCF 147722~R TRANIN 151234=R TRANOT 151042=-R
wTCI 157626=P

H-4

CILEND
CIit
CITPLK
CoMnAK
COoMODS
CsS10s8
POSNA
GIVRIF
INSIZE
LCLFL
METRCR
MULALL
NG UBY
PRCOMD
PRNTA
sSCCoMn
SEAND
TLCLOT

WERNTMG

CLLSTCF
JNOCF

RELOACT
WFRLCF

kkkkhkkwX
paAR@A

147660=R
14331 A=R
144760=R
144212-R
143354=R
143347A=R
147146=R
145577=R
147652=R
L4UR3A=R
146224=R
146762=R
147660=R
143514=R
1U5C 3R
1435410-R
L47700=R
143456=R

kk ok ok ok ok=mX

151372=R
151234=R
151167=R
150116=R



<COMMQN>: 1EP266 152423 #7136

xx% TITLF: SAUTQ  TIDFNT: 43 FILE: CUsP ,LLIR
<, ARS.>: @éamaw AQARAY 2A0AAA

SMARKS xxkrwkm¥X FROSFHG kxkxkk=X SSAVAL axxrxkkxmX FEWATT akkkkk=X
<., BLK.>?: 1516%6 151715 ara1in

FAUTD  1516R6=R

xx%x TITLF: $MARKS TIDENT: @2 FILE: CUSP LLIR
<. BLK.>: 151716 152007 g0na72

FMARKS 151716=R

xx% TITLF: SPDSEG  IDEMT: 03 FILEs cusP LLIR
<. ARS.>! OARCER GHUAANG GHUNAD
COTRA, | kkkkkkmX
2525553253 UNDFFINFD REFFRFMNCE: TRA,
<. BLK.>! 152417 152265 GAA256

SRDSFE 152036aR  SSAVAL 152140=«R  SSWAIT 15220A2=R

K kok b ok kR ok kR ok
UNDEFINFD REFERENCFS:

TRA, #%

xxx SEG: COMDEC
R/W MEM LIMITS: 152652 156735 004064

PROGRAM SECTION ALLOCATINN SYNOPSIS?

<. BLK.>? 152652 154735 74764

k% TITLF: COMDEC TPRENT: 77 FILE: CUSP LLIR

<, ARS.»: CONZ0A (@AY 4AANANA



CILFG  xxwxxaxeX CILFLR *xxxxx=X C1L1} kkkkkkmX CTTMP  sdkankmX
CITPLK xxxkakx=X CMDRUF kxkixxkwX CNOMAUF xxexkx=X COMNDBK akdkrkk=X
COMDELK xxxxxxemX COMIN kkkkxx=X C(OPYDS xkkkkk=X CR|F ok ok ok kom0 X
CSTITS  xxkxkx=X DPELFIL *k*xxkkk=X DOASRS xkkxkx=X DOSFHE Krxkkak=X
DOSNR  xxdkkxx=X FORPRP 4xkkkk=X GETRUF xdkxkkx=X LCLFE Aktxkkx=X
ICLFL  xxkkxk=X [ ClOT hxkkkkmX LCLTMP xaxkxxm¥X LTIST kA kkdk=X
NUILALL *#2kxakmX OCTLRS wxkkaxkeX OMSOM  xkaxkdrx=X PRCOMD knrkkr=X
PRNTA a#xksxwX PFPRNTF  xxkxxkmX RENMFL xxkxkx=X SAYRS  xakkkx=X
SCCOMD xxxkdxmwX SYSLRS *axxkhd=X TERMER sk kkkwmX TLOLOT %k kkkkhk=X
TMPFI krkkkkamX WRNTNG whkdhkkmX

<, BLK,>: 152652 1567735 AR4364
COMDFELC 1576%2-R

<COMMON>? 1522hA6 152423 070136

*xx SFGe FEDCOM

R/W MEM  LTMITS: 15PA%2 183477 A21026

PRAGRAM SFECTINY ALLNCATTON SYHMNPSTIS:

<, BLK.>? 182A57 153677 A01724

xxx TITLF: FDhCON ITNEYNT: 71 FTLE: CUSP  LLIR

<, ARS.>! (AAANAN AuReN) 3aandn
CAMELIF wdx+akmX COMTH  *hkkxrkmY COMTS khkkkkmX co4MNs * ke Kk Kk kok =X
FNDMOD x+xkxaxx=m) TRSHOD *kkkkkw X PMNAME Kk ok ok kX PRINTF &«kknkk=X
PRNTA Fokhk ok ko) PRNTF kkhkh k=X P1 kkkkokxm) P2 Ak kokx koY
SAVRG  aakddkk=Y S1F Ak kkkmX SP khkkhkhkkmY

<. BLK.>? 152652 153477 271124
FACOM  1S26A7aR

<COMMON>: 152266 1652UP3 00136

xx% SFG¢ FNIT

R/W MEM LTMITS: 182652 157457 004676

PROGRAM SFECTTON ALLACATIOHN SYNOPSTS:

<. BIK.>t 152652 157457 a274al4



xxx TYITLF:

<, ARS,.>?
RLLNDRNAY
C“YTMP
CLOSF
NELFIL
GIVRIIF
TNICF
LIST
NCTCTL
PNAMF
P1
SECCT
S
TLCLOT

<, BRLK,>?

FDYT

<COMMOMNS ¢

*k*x SEG:e |

R/ZW MEM |

PROGRAM 8F

<, BLK,>:

xxx TIT|F3s

<, ARS.>!

RIDRDY
CILTINF
CILSICF
GNFRIN
INTICF
NAANFT
0CILRS
RENMEL
TIME

<. BLK,>:

LOAD

<COMMNNS ¢

EDTT TDENT: 77 FILE: CUSP
POATAY AAACRAA ARARARA
xxkkxkmX CILRLP xxxxxx=X CTLEND
rkkhkxmX LCITMRYL xxxxnx=X CTITPFR
xkkkkkmX CLEICF *xxkxkkkmX (CRLF
rhxkxkmX FLMCT kxkkxx=X FNDMOD
akkkkhkmX  GHFBLM kxkkkk=X GN|RKS
kkxkxhkm¥X  TNSGMOD kxxxkxs=X | ASCMD
xkkkkkmX HFTRCR xxkxxamX MNEXCR
AkarnkmX MEUMEL kxkkxaxwX OCTLRS
khkhkkkkmwX CHCOMD xxxkkk=X PPRICI
*kkhkkkhkmX RFBILCF kxkkhkwX SAVRG
*hkkxkwX  GEGHBLP kkxaxkk=X SFGLIN
kkhxkm¥X K2 kkkkhkxkwX TERMER
Aok A Kk Kk oY WHNTHNG krkdkhkm)
152652 157457 addsle
152652=~R
152206 152423 A1 36
an
TMITS: 152652 156A51 A34304%
CTYOH ALLOCATION SYMOP3TS:
152652 156651 004207
Lnan TRENT: 70 FTLF: CUSP
ATGAAY AEAEAY HRAANAN
Fhakxk=X  CTL Akt kxmX  CTLADY
kxkxkxkmX CTL1 *kxkrkw¥X [ FAR
AxdkxkaX  CLESRIK skxrkxdi=X FLMCT
*kkkk k=X  GMLBKS kaxkxa k=X OMEYBL
*hkxkxxmX  JASCHMN 2t xkx=X  LCLOT
kxkkrkkm¥  NOARES *xxxxax=X NHU2SA
khkkkxkmX  DPLM T +5rx4x=X PRCOMD
dokok Kok ko X RERILCF *xkkkhmX QAVRG
dodkok ok ok ok o X WFRLCF *axkdhaw)
152652 1SUK87 HA177%A
15326%52=R  KROMDLN 153177=R  SAVHH
152266 18246427 00A134

CLLIR

*k kA kkwX
xRk A Kk}
ok ok ok ok ko X
* ok ok k ok kX
Ak kkok k=X
Kk kokkkmX
Ak kkkkmX
kkkkhkk=¥
kkkkhkmoX
* Kok ok ok ke X
khkxkhkkmX
khkkkhkkm=X

IR

KKk ok k ok X
ok ok kkkmX
* Kk ok ok k- X
kkkdkkkmX
* Kk ok ok k= X
k ko ok ok ok Y
kkkkkkwmX
Ak ok k=X

154346~=7

CTLINE
CLEAR
C5105
GETRUF
INSI7F
LCLOTY
MPRECR
PELMLCT
PRINTA
SCCOMD
SEGHNN
TIME

CTLFND
C1.0SF
GIVAIF
INKRI7F
NCTICTL
H()/j[);j
PRICT
TERUFR

kA kkkwX
AAkKKkkk=K
Ak ok ok ok k=X
Kok ok ok ok k=X
k kK k ok k=X
khkkhkkk=X
* k Kk k& k=X
Akkkkkk=X
Kk ok k ok ok wm X
kodok ok kkmX
J ok kK k ke X
Ak Ak kkkwX

Ahkkkhkwm)
sk ok ok kokm X
* ok ok ok k kX
kkkkkkwX
LEEEE T T
* kX k Kk o X
Khkhk kA k=X
Kok okok ok okw )



*x%x TITLF: WOKRHOT TOENT: 70 FILE: CUSP LLIR
<. ARS,.>t OIA0AA [AANRUP AANAAG
cTL *xkrxk=X TNICF *kakxr=¥ MTSTRT xdakhkm¥
ROMDE N skkkkkmd  DCSTRT Akkkax=X RFSTRT axakkx=X
RPSTRT wxxtnk=X SAVHR  kkkard=mX SAVRG Akkkdkk=X
TERMERY kaxkaxnX TRANNT wxdkaamX
<, BLK.>: 154567 155251 47Qa72
HOKRNT 1845A1=R
<CNMMOMS 2 182246 (52423 A70136
x4 TITLF: PPRAQT FTLE: CUsSe L1 IR
<, RIW,>1 188252 (55451 Araz27a
RESTRT 155252-R
xxx TITLF: RFROQT FILE: CHSP  LLIR
<, RLK,>: 1554857 (858451 A¢202
RFSTRT 1S55452=R
*xk TITLF: RREONT FILE: Cusp  _LIR
<. ALK.>r 185A52 154251 aaaznn
RKSTRT 155AK2=F
xxx TITLF: DOROCT FILE: CUSP  ,LIR
<, RLK.>: 15452 {54251 Ana2¢a0
RCSTRT 15A052aR
k% TITLF: TCOROOT FILE: C1S8P «LIR
<. ALK.>: 184252 15ALS] #7200
TCSTRY 185A252=R
*x%x TITILF: MTRONT FILE: CUSP .LT8
<. BLK.>: 156452 154651 27260
MTSTRT 1%6452=R
SPACF LSFN 7207240, SPACF FREF 25727aU

NCTLRS xaxkkkimX
RKSTRT %kxkkhkkmX
TCSTRT kkkkkkmX



GLORA|
syMBoL

RLMRDY
cIL
CTLRDY
CILBIP
CTLEND
CILFG
CILFLR
CILINE
rItt
rITMP
cITMPY
CITPFR
CITPLK
rLEAR
rLOSF
CLSICF
rLSOCF
CLSRLS
CMDBUF
COMRBUF
COMDRK
COMDFC.
roMDI K
COMIN
roMT S
raMos
ropyYnSs
CRLF
CSTIS
rs7108
DELFTIL
POSRS
NOSFR
NOSNR
FDCOM
FDIT
FLMCT
FNDMOD
FORPRP
GETRLUF
GIVRUF
GNFBLN
GNLRKS
GNAURI,
HOKBROT
IDSI7F
TNTCF
TNQCF
INgGMOD
LLASCMD
L CLFG
LCLFL
LCLNT
LCLTMP
L IST
1LOAD
MFIRCE

CROS] FEFEFRFMNMCE TARLE

MONILE

crTLIn
CTiLus
CILLUS
CItus
CrLus
CTLUS
CTLUS
CTLHS
CTLus
rcILus
CTLUS
CTLUS
CILLS
cT1LT0
cTLIn
CTLLIN
CILIN
rILes
CILuUS
CILUS
cItLius
CILUS
CTLus
CILLUS
crLus
CTLIsR
CTLS
CTLUS
CTli8
TS
CILUR
CIlLus
CrLI:S
CILusS
CTILUS
CTLUS
CTLIN
CTLLS
CTlLuUsS
CTLIN
ciLtTn
CTILUS
crus
CTLUS
CTLUS
CTLUS
CTLIN
crLiIe
crLus
CTLysS
CTLUS
CTi.U8
CTLUS
CTLUS
CTLUS
CTLUER
CTLLS

Dot N S - O SRR S A R R R T R -

o J~ S~ ke Qb SN SO 3

£

I R %

"

k- SR L R L R AR
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REFEFRENCES mmmmwm

EDTT
HOKHBOT
| OAD
FO1T
FRIT
Cff‘;il’)FC
COMODEC
FTT
COMDEC
COMNEC
FDIT
FOTT
CAMBEC
FOTT .
FDIT
CTLUS

LMAD
COMDES
COMOEC
COMDEC
COMMFECH
COMDEC
LOMDEC
Focon
FIC M
rOMDEC
COMDER
sl
FMTT
roMNEe
CoHAnNgn
C [‘,?w‘,DE-'C
COMDECR
FROGM p
ERIT #
FrIT
EncoM
rOMDEL
CTLUS &
CTLUS u
ENTT
ERTT
VAT
HOKROT#
erLT
FRIT

ERCOM
EnTT
COMDFE
FOMDEC
LOMDEC
coMnER
COMDEC
{ OAD H
ENTT

|.OAD
L NAD

L.OAD

1.0AD
LNAD
FOIT

LOAD
LOAD
FDTT

EnCoM

ENCoM

.OAD
EDTT

cNMNErR
FDIT

I.LOAD
L.OAD

L.oAn
HNKARQT
ENIT
L0aAD
EDIT

EDIT

LLOAD

EnTT
Loan

LQoap

LOAD



MNEXr®
MPREMR
MTSTRT
NCTCTL
NULBT L
NHUNFC
NEHRFS
NaldPS64
MRpled
NLTLRS
fMSeGM
NPFM
PLMLCT
PNAMF
PREOMD
PRTICT
PRINTA
PRINTF
PRNTA
PRNTF
=3}

p2
RCMDLM
RCSTRT
RDCI
RELOCT
RENMF|
RFRLCF
RFSTRT
RKSTRT
RPSTRT
SAVHR
SAVRG
SCOOMD
SECCT
SEGRLP
SEGLIN
SERND
SYSLRS
Qt

s2
TCRTRT
TERMFR
TIME
TLCLOT
TMPFL
TRANTHN
TRANDOT
TRA.
TTYOUT
WFRICF
WRNING
WTCI
SAUTO
AMARQKS
KRDSFG
TSAVAL
TEWATT

CTLUR #
CTHOS #
HOKSOT
CTHiIR
rTees
ciLs
CTLER
CILuS
CTi 8
CTLUR
CTLiS
CTi_1H
ciLIn
CILus

CILUS
CTLs
cILus
CILUS
CTLUS
CTis
cILus
HOKROT
HOKROT
CILIN #
CTLTO #
CTLLS #
CILID #
HOAKROT
HNWAT
HOKINT
HOKRBROT
CTL10
CrLie

CTLiIS

CTLLR

CTLus
rIis
CTLUS
CIius

CTLUS

HOKROT
LTS

CrTLuSs

CTLusS

TS

crLn
CTLIO
SONSEG
CThits

CTLID #
CreIe

CILIn #
AT #
FAUTO

KALITN

SALTA

SANTAQ

Lo - S %

o oMo T oI oo ORI OR KW NR

=S < SR < SR U~ 3 OIS -5

™R RN

i

FOTT
FRIT
MTROCT R
FPTT
COMDEC
FRIT
LGaU
LNAD
LOAD
COMDER
rOMDEC

FRIT
FRCom
FOMDEC
FRTY
FERIT
ERCOM
rOMPEC
rOMBOEC
EOCOM
ERCoM
Lnap #
RCROOTH

COMDER
FDIT
PERONTH
PKROCT#
QPROOTH
Loan  #
cCTLuUS #
COMREC
ERIT
FDIT
FOTT
EDTT
COMOEC
FRCoM
Foco
TCHROQTH
COMDEC
ERTT
COMDEC
COMDEC

HOKBNT

1.LOAD
CITLUS #

TMARKS 2
TRNIFGH
FENSEGH
TRENSFGH

L0ADR

LOAD

FDTT

LNAD
EDIT
EDIT
1LOAD

EDCOM™
vocomM
EnIT

Laan
LOAD

CaOMDEC
EDIT

ERTT
EDIT

ERIT
Loan
ENIT

COMDEC

H-10

HOKBQT LOAD

1.oAD

FDCOM ERIT HOKROT

HOKBOT LoaAD

EDTT

LOAD



@ Character, 3-2

Absolute Patch ABSPAT, 8-2
ABSPAT,

Absolute Patch, 8-2

Additive Displaced
Relocation,

Global, B-15

P-Section, B-17
Additive Relocation,

Global, B-~14

P-Section, B-17
Address,

Disk, 5-3

Load, 5-3

ODT Transfer, H=-2

Program Transfer, 2-2,

H=-2

Transfer, B=5
Address Switch,

Transfer, 3-3
Algorithm,

LINK Tree Walk, 7-2
.ASECT Directive, G-5
Assembly Language Overlays,

F-8
Assembly Language Sample
Links, 3-9
Asterisk,

Autoload Operator, 4-10
Asynchronous Load, 4-2
Attributes, H-1
Autoload, 6-2, 4-2
Autoload Operator Asterisk,

4-10
Autoload Vectors, 5-4

/B, 3-3
Bottom Switch, 3-3

CALL LINK, F=-1
CALL LINK Error Messages,
F-7
CALL LOAD, 6-1
CALL RETURN, F-=2
/CC, 3-3
/CO, 3=7
COMD,
Comnmunications Directory,
2-1
Command Files,
Indirect, 3-2
Nested Indirect, 3-2
Command String, 3-1
Command String Interpreter
csI,
DQS/BATCH, 3-1

INDEX

COMMON Communication, F-10
Communications Directory
COMD, 2-1
Concatenation Switch, 3-3
Contiguous Output Switch,
3=7
Control Section Allocation,
H=-2
Control Section Name, B-4
Core Resident Module, F-5
Cross—-Reference Switch,
Global, 3-6
.CSECT Directive, G=5
CsI,
DOS/BATCH Command_String
Interpreter, 3-1

Defaults,

Output Specification, 3-1
Diagnostics,

Error, A-1
Directive,

.ASECT, G=5

.CSECT, G=5

.END, 4-10

.NAME, 4-7

.PSECT, 4-8, G-1
- .ROOT, 4-5
Directives, 4-4
Directives,

Program Section, G-1
Directory, ,

Internal Symbol, B-19

Relocation, B-10
Directory COMD,

Communications, 2-1
Directory GSD,

End of Global Symbol, B-9

Global Symbol, 2-1, B=2
Disk Address, 5-3
Displaced Relocation,

Global, B-14

Global Additive, B-15

Internal, B-13 -

P-Section, B-17

P-Section Additive, B-17
DOS/BATCH Command String

Interpreter CSI, 3-1

Down,

Link, 5-4

Path, 4-3

/E, 3=5

.END Directive, 4-10

End of Global Symbol
Directory GSD, B=-9

End of Module, B-19

End Switch, 3-5

X-1



Entry Point, 4-2
Error Diagnostics, A-1
Error Handling, A-1
Error lessages,

CALL LINK, F-7
/EX, 3~6
Exclude Switch, 3-6
Extended Control Section

EXTSCT, 8-3

EXTSCT,

Extended Control Section,

8=3

.FCTR, 4-7
Fields,
Link, 5-3
File Contents, H=2
File Names,
Reserved, E-1
File Search,
Overlay, F-4
File Structure,
Load Module, C-1
Non-Overlaid Program, C-4
Files,
Indirect Command, 3-2
Nested Indirect Cormmand,
3-2
Overlay, F=-6
Format,
LINK Input Data, B-1l
Format Conversions and I1/0
Routines,
FORTRAN, 4-13
FORTRAN Format Conversions
and I/0 Routines, 4-13
FORTRAN Manual Load
Overlays, 4-12
FORTRAN Sample Links, 3-9

GELDEF,
Global Symbol Definition,

8-4

GBLPAT,

Global Patch, 8-4

Global Additive Displaced
Relocation, B-15

Global Additive Relocation,
B-14

Global Cross—-Reference
Switch, 3-6

Global Declarations, F=9

Global displaced
Relocation, B-14

Global Patch GBLPAT, 8-4

Global Relocation, B-13

Global Symbol Definition
GBLDEF, 8-4

Global Symbol Directory GSD,
2-1, B=2

Global Symbol Directory GSD,
End of, B-9
Global Symbol Name, B-6
Global Symbols, 1-2
Global displaced
Relocation, B-14
/GO, 3=5
Go Switch, 3-5
GSD,
End of Global Symbol
Directory, B-9
Global Symbol Directory,
2-1, B-2

Header, C-1
Header,
Map, H-1

Identification, H=2
Identification,
Program Version, B-9
/IN, 3-6
Include Switch, 3-6
Indirect Command Files, 3-2
Indirect Command Files,
Nested, 3-2
Input to LINK, 2-1
Internal Displaced
Relocation, B-13
Internal Relocation, B-12
Internal Symbol Directory,
B-19
Internal Symbol Name, B=5

/L, 3=5
/LG, 3-6
Library,
Monitor, 3-8
User, 3-8
Library Searches, 3-8
Library Switch, 3-5
Limits,
Program, B-16
LINK,
CALL, F-1
Input to, 2-1
Output of, 2-1
Relinking, 1-2
Link Down, 5-4
LINK Error Messages,
CALL, F=-7
Link Fields, 5-3
LINK Input Data Format, B-1
Link Next, 5-4
Link Previous, 5-4
LINK Tree Walk Algorithm,
7=2
Link Up, 5-3
Links,
Assembly Language Sample,
3-9
FORTRAN Sample, 3-9



Listing,
Map, H-1
LOAD,
CALL, 6-1
Load,
Asynchronous, 4-2
Manual, 4-3, 6-1
Synchronous, 4-2
Load Address, 5-3
Load Map, 2-2
Load Module File Structure,
c-1
Load Module Output Switches,
3-3
Load~-on-Call, 4-3
Location Counter Definition,
B~-15
Location Counter
Modification, B-16
Long Map Switch, 3-6

Manual Load, 4-3, 6-1
Manual Load Overlays,
FORTRAN, 4-12
Map,
Load, 2-2
Memory Allocation, 7-2
Map Header, H-1
Map Listing, H-1
Map Switch,
Long, 3-6
Short, 3-6
Map Switches, 3-3
/MD, 3=5
Memory,
Overlay Segment, 7-=2
Read-Only, H-1
Read/Write, H-1
Root Segment, 7-1
Memory Allocation, 7-1
Memory Allocation,
Overlay, 5-5
Memory Allocation Map, 7-2
Memory organization, 5-5
Memory Organization,
Program, 5-1
Messages,
CALL LINK Error, F=7
Module,
Core Resident, F=5
End of, B-19
Module File Structure,
Load, C-1
Module Name, B-4
Monitor Library, 3-8

.NAME Directive, 4-7
Nested Indirect Command
Files, 3-2

Next,
Link, 5-4
Non-Overlaid Program, 5-1
Non=Overlaid Program File
Structure, C-4

/0, 3=5
/0D, 3-3
obL,
Overlay Description
Language, 4-1, 4-3
ODL Usage, 4-11
ODT Switch, 3-3
ODT Transfer Address, H=2
Operating Procedures, 3-1,
F=5
Operators, 4-5
Optional Input, 8-1
Options Switch, 3=5
Output of LINK, 2-1
Output Specification
Defaults, 3-1
Overlaid Program, 5-1
Overlay, 5-5
Overlay Description
Language ODL, 4-1, 4-3
Overlay File Search, F-4
Overlay Files, F-6
Overlay Mapping Description
Switch, 3=5
Overlay Memory Allocation,
5=5
Overlay Segment, C-4
Overlay Segment Memory, 7=2
Overlay Support,
Run Time, 6-1
Overlay Task Structure, 4-1
Overlay Transfer Path, F=3
Overlays, 4-1, 3-9
Overlays,
Assembly Language, F-8
FORTRAN Manual Load, 4-12

P-Section Additive
Displaced Relocation,
B-17
P-Section Additive
Relocation, B=17
P-Section Displaced
Relocation, B=17
P-Section Relocation, B-1l6
Patch ABSPAT,
Absolute, 8=2
Patch GBLPAT,
Global, 8-4
Path, 4-3
Path Down, 4-3
Path Up, 4-3
Previous,
Link, 5-4



Program Limits, B-16

Program Memory Organization,
5-1

Program Section Directives,
G~1

Program Section Name, B-=7

Program Sequencing Switch,

3=7
Program Transfer Address,
2=-2, H=-2

Program Version
Identification, B=9
.PSECT Directive, 4-8, G-1

Read-only Code, 5-1
Read-Only Memory, H-1
Read/Write Code, 5-1
Read/Write Memory, H=-1
References,
Undefined, H-3
Register Usage, F-9
Relinking LINK, 1-2
Relocation,
Global, B-13
Global Additive, B-14
Global Additive Displaced,
B-15
Global displaced, B-14
Internal, B-12
Internal Displaced, B-13
P-Section, B-16
P-Section Additive, B-17
P-Section Additive
Displaced, B-17
P-Section Displaced, B-17
Relocation Directory, B-10
Reserved File Names, E=~1
Reserved Symbols, E-1
Resident Module,
Core, F=5
RETURN,
CALL, F=2
.ROOT Directive, 4-5
Root Segment, 4-1, 4-3, C-4
Root Segment Memory, 7-1
RSX-11D Task Builder, D-1
Run Time Overlay Support,
6-1

Sample Links,
Assembly Language, 3-9
FORTRAN, 3-9

Searches,
Library, 3-8

Section Allocation,
Control, H=2

Section EXTSCT,
Extended Control, 8-3

Section Name,
Control, B-4

Program, B-7

Segment,
Overlay, C-4
Root, 4-1, 4-3, C=4
Segment Descriptions, H=-1
Segment Memory,
Overlay, 7-2
Root, 7-1
Segment Name, 5-4
Segment Tables, 5-2
Sequencing Switch,
Program, 3-7
/SH, 3-6
Short Map Switch, 3-6
/SQI 3=7
Stack Usage, F=9
Statistics, H-1
Structure,
Overlay Task, 4-1
Switch,
Bottom, 3-3
Concatenation, 3-3
Contiguous Output, 3-7
End, 3-5 .
Exclude, 3-6
Global Cross-Reference,
3-6
Go, 3-5
Include, 3-6
Library, 3-5
Long Map, 3-6
opT, 3-3
Options, 3-5
Overlay Mapping
Description, 3-5
Program Sequencing, 3-7
Short Map, 3-6
Top, 3-3
Transfer Address, 3-3
Switches, 3-3
Switches,
Load Module Output, 3-3
Map, 3-3
Symbol Definition GBLDEF,
Global, 8-4
Symbol Directory,
Internal, B-19
Symbol Directory GSD,
End of Global, B-9
Global, 2-1, B=2
Symbol Name,
Global, B-6
Internal, B=-5
Symbols,
Global, 1-2
Reserved, E-1
Synchronous Load, 4-2

/T, 3-3



Tables,
Segment, 5-2
Task Builder,
RSX-11D, D=1
Task Structure,
Overlay, 4-1
Text Information, B=9
Top Switch, 3-3
_Transfer Address, B-5
Transfer Address,
ODT, H-2
Program, 2-2, H-2
Transfer Address Switch,
3-3
Transfer Path,
Overlay, F=3

Undefined References, H=3
Up,
Link, 5-3
path, 4-3
Usage,
oDL, 4-11
User Library, 3-8

Version Identification,
Program, B-9






HOW TO OBTAIN SOFTWARE INFORMATION

Announcements for new and revised software, as well as programming
notes, software problems, and documentation corrections, are published
by Software Information Service in the following newsletters.

DIGITAL Software News for the PDP-8 and PDP-12
DIGITAL Software News for the PDP-11
DIGITAL Software News for 18-bit Computers

These newsletters contain information applicable to software available
from DIGITAL'S Software Distribution Center. Articles in DIGITAL
Software News update the cumulative Software Performance Summary which
is included in each basic kit of system software for new computers.
To assure that the monthly DIGITAL Software News 1is sent to the
appropriate software contact at your installation, please check with
the Software Specialist or Sales Engineer at your nearest DIGITAL
office.

Questions or problems concerning DIGITAL'S software should be reported
to the Software Specialist. If no Software Specialist is available,
please send a Software Performance Report form with details of the
problems to:

Digital Equipment Corporation
Software Information Service
Software Engineering and Services
Maynard, Massachusetts 01754

These forms, which are provided in the software kit, should be fully
completed and accompanied by terminal output as well as listings or
tapes of the user program to facilitate a complete investigation. An
answer will be sent to the individual, and appropriate topics of
general interest will be printed in the newsletter.

Orders for new and revised software manuals, additional Software
Performance Report forms, and software price lists should be directed
to the nearest DIGITAL field office or representative. USA customers
may order directly from the Software Distribution Center in Maynard.
When ordering, include the code number and a brief description of the
software requested.

Digital Equipment Computer Users Society (DECUS) maintains a user
library and publishes a catalog of programs as well as the DECUSCOPE
magazine for its members and non-members who request it. For further
information, please write to:

Digital Equipment Corporation
DECUS

Software Engineering and Services
Maynard, Massachusetts 01754






DOS/BATCH Linker (LINK)
Programmer's Manual
DEC-11-ULKAA-A-D

READER'S COMMENTS

Digital Equipment Corporation maintains a continuous effort to improve
the quality and usefulness of its publications. To do this effectively
we need user feedback--your critical evaluation of this document.

Did you find errors in this document? If so, please specify by page.

How can this document be improved?

How does this document compare with other technical documents you
have read?
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Name : ' Organization:
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H.2.2 Read-Only Memory Limits. Displayed as:

R-O0 MEM LIMITS: start end length

This entry can occur only for the root segment.

H.2.3 ODT Transfer Address. Displayed as:

ODT XFR ADDRESS: address

H.2.4 Program Transfer Address. Displayed as:

PRG XFR ADDRESS: address

H.2.5 Identification Displayed as:
IDENTIFICATION : name

The name is derived from the first non~blank .IDENT entry encounted
during the processing of the segment's object files,

H.3 CONTROL SECTION ALLOCATION SYNOPSIS

The Control Section Allocation Synopsis 1lists all the p-sections
comprising the segment. The sections are 1listed in alphabetical
order. In segments other than the root, the read-only attribute is
not honored. LINK processes R/W sections, then R-0 sections, but
declares any R=-O Section R/W.

For each section encountered in building the segment LINK displays:
name: start end length.

Blank control sections are given the name
. BLK.

and collated lowest in the sort sequence. Absolute control sections
are given the name . ABS.

Note that neither of these names is a legal assembler section name and
thus cannot be user-generated.

H.4 FILE CONTENTS

This section of the map identifies by file every p-section contributed
to the segment. And for each p=-section it lists every global symbol
defined in the section. The section begins with the display line:

***PITLE: t-name IDENT: i-name FILE: file-name



