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The programmer’s responsibility in preparing a cosBoL

program is to:

1. Identify the program.

2. Specify the features and devices of the M 1401,
1440, or 1460 Data Processing System that will be
used to compile and execute the resultant machine-
language object program.

3. Describe the data to be processed.

4. State the procedure to process the data.

The programmer uses the characters, words, and ex-
pressions that make up the coBoL language. He writes
them according to a standard reference format that is
outlined on the coBoL program sheet (Form X28-1464).
This standard coding sheet is used with all 18m cosoL
systems to record the source program.

The cosoL source-program card deck is punched
from these coding sheets. These cards make up the
COBOL source-program card input to the cosoL proc-
essor.

Machine Requirements

To process a coBoL source program, the following min-
imum machine configurations are specified.

An 1BM 1401 system with:
4,000 positions of core storage
Advanced Programming Feature
High-Low-Equal Compare Feature
One 18M 1311 Disk Storage Drive with an 18m 1316
Disk Pack
One 18M 1402 Card Read-Punch
One M 1403 Printer.

An M 1440 system with:
4,000 positions of core storage
Indexing and Store Address Register Feature
One 1M 1311 Disk Storage Drive with an 18Mm 1316
Disk Pack
One 18M 1442 Card Reader
One 18M 1443 Printer.

An 1BM 1440 system with:
8,000 positions of core storage
Indexing and Store Address Register Feature
One 18M 1301 Disk Storage
One 18M 1442 Card Reader
One 18M 1443 Printer

The COBOL Language

An 1BM 1460 system with:

8,000 positions of core storage

Indexing and Store Address Register Feature

One M 1311 Disk Storage Drive with an 1M 1316
Disk Pack, or one 1M 1301 Disk Storage

One M 1402 Card Read-Punch

One M 1403 Printer.

The system on which the object program is to be

executed must have:

1.

2.

A card reader or a disk file to load the object pro-
gram resulting from the Autocoder assembly.

Sufficient core storage to contain the program gener-
ated by the cosoL processor. If the object program
requires more than the available core-storage ca-
pacity, either the program must be executed in sec-
tions (overlays) or the job must be divided into

multiple runs. This requirement is a significant

consideration when planning to implement cosoL

on a system with 4,000 positions of core storage.

The input and output devices defined in the rFiLE-

CONTROL paragraph.

Sense switches if they are referred to in the spEcIAL-

NAMES paragraph.

The expanded print-edit feature when any of the

following cosoL editing functions are used:

a. High-order CR or minus signs and high-order
DB or plus signs.

b. Floating plus and minus signs, and floating dol-
lar signs.

c. Check protection (asterisk fill ).

d. Decimal suppression for blank or zero fields.

COBOL Language Notation

The entire coeoL language is described in detail in
the SRL publication COBOL General Information
Manual (F28-8053). COBOL (on Disk) Specifications
for IBM 1401, 1440, and 1460 contains additional infor-
mation that enables the programmer to apply the
coBoL language to the 1BMm 1401, 1440, and 1460.

Throughout this publication, basic formats are pre-
scribed for the various verbs, clauses, entries, and other
essential elements of the coBoL language. These are
generalized formats intended to guide the programmer
in writing his own statements. These rules of notation
must be followed:



1. All words printed entirely in capital letters are

coBoL words. They have preassigned meanings in
the cosoL system. For example: IDENTIFICATION
pivisioN. When the coBoL processor sees these two
words, it notes the beginning of the identification
of the program.

. All underlined words are required unless the por-
tion of the format containing them is enclosed in
square brackets. Square brackets [ ] indicate an
optional portion of a cosoL format. Underlined
words are key words. If any key word is missing
or misspelled, it is considered an error in the pro-
gram. For example:

SEEK file-name RECORD

is the coBoL format for the seex verb. The program-
mer may write either of the following entries as-
suming that pAYROLL is the file-name.

SEEK PAYROLL RECORD

SEEK PAYROLL
seek is a key word and must be included. How-
ever, RECORD is an optional word and may be omit-
ted if the user so chooses.

. All coBoL words not underlined may be included
or omitted at the option of the programmer. These
words, called optional words, are used only for
the sake of readability. Misspelling constitutes an
error.

. All lower-case words represent information that
the programmer must supply. The nature of the
information required is indicated. In most instances,
the programmer must provide an appropriate data-
name, procedure-name, or literal. For example,
file-description format is

FD file-name

The programmer writes

FD ACCOUNTS-RECEIVABLE
ACCOUNTS-RECEIVABLE has been used as the file-
name for this file-description entry.
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10.

. Material enclosed in square backets can be used

or omitted as required by the program. For exam-
ple, the format for the rErRFORM verb is

PERFORM procedurc-name-1 [THRU pmcedure-name—2]

The programmer can write one of the following
statements:

PERFORM GROSS PAY

PERFORM GROSS PAY THRU NET PAY
The first statement can be used to specify calcula-
tion of gross pay. The second can be used to calcu-
late gross pay and then net pay.

. Braces mean that one and only one of the enclosed

items must be chosen. Other items are to be omit-
ted. For example:

LABEL RECORDIS] gi\SRE %%ﬁ—%@f

The statement LABEL RECORDS ARE OMITTED iS cOr-
rect.

. Punctuation, where shown, is essential. The pro-

grammer can insert other punctuation in accord-
ance with the rules outlined in this publication.

. Special characters, such as the equal sign, are es-

sential where shown, although they may not be
underlined.

. In certain cases, a succession of operands or other

elements may be used in the same statement. In
such a case, the possibility is indicated by the use
of three dots following the item affected. The dots
apply to the last complete element preceding them.
Thus, if a group of operands and key words is en-
closed within brackets and the closing bracket is
followed by three dots, the entire group (not merely
the last operand) must be repeated if any repeti-
tion is required.

Restrictions and comments on each basic format
will be found in this publication. The formats
should not be used without reading the accom-
panying text.



IBM 1401, 1440, and 1460 COBOL Programming

The cosoL source program has four major divisions.
Each division has its own set of statements, which are
written according to the rules established for the coBoL
language, as described in the IBM COBOL General In-
formation Manual (F28-8053). These division-state-
ment sets must be arranged for presentation to the
1401, 1440, and 1460 cosoL processor in this order:

IDENTIFICATION DIVISION.
ENVIRONMENT DIVISION.
DATA DIVISION.
PROCEDURE DIVISION.

The IDENTIFICATION DIVISION entries are written as
described in the M coBoL General Information
Manual.

Environment Division

In this part of the coBoL source program, the program-
mer specifies the physical characteristics of the par-
ticular mMm 1401, 1440, and/or 1460 system(s) to be
used to compile and to execute the object program.

The ENVIRONMENT DIVISION has two major sections,
each of which has a fixed section name: CONFIGURA-
TION and INPUT-OUTPUT.

The 1401, 1440, and 1460 coBoL presentation format
for this is:

ENVIRONMENT DIVISION.
CONFIGURATION SECTION.
SOURCE-COMPUTER.
OBJECT-COMPUTER.
SPECIAL-NAMES.
INPUT-OUTPUT SECTION.
FILE-CONTROL.
I-O-CONTROL..

Configuration Section

The cONFIGURATION section has three paragraphs. The
SOURCE-COMPUTER paragraph names the system that
will compile the object program from the cosor source
statements.

The OBJECT-COMPUTER paragraph names and de-
scribes the system that will execute the object program.

The SPECIAL-NAMES paragraph equates: mnemonic
names to standard names for actual machine devices,

condition-names to standard names for the status of
actual machine switches, and Autocoder-names to
COBOL-names.

Source-Computer Paragraph
Reference Format

IBM-1401
SOURCE-COMPUTER. { IBM-1440 } .
IBM-1460

This statement is required in all 1401, 1440, and 1460
COBOL source programs.

Object-Computer Paragraph
Reference Format

OBJECT-COMPUTER.

IBM-1401
{ IBM-1440 }

IBM-1460
j' 4000 ]
8000
112000 5 CHARACTERS
16000
. THROUGH
MEMORY SIZE { ADDRESS integer {T————HRU
4000
8000
12000
16000

[ NO-PRINT-STORAGE ]

[NO-MULTIPLY-DIVIDE]

[ NO-DIRECT-SEEK |
[ NO-OVERLAP |

[NO-CONSOLE-PRINTER] .

The oByECT-COMPUTER paragraph describes the com-
puter that will execute the object program. The
OBJECT-COMPUTER, 1BM-1401 (or 1440 or 1460) statement
without optional clauses defines an 1M 1401 (or 1440
or 1460) with 16,000 positions of core storage, the proc-
essing overlap feature (1401 and 1460 systems only),
the input/output units required for the files defined in
the FILE-CONTROL paragraph, the direct-seek feature,
the multiply/divide feature, and print storage. If the
object machine has fewer than 16,000 positions of core
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storage, and/or if any of these features are not present
in the object machine, the appropriate clause must be
included in the source program.

5 4000
8000
12000 ( CHARACTERS
\ 16000
. THROUGH
MEMORY SIZE { ADDRESS integer %THRU
4000
8000
12000
16000

—

This clause tells the processor how many positions
of core storage are available in the object machine and
the starting core-storage address of the object program.

If the programmer wishes the program to start at any
location other than 334, and if a printer is not to be
used as an output device, he can use the ApDRESs in-
teger THRU option and write the numerical address of
this location in the integer portion. This number should
not be less than 334. If a printer is to be used as an out-
put device, the program starts at location 469. If the
programmer wishes the program to start at any loca-
tion other than 469, and if a printer is to be used as an
output device, the integer portion of the ADDREss in-
teger THRU option must be greater than 469.

If the MEMORY s1zE statement is omitted from the
COBOL source program, the processor assumes that the
object computer has 16,000 positions and starts the
object program at core-storage location 334.

[ NO-PRINT-STORAGE ]

[ NO-MULTIPLY-'DIVIDE]

[NO-DIRECT-SEEK]

[NO—OVERLAP]

[NO-CONSOLE-PRINTER] .

These clauses tell the processor that the object ma-
chine is not equipped with certain special features.

If either NO-PRINT-STORAGE Or NO-DIRECT-SEEK is Speci-
fied, the IOCS generated instructions will not use those
machine features.

If No-MULTIPLY-DIVIDE is specified, a subroutine will
be included in and used by the object program when-
ever cOMPUTE is used with *, /, or ** or whenever
MULTIPLY Or DIVIDE is used. If the NO-MULTIPLY-DIVIDE
clause is not specified, the multiply/divide special
feature will be used by the object program.

The N0-0VERLAP option must be included only if the
object computer is an 1BM 1401 or 1BM 1460 that does
not have the processing overlap feature.
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If the system is 1440 or 1460, and if an M 1447 is
included in the system, the NO-CONSOLE-PRINTER option
will cause a sTop-literal statement to display the literal
itself or its address in the B-address register. If this
clause is omitted, the literal will be displayed on the
console printer.

Special-Names Paragraph

Reference Format

SPECIAL-NAMES.

[ device-name 1S mnemonic-name

[ device-name I_Smnemom'c-name] .

. ON
switch-name OFF { STATUS IS condition-name

[{ %FNI ; STATUS Is condition-name ]

[ oitchname - - .]].

[ autocoder-name IS cobol-name

[ autocoder -name . . ]:].

This paragraph equates: mnemonic names to the
standard names for actual machine devices, condition-
names to the status of actual machine switches, and
Autocoder-names to cooL-names.

Device-Names

The standard device-names for the 1M 1401, 1440, and
1460 systems indicate to the coBoL processor which de-
vices are available in the object computer. They are
written with the mnemonic-name the programmer has
used to refer to them in the PROCEDURE piIvision. This is
a list of device-names:

Device-Name

Actual Device

1402-R, n 1402 Card Reader
1442-R, n 1442 Card Reader
1402-P, n 1402 Card Punch
1442-P, n 1442 Card Punch
1444-P 1444 Card Punch
1403-P 1403 Printer

1443-P 1443 Printer
1403-CT, n 1403 Carriage Tape
1443-CT, n 1443 Carriage Tape
1447-CP 1447 Console Printer

1401 and 1460 Device-Names. For the 1402-R and
1402-P device-names, n is a digit specifying the stacker
into which a card is to fall. For the card reader it must
be a 0 (normal read), 1 (read select), or 2 (common).
For the card punch it must be 0 (normal punch), 4



(punch select), or 8 (common). If one of the digits is
not included with a 1402 device-name, the processor
assumes that the stacker desired is 1 for a read oper-
ation and 4 for a punch operation. If n is coded, there
must be a space between it and the device-name as in
1402-R, 1.

1440 Device-Names. For the 1442-R and 1442-P, n
is the digit (1 or 2) that specifies the unit (1442
Unit 1 or 1442 Unit 2) of the card read-punch to
which the device-name is assigned. If n is not specified,
the processor will assume Unit 1. If n is coded, there
must be a space between it and the device-name as in
1442-R, 1. 1444-P refers to the 1444 card punch unit 3.

For all systems, the printer is the assumed stand-
ard output unit for use with the pispLay verb. The
card reader is the standard input device for use with
the acceper verb. However, if the 1BM 1447 Console
Printer is equated with a special name, that unit may
be specified as an input or output unit (or both) with
the Accept and DISPLAY verbs.

For the carriage tape device-name, n specifies which
channel in the carriage tape terminates a particular
carriage skip. It can be any number from 1 to 12. This
name is used with the apvancing option of the wriTE
verb (see Procedure Division). If n is not coded, the
processor assumes that the skip is to channel 1. If n is
coded, there must be a space between it and the
device-name as in 1443-CT, 3 or 1403-CT, 3.

Note: Punched-card input and output devices should
not be used with both the pispLaY and wriTE verbs in
the same program. The same restriction applies to
using these devices with both the accerr and Reap
verbs.

[ autocoder-name IS  cobol -name]

General Description: This statement enables the pro-
grammer to write Autocoder statements that refer to
coBoL data-names and procedure-names (see ENTER).

If an Autocoder-name is used to refer to an area
that has been defined by a cosoL statement, the
coBoL name must be equated to the Autocoder-
name.

Example: If TOTALS is a coBoL-name used to define
a cosoL area and the symbol TOTLS is used in an
Autocoder statement to refer to the same area, the
statement shown in Figure 1 must appear in the

SPECIAL-NAMES paragraph of the coBoL program.

T
A '8

8 2 16 ‘Q 24 20 32 36 40 44 48

o TOTLS LS TRTALSi v 04 s i s s

IR TN U T T U VA T T W 0 0 S T O S S S N U A A 0 U A 0 0 Y D A Y A W B B B )

~CONT

Figure 1. Equating an Autocoder-Name to a coBoL-Name

A symbol used as an Autocoder-name must meet
these requirements:
1. It must be five characters long.
2. It must begin with an alphabetic character.
3. It cannot contain a special character.
4. A blank cannot appear within the symbol.

The coBoL-name must be a non-qualified pro-
cedure-name or data-name. It cannot be a condition-
name.

Switch-Names and Conditions

General Description: A switch-name is written fol-
lowed by the condition-names used to identify ox
STATUS and OFF STATUS.

The standard switch-names are:

Switch-Name Indicates

1403-P-CB Printer Carriage Busy

1443-P-CB Printer Carriage Busy

1403-P-C9 Sense Carriage Tape Channel 9

1443-P-C9 Sense Carriage Tape Channel 9

1403-P-CV Sense Carriage Tape Channel 12 (Overflow)
1443-P-CV Sense Carriage Tape Channel 12 (Overflow)
1460-SS x Sense Switch

1401-SS x Sense Switch

1440-SS x Sense Switch

The x in the sense switch is the actual letter that
represents a specific 1401, 1440, or 1460 sense switch.
This must be a letter within the range A-G. There
must be at least one space between the switch desig-
nation and the letter used for x. For example, 1401-
SS G.

The status of 1401, 1440, and 1460 switches may be
interrogated by expressions in the PROCEDURE DIVI-
sioN that use condition-names.

Examples: Figures 2 and 3 show examples of speciaL-
NAMES paragraphs.

Input-Output Section
The iNpUT-oUTPUT section has two paragraphs.

The FILE-CONTROL paragraph names each file, identi-
fies its input or output medium, and assigns it to one
or more input/output devices.

File-Control Paragraph
Reference Format

FILE-CONTROL. SELECT file-name-1

ASSIGN TO device-name
1
[RESERVE Mo} ALTERNATE AREA[S] .

[sELECT.......... ]
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Figure 3. 1440 spECIAL-NAMES Paragraph

This paragraph names each file used in the source
program, identifies its media, and assigns it to an input
or output device. It also permits the programmer of
1401 and 1460 systems to specify an alternate input/
output area for magnetic tape files if the 1401 or 1460
has the processing-overlap feature.

SELECT file-name-1

Each file to be processed by the READ or WRITE verbs
in the PROCEDURE DIVISION must be named in a SELECT
file-name entry. This file-name must be unique within
the source program and must be described by a file-
description entry in the pata pivisionN of the source

program.
Example: Figure 4 shows a sample seLecT file-name
entry.

~CONT.

y
a8
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Figure 4. SELECT
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ASSIGN TO device-name-1

This clause is used to assign a file to an input or
output device-name. The device-names that are valid
in the FILE-CONTROL paragraph are:

Device-Name Actual Device

1402-R, n 1402 Card Reader
1442-R, n 1442 Card Reader
1402-P, n 1402 Card Punch
1442-P, n 1442 Card Punch
1444-P 1444 Card Punch
1403-P 1403 Printer

1443-P 1443 Printer

1311-D, d 1311 Disk Storage Drive
1301-D, d 1301 Disk Storage

TAPE(S) u, a 729 or 7330 or 7335 Magnetic Tape Unit

Punched-Card Device-Names

The punched-card devices that are valid in the FILE-
conTROL paragraph are the card reader, the card
punch, and the printer.

For the 1402-R and 1402-P device-names, n is a
digit specifying the stacker into which a card is to fall.
For the card reader it must be a 0 (normal read), 1
(read select), or 2 (common). For the card punch it



must be 0 (normal punch), 4 (punch select), or 8 (com-
mon). If one of the digits is not included with a 1402
device-name, the processor assumes that the stacker
desired is 1 for a read operation and 4 for a punch
operation. If n is coded, there must be a space between
it and the device-name as in 1402-R, 1.

For the 1442-R and 1442-P device-names, n is a digit
(1 or 2) specifying the unit in which a file is to be
placed. If n is not coded, the processor assumes unit 1.
If n is coded, there must be a space between it and the
device-name as in 1442-R, 1.

Disk-Storage Device-Names

For disk files, 1311-D or 1301-D is the device-name.
It indicates that the file is to be assigned to either a 1301
or a 1311. For both the 1301 and 1311, the d specifies
the particular unit and can be any digit from 0 to 4.
There must be a space between the comma and the
digit.

Example: Figure 5 shows an AssiGN statement for a

1311 disk file.

8
8 :ll 16 20 24 28 32 36 40 44 48
iy ASSUGM Tio LB O 04y e

I T S T T T Y T O W U Y S O W Y S T T S W U Y 0 0 O 0 O B WY

T~CONT
>

Figure 5. assioN Disk-File

Magnetic-Tape Device-Names

For magnetic-tape files, TAPE(s) is the device-name.
It indicates that the file is to be assigned to a tape unit.
The u specifies the particular unit to be assigned. It can
be any digit from 1 to 6 with the 1401 or 1460. For the
1440, u can be 1 or 2. The a specifies that an alternate
unit is to be assigned. It can be any digit from 1 to 6
with the 1401 or 1460, but should not be the same digit
that is used for u. For the 1440, @ can be 1 or 2, but
should not be the same digit that is used for u. The
same tape unit (or alternate tape unit) should not be
assigned more than once in a COBOL source program.
There must be a space between u and a.

Example: Figure 6 shows an AssicN statement for a
tape file.

T
A '8
s #2 0 20 24 28 32 36 40 44 a8

s ASSIEN TO TR L 20w

PN T N0 O W W W N W Y U S U T W W S N T Y T S0 S T SN WU S W S O O W A B S O B

~CONT.

Figure 6. assioN Tape-File

[RESERVE {No} ALTERNATE AREA[S]].

This statement reserves one or no alternate area for
a magnetic-tape file. One alternate area may be speci-

fied only if the object machine has the processing over-
lap feature. If this clause is missing from the source
program, the processor reserves no alternate area.

Example: Figure 7 shows a sample RESERVE state-
ment.

3 '
g o
718 2 16 20 24 28 32 36 40 44 48

'
Ly RESERWMNE, (1 Al TIERNATE MOEMe s 1 4 4y 1 4 4 1y 3L
s

U W T T T W U Y W W W W WD W T T T S U 0 0 U S0 T 6 A W 6 DAY B IOV U U A N O U

Figure 7. RESERVE

Note. In the speclaL-NAMEs paragraph and the FiLE-
coNTROL paragraph, two unit-record files cannot be assigned
to the same device. For example, if the punch is defined in the
SPECIAL-NAMES paragraph, it cannot be defined again in the
SPECIAL-NAMES paragraph, nor can it be defined in the rm.E-
CONTROL paragraph.

1-O-Control Paragraph
Reference Format

I-O-CONTROL.

5 TYPE-A-LABEL

APPLY ITYPE-B-LABELé ON file-name [APPLY...].
TYPE-C-LABEL

The 1-0-cONTROL paragraph is used to specify the
type of the label records for tape files.

Type-A, -B, and -C label records contain 120, 80,
and 84 characters, respectively. The file-name refers to
the file-name assigned to the file in the associated FD
entry.

Example: Figure 8 shows a sample appLY statement.

T
A '8
'
8 12 16 20 24 28 32 36 40 44 48

~CONT

v APPUN T APLE AL ABEL, gtti LAY RLMAS TR | | 4 1 1 s 1

S R U U W W T U W T T T U W 00 W U 0 U U W Y U U W U S 0 N 1 T A Y B Y O

Figure 8. ApPLY

Deferred Elements of the Environment Division

Several elements described in the coBoL General In-

formation Manual are not contained in this copoL proc-

essor. These should not be coded in the ENVIRONMENT

pIvISION entries for a 1401, 1440, or 1460 cosoL pro-

gram. They are stated here for reference.

1. The oprioNAL option of the FILE-CONTROL para-
graph.

2. The MULTIPLE REEL option in the FILE-CONTROL para-
graph and all other features that provide for auto-
matic assignments of tape units for a file.

3. The rReNaMING option of the FILE-coNTROL para-
graph.
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4. The entire copy option. (The library tape for the
1401 cosoL processor does not presently support
the copy feature.)

4. The ReRUN option of the 1-0-cONTROL paragraph.

Not Applicable
The assiN option of the OBJECT-COMPUTER paragraph.

Data Division

Each file, record, and data item is described within
a program by writing data-description entries in the
source program. Every data-name referred to in the
PROCEDURE DIVISION except figurative constants must be
described in the paTA pDvision. Items and records are
described by record-description entries, and files are
described by file-description entries (MD and FD en-
tries).

Detailed information about record formats is pre-
sented in the SRL publications Input/Output Control
System (on Disk) for IBM 1401/1460: Specifications
(C24-1489) and Input/Output Control System for IBM
1440: Specifications (C24-3011). General information is
presented in the following sections.

Record Formats for Tape Files

Form-1 Records

Form-1 tape records are fixed length, unblocked, with
or without record marks. Fixed-length implies that all
records in the file have the same number of characters.
Unblocked means that one data record is contained in
one tape record. A record mark (+) is a special char-
acter written at the end of a data record to indicate
that the preceding character is the last record charac-
ter. If input records are form-1 but are to be written
as output in form-2 or form-4, they should have record
marks. Otherwise the use of record marks is optional.
Tape records are physically separated by a section
of blank tape called an Interrecord Gap (IRG). Fig-
ures 9 and 10 show examples of form-1 records with
and without record marks.

Form-2 Records

Form-2 records are fixed length, blocked, with record
marks, and with padding of short-length blocks.
Blocked means that more than one data record is con-
tained in one tape record (two or more data records
occupy the space between two interrecord gaps).
Record marks must be used to separate the data rec-
ords.

Padding means that nines (9’s) are used to fill the
last block for a file if there are not sufficient data
records to fill it. Thus, a fixed-length block will always
contain the same number of characters, but a padded
record(s) will be substituted if there are not enough
data records to fill the last block.

Figure 11 shows fixed-length, blocked tape records
with record marks and padding. Each block contains
four records.

Form-3 Records
Form-3 records (variable unblocked) are not permitted
with coBoL.

Form-4 Records

Form-4 tape records are variable-length, blocked, with
record marks and a Record Character-Count (RCC)
field in each record, and a Block Character-Count
(BCC) field in each block. Variable length implies that
all the records in a file do not contain the same num-
ber of characters.

Block Character-Count Field

A four-character field at the beginning of each block
contains a count of the total number of characters in
the block (including the block character-count field it-
self). The BCC field has AB zone bits (1BM card code
12-punch) over the units position. This count is used
to check wrong-length record conditions.

Record Character-Count Field

A record character-count field of three characters in
each record contains a count of the number of charac-

| i * 1

R Record 1 R Record 2 R Record 3 R

G G G G
Figure 9. Form-1 Records with Record Marks

I | I

R Record 1 R Record 2 R Record 3 R

G G G G

Figure 10. Form-1 Records without Record Marks
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Block 1
Figure 11. Form-2 Records with Padding

ters in that record, including the RCC field itself and
the record mark. This field must be in the same rela-
tive position in each record (the character size of each
Cl in Figure 12 is the same). Figure 12 shows the rec-
ord format for a form-4 record.

Note: For form-2 and form-4 records, it is the pro-
grammer’s responsibility to place all record marks in
the file-description entries, and in the work areas,
where applicable.

Record Formats for Punched-Card Files

Card Read-Punch Records

Records of files assigned. to the card reader and the
card punch must be eighty characters long, unblocked,
and may or may not have record marks in the 80th
character position (card column 80). This is equivalent
to the form-1 record described previously.

Printer Records

Records of files assigned to the printer must also have
form-1 record format. For the printer the fixed record
size must be equal to the number of print positions on
the printer. A maximum of 132 print positions is used
by the cosoL compiler.

Record Formats for Disk Files
coBoL can process disk records that are fixed-length
unblocked (form-1), fixed-length blocked (form-2), or
variable-length blocked records (form-4). The maxi-
mum size of a record is 999 characters. Figure 22 shows
the record forms permitted for each type of access
mode.

To process blocked records, the coBoL processor re-
quires the following.

1. A block may contain a maximum of ten records for
random files, one hundred for sequential files, and
thirty for control-sequential files.

Block 2

2. In blocked files, each record in every block must
contain a record mark as its last character.

3. For variable-length records, a block-length field
must be included in each block, and a record-length
field in each record (see Figure 13).

As the name implies, block length is the total num-
ber of characters in the block, including itself and
record marks. The block-length field must always
be recorded in the first four positions of the block.
When output records are created by copor, this
count is generated automatically.

Record length is the total number of characters in
the record, including itself and the record mark. The
record-length field is a three-position field and must be
located in the same three positions within each record
in the file.

Figure 13 shows examples of the various types of
disk records that this coBoL processor can handle.

Data Division Language Specifications
The paTa prvisioN of a COBOL source program is di-
vided into three major sections:

FILE SECTION.
WORKING-STORAGE SECTION.
CONSTANT SECTION.

The FiLE sEcTION describes the input and output files
with respect to content and organizational format. It
has two major subdivisions: the file-description entry
that specifies the physical characteristics and organi-
zation of the input and/or output data and the record-
description entry that describes the individual items
contained in the file records.

The WORKING-STORAGE SECTION describes the areas of
core storage where intermediate results and other
items are stored temporarily at object-program execu-
tion time.

The constanT sEcTiON describes fixed items of data
which remain unchanged during the running of the

le— C 1—»] la— C 1— cl ‘
|c2 |c2 jc2
T T T
1| 'R * o * ro o
R | C ! ! L ;
G|cC 1 Co Vo o G
[} 1 A1 1 1 1
lg——————— Record 1 - Record 2 Record 3
Block

Figure 12. Form-4 Records
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(Fixed-Length)
FILE A. FORM-1 80-CHARACTER UNBLOCKED RECORDS

80 - Character Record

80 - Character Record

(Fixed-Length)
FILEB. FORM-1 175-CHARACTER UNBLOCKED RECORDS

175 - Character Record

S
A (First 100 Characters)

(Last 75 Characters)

175 - Character Record
(First 100 Characters)

(Fixed-Length)

FILE C. FORM-2 70-CHARACTER RECORDS, BLOCKED 4 TO A BLOCK

70 - Char Record
s| 70 - Character Record (First 30 (Last 40
A Characters) Characters)

70 - Character Record
(First 60 Characters)

70 - Character Record

50 - Character 66 - Character Record |40 - Character 45 - Character
S|B| Record Record Record
AfLl 1 | Ll L
Y La ta
40 - Character | 40 - Character Character Record 35 = Char
s|B | Record Record Record

|
Ln

SA - Sector Address
G - Gap Between Sectors

BL - Block=-Length Field
RL - Record-Length Field

Figure 13. Schematic Records on Disk

object program. A date, for example, might be a fixed
item, or a constant.

The copoL presentation format for the paTa prvision
is:
DATA DIVISION.

FILE SECTION.
File-Description Entries and
Record-Description Entries

WORKING-STORAGE SECTION.
Record-Description Entries

CONSTANT SECTION.
Record-Description Entries

14 Disk COBOL Specs.

File Section

The file-description entries and record-description en-
tries describe the files to be processed by the object
program. The file-description entries are of two major
types: those that involve the disk-storage unit and
those that involve other input or output media.

File-Description Entries

A file-description entry must be written for each file
to be processed by the object program. It includes spe-
cifications for the mode in which the file is recorded,
the record and block size, label record information,
and the names of the data records that make up the file.



File-Description Entry—Tape Files
This format is used to describe magnetic tape files.
Reference Format

FD file-name [RECORDING MODE IS mode]

. RECORDIS]
BLOCK CONTAINS integer-1 § R oRD L)
I: reser %CHARACTER[S] ﬂ

[RECORD CONTAINS [integer-2 TO]

integer-3 CHARACTER[S]]

ARE] {STANDARD
LABEL RECORDIS] {1s OMITTED

VALUE OF data-name-1 1S literal l:data-name-2 IS.. ]

ARE
DATA RECORDIS] )IS i data-name-3 [data-name-af],
Note: A vaLUE clause is required when LABEL REC-
orbs are standard.

FD file-name

The level indicator identifies the beginning of the
file-description entry and precedes the file-name as-
signed by the programmer. ( Example: Figure 14.)

The size must be stated in terms of cHARACTER(s)
for form-4 records where integer-1 is equal to or
greater than the number of characters in the longest
block of the file. This number includes the four-char-
acter block count field (BCC). See also Form-4 Retords.

Example: The largest block in the payrRLMAsTR file
contains 500 characters plus the BCC field (Figure 15).

T

=

3 A '8

7|8 12 16 20 24 28 32 36 40 a4 a8
LB CAaNT A NS SO \CHARAETIERS 1+ 4 1\ 4 111

l
O T N O T W O Y T O Y N T A O G Y N A 0 T T G A S A B Y I S |

Figure 15. BLOCK CONTAINS

[BECORD CONTAINS [integer-2 TO]
integer-3 CHARACTER[S]

The RECORD CONTAINS clause may be used to specify
the number of characters in the data records. Because
the record-description entries define the size of each
data record, this clause is never necessary. However,
if the programmer wishes to include it, integer-2 speci-
fies the number of characters in the smallest record in
the file, and integer-3 specifies the number of char-
acters in the largest record.

Fixed-length records must be specified using integer-
3 only. Variable-length records are specified by using
both integer-2 and integer-3.

Example: The records for a certain file are variable
length. The smallest record size is 75 characters; the
largest is 86 characters (Figure 16). When levels are
defined in the FD, 86 must be defined before 75.

9 T
{5A 's . .
78 j2 6 20 24 28 32 36 40 a4 48 2 A 8
O I
Do L PAYRLMASTR & 1 L i e i ) 7.8 :.‘3 16 20 24 28 32 36 40 a4 48
R S A A A A N S S ST SO S SN U T S A S RS A ST S N N N S A T A S O O L RiECBIRD CIOMZIAY ANST (2iST (TIO Rilr CHARACT SRS

Figure 14. rp File-Name

[RECORDING MODE IS 1]

This clause specifies the mode in which the file is
recorded. A 1 indicates the move mode, even-parity.
RECORDING MODE I is the only recording mode imple-
mented by this coBoL processor.

I:BLOCK CONTAINS integer-1 gBE_C_QMS_] {l

CHARACTERIS]

This clause must be included if more than one data
record is included in a tape record (other than form-1).
It indicates the size of thé block in records or charac-
ters. The size may be stated in terms of recorp(s) for
form-1 or form-2 records where integer-1 is the num-
ber of data records in the block.

'
SN IO O T Y YO Y O U Y O T S W Y T Y S Y A |

Figure 16. RECORD CONTAINS
Note: Both the block count and the record count

must include the record mark (+) in the count.

AR
LABEL RECORDIS] ils Ez %%%QE

This required clause states whether header and
trailer label records are standard or omitted. This cosoL
processor can handle only standard type-A, type-B,
and type-C tape labels and standard disk labels. For
punched-card files the omMrTTED option must be used.

Example: Figure 17 shows a LABEL RECORD entry for
a punched-card input file.

T
A 'B
8 ;IZ 16 20 24 28 32 36 40 44 48

~CONT.

L LABEL PECORDS, ARE DMITTEN (1 | 1141 10411y
!

101 FES I N N T N 0 S A T O Y VO S N T N N N T O I v

Figure 17. LABEL RECORDS
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Today’s Date

If standard label records are specified for output files,
today’s date must be in core storage at object-program
execution time.

To enter the current date in the object program,
insert a date card just ahead of the EX card produced
by the Autocoder processor. The EX card is the last
card in the object program. The format for the date
card is:

Columns Punch Description
1-3 082 Storage Location
4-5 05 Number of Characters
6 0-5-8 Word Separator
7-11 XX XXX Today’s Date
YR DAY

r
LVALUE OF data-name-1 1S literal data-name-2 1S . . :I

The coBoL programmer may specify the items of in-

Label Information (Header Label Records)

The 22-character label-information field in 120-char-
acter label records contains these fields:

Number of Type of
Field Name Characters Characters

Density 1 Numeric
Check Sum 1 Numeric
Block Sequence 1 Numeric
Tape Checking Technique 1 Numeric
Tape Data Recording

Technique 1 Numeric
Tape Data Processing

Technique 1 Numeric
Creating System 4 Numeric (1401, 1440,

or 1460)

Record Format 1 Alphanumeric
Record Length 5 Numeric
Blocking Factor/Size 5 Numeric
Check Point 1 Numeric

The 6-character label information field in 84-character label
records contains a blank and five numeric characters.

Tape Trailer Labels

The following information is contained in 1M standard
trailer labels:

formation that appear in the label records of tape files. Positions Contents
These items must be supplied by using a vALUE oF aggﬁéhﬁ} i‘(‘gg}f)l‘s 1-5 igggg
clause if standard tape header-label records are used. 6772 XXXXXX (Block Count)

Data-name is the name of a field contained in the = TYPE-B-LABELS 1-5 1EORb
header label record; literal refers to the contents of the (80 characters) 1EOF b
field. Figure 18 is a chart showing data-names and TYPE.C.LABELS ?-(130 ioé)g:; ](DBIOCk Count)
lengtl(;s of fields used in standard tape header label (84 characters) 1 EOF bb
records. COMPLETE CHECKING PARTIAL CHECKING 7-12 XXXXXX (Block Count)
LABEL RECORD INPUT OuUTPUT INPUT OUTPUT

FIELD B C A B C A B C A B C

IDENTIFICATION 10 10 18 10 10 18 10 10 18 10 10 18

(or ID) A/N A/N A/N A/N A/NA/N | A/N A/NA/N A/N A/NA/N

CREATION- 5 5 5

DATE N N N

*k

RETENTION- 4 3 3 4 3 3 4 3 3

CYCLE N N N N N N N N N

*h Rk

FILE-SERIAL- 5 5 5 5 5 5

NUMBER N N N N N N

ok

REEL-SEQUENCE- |l +4 +3 +4 +4 +3 +4

NUMBER N N N N N N

LABEL- * 22 Ab *22 as

INFORMATION A/N AaN| AN A/N "

1 If not present, 001 or 0001 will be assumed.
* All 22 characters are checked.
** |f the label type requires only 3 digits, the thousands position must be zero.
*** The use of FILE-SERIAL-INUMBER implies full label checking for this file.
A Optional but checked.

Figure 18. Header Label Records for Tape Files
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Figure 19 shows how the identification of a payroll
master file is supplied.

= T
ga 8
718 'll 16 20 24 28 32 36 40 44 48
]
nn-inﬂuLnﬂé[ 100E LD NS MPAVRLMASTAY 1 0 4 14 30001
) 4
PN SO 00 U0 U0 T 0 B W 0 W S BT T Y VRS U B S S S O A SO O O O Y A RS O O

Figure 19. IDENTIFICATION

Examples: Figure 20 shows how IDENTIFICATION and
a retention cycle of 286 days are supplied for an out-
put file.

= T

g8 18

7(8 e 16 20 24 28 32 36 40 48
=

L VLS GE D S MPAAVIRLMASTRA « 3 4 14 v a1y
L1 RETEMI DUAGHCLE (1S ZEE 1 ¢y L

Figure 20. meNTIFICATION and Retention Cycle

ARE
DATA RECORDIS] ;IS z’ data-name-3 [data-name—4].

Data-name-3, data-name-4, etc., must each be the
subject of a record-description entry that has a level-
number of 01.

If the file contains more than one type of record, a
different data-name must appear for each type. Data-
name order is not important.

Note: If one record is read from a given file and
another is read from the same file, the second record
replaces the first in the read-in area. Thus, if two
records are needed for processing at the same time,
the first record must be saved by moving it to an-
other area of storage (such as a work area) before the
second record is read.

Examples: Figure 21 shows a sample pATA RECORD
clause. In this example, RECOrDA and RECORDB are both
records in the same file and are described in a record-
description entry as level Ol records.

T
A '8
[] 02 16 20 24 28 32 36 40 a4 48

~CONT.

v DATs RECORDS, ARE RECOBDA BECHRDE 1 1 s 1111}

PN S T T S 0 OO0 T S SN W T SN T TS YO Y T T T U T Y O O O W T O A 000 O

Figure 21. DATA RECORDS

File-Description Entry—Punched-Card Files
This format is used to describe punched-card files.

FD file-name [RECORDINC MODE IS l:l

RECORDIS]
BLOCK CONTAINS integer-1 % CHARACTERIS] 2

I:RECORD CONTAINS integer-3 CHARACTER[S]:'

LABEL RECORDIS] i}\sRE% OMITTED

DATA RECORDIS] i ?SRE z data-name-3 [data-name—4].

Mass Storage Files

With this coBoL processor, the term mass-storage file
refers to any group of records read from, stored on, or
written on a disk storage unit.

Three reference formats exist that allow the user to
specify random processing, control-sequential proc-
essing, or sequential processing (see Access Modes).

In any one coBOL source program, a maximum of
seven MD entries can be used.

Random Access
Reference Format
MD file-name
[ RECORDING MODE 1s SECTOR ]
PROCESSING MODE IS SEQUENTIAL

ACCESS MODE IS RANDOM
ACTUAL KEY IS data-name

[SYMBOLIC KEY IS data-name]

FILE-LIMITIS] z ffRE} integer g 'T“g_g‘gucu } integer

. RECORD[S
[BLOCK CONTAINS integer ;CH eakers)

[ RECORD CONTAINS integer CHARACTER[S]]

LABEL RECORD{S] ;fREg STANDARD%

OMITTED

[VALUE OF data-name 1S literal [data-name 1s.. ]]

DATA RECORDIS} ﬁ\SREg data-name [data-name .. ]
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Control-Sequential Access
Reference Format

MD file-name

[ RECORDING MODE IS SECTOR ]

PROCESSING MODE IS SEQUENTIAL

ACCESS MODE IS ( CONTROL-SEQUENTIAL-A
CONTROL-SEQUENTIAL-B f

IS , THRU ,
FILE-LIMITI[S] z ARE% integer imUCH§ integer

. RECORDIS]
[BL‘OCK CONTAINS integer ;MR[S]H

[RECORD CONTAINS integer CHARACTERI[S] |

LABEL RECORDIS] ’}fREé 3?%%3’3 %

[VALUE OF data-name 1S literal [data-name IS.. ]:l

DATA RECORDIS] ‘lf&SREz data-name [data-name. . ] .

Sequential Access
MD file-name
[RECORDING MODE IS SECTOR]

PROCESSING MODE IS SEQUENTIAL

ACCESS MODE IS SEQUENTIAL
IS . THRU ,
FILE-LIMIT[S] ; AREzmteger; THROUGH ( inteser:

[BLOCK CONTAINS integer g—""—"‘ggﬁgﬁg[rslg] R[S]{]

[RECORD CONTAINS [integer '_I’_O:|
integer CHARACTER[S]]

LABEL RECORDES] {\%p S SMrED b

[VALUE OF data-name 1S literal [data-name S .. ]:|

DATA RECORD[S] ;fﬁEsdam-mme [data-name . . ]

18 Disk COBOL Specs.

Clause Description

The file-description entry clauses that have not been
described previously are described here.

[RECORDING MODE IS SECTOR]

A recording mode is significant only for mass-storage
files. All files will be recorded and read without word
marks. The key word sector is used to 'specify the par-
ticular disk-recording mode for a specific file. Data is
read or written by sector (100 characters per sector).

PROCESSING MODE IS SEQUENTIAL

This clause is used to describe all mass-storage files
for the 1BM 1401, 1440, or 1460 Data Processing Sys-
tems. The clause refers to the order of action of the
access mechanisms. Because the 1311 has only one
access mechanism, the access order is sequential. (Rec-
ord 1 is retrieved, followed by record 2, etc., as called
for by the object program.)

RANDOM
5 CONTROL-SEQUENTIAL-A

CONTROL-SEQUENTIAL-B

SEQUENTIAL

ACCESS MODE IS

This clause must be included in an MD entry and
specifies the organization of the file. The terms RaN-
DOM, CONTROL-SEQUENTIAL, and SEQUENTIAL apply to
the means of retrieving and storing disk records.

RANDOM

In the rRaNDOM access mode, each record has a unique
disk address. Records can be arranged in random order
because the unique address can refer to only one rec-
ord in the file. In a purely random file, one seek and
one read per record is necessary.

SEQUENTIAL

In the SEQUENTIAL access mode, records are arranged
in sequence by control field. They are stored in con-
secutive locations in the disk-storage unit between
addresses established by the user as the upper and
lower limits of the file area. To process a sequential
file, the program requires only the upper and lower
limits of this file area. It begins with the first record
and processes each record in sequence.

CONTROL-SEQUENTIAL-A and CONTROL-SEQUENTIAL-B

In the CONTROL-SEQUENTIAL access mode, records are
stored with a blank (sequence-link) field appended to
each record as it is loaded onto the disk pack. coNTROL-
SEQUENTIAL-A refers to records without record marks;



CONTROL-SEQUENTIAL-B refers to records with record
marks. Records to be added to the file are written into
a separate area of disk storage. The address of the
added record is written in the sequence-link field of
the record that sequentially precedes the added record.
Similarly, a record can be deleted and the sequence re-
established by placing the address of the following rec-
ord in the sequence-link field of the preceding record.
When the file is processed, the program checks the
sequence-link of a record. If it is a blank, the next con-
secutive disk location is read. However, if the sequence-
link field contains an address, the program seeks and
reads the record stored at that address.

The length of the sequence-link field is a:
1. Six-digit address, if the file is unblocked, or a
2. Seven-digit address, if the file is blocked and the

blocking factor is two to ten records per block, or a
3. Seven-digit address with zone bits over the seventh

position, if the file is blocked and the blocking fac-

tor is eleven to thirty records per block, or an
4. Eight-digit address, where the eighth digit identifies
the record mark ( #).

Standard six-digit addresses are used in an un-
blocked file. A seventh digit (R) is added to the ad-
dresses used with blocked files, when the blocking
factor is two to ten records per block. These addresses
are in the form SSSSSSR. The first six digits are the
address of the first sector of the block. The seventh
digit (R) designates the position of the record within
the block. An eighth digit (R) is added for a record
mark. These addresses are in the form SSSSSSRR. The
first six digits are the address of the first sector of the
block. The seventh digit designates the position of the
record within the block. The eighth digit is used to
identify a record mark.

The coBoL processor handles the various disk rec-
ord forms as shown in Figure 22.

RECORD FORM PERMITTED?
ACCESS MODE FILE TYPE FIXED -LENGTH VARIABLE -‘LENGTH
UNBLOCKED | BLOCKED BLOCKED
(Form-~1) (Form-2 (Form-4)
INPUT OR
RANDOM INPUT - OUTPUT Yes Yes No
RANDOM OUTPUT Yes No No
CONTROL INPUT OR Yes Yes No
SEQUENTIAL | INPUT - OUTPUT
SEQUENTIAL | INPUT Yes Yes Yes
SEQUENTIAL | OUTPUT Yes Yes Yes

Figure 22. Record Formats for Disk Files

The maximum blocking factor (number of logical
records per block) is ten for random files, one hundred
for sequential files, and thirty for control-sequential
files.

[ ACTUAL KEY 1S data-name ]

This clause is required if the access mode of a mass-
storage file has been specified as rRanpoM.

Data-name is the name given by the programmer to
the core-storage field that will contain the disk address
of the record currently being processed in a given file
during execution of the object program. This field will
be updated in one of two ways:

1. By PROCEDURE DIVISION statements written by the
source programmer.

2. By statements developed by the processor from
specifications given in the XEY-CONVERSION section in
association with the use verb.

The format of the data-name field must be: SSSSSSR.
The first six digits (SSSSSS) are the actual address of
the disk sector where the block of records is stored. If
the block of records covers more than one sector, the
data-name field contains the address of the first sector.
The seventh digit (R) indicates which record in the
block is to be made available for processing. This digit
(R) may be any digit 0-9. The digit 0 represents the first
record in the block; the digit 1 represents the second
record, etc. If the file consists of unblocked, random-
access records, the seventh digit (R) must be 0.

[ SYMBOLIC KEY IS data-name |

The symBoLic key clause must be used only if a xey-
cONVERSION has been specified for a ranpowm file. If no
KEY-CONVERSION has been specified, the symBoLiC xEY
clause must be omitted.

Data-name is the field operated on in the section that
makes the KEY-CONVERSION (see Procedure Division).
The symBoric key is the indirect reference to data-
name.

Example (Figure 23): To compute the address of any
record needed by this program, the factor +3000 is
added to the contents of the symBoric xey field and the
sum is divided by 25. The result is the acTuaAL kEY.
(See Declarative section for a description of the use

verb.)
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Figure 23. KEY-CONVERSION

THRU

FILE-LIMIT[S] 3}§SRE% integer ;'ITRBUCH; integer
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These two integers are the sector addresses of the
first and last physical records of the file. Each integer
contains six numeric characters.

If the RDLIN macro is used to redefine the file limits
of the file, the new labels must not create the need for
handling the cylinder-overflow condition if the file
limits used at compile time did not imply cylinder
overflow.

Example: The lower and upper limits for a given file
are 000199 and 002199. Figure 24 shows a correct FILE-
LIMITS entry.

T
A 8
8 N2 16 20 24 28 32 36 40 44 48

~CONT

L ANGE- LM TS ARE 40O 1O THRA 1002 1F R 11
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Figure 24. FILE-LIMITS

[VALUE OF data-name IS literal [data-name IS.. ]]

The vaLuE oF clause is used in a file-description
entry if the file has standard label records. The follow-
ing sets of keywords and descriptions of literals are
used as entries of this clause.

Data-Name Literal

ID
IDENTIFICATION } 10-character AN

CREATION-DATE
RETENTION-CYCLE
FILE-SERIAL-NUMBER
FILE-SEQUENCE-NUMBER
PACK-SERIAL-NUMBER

5-digit numeric
4-digit numeric
5-digit numeric
4-digit numeric
5-digit numeric

Use of the PACK-SERIAL-NUMBER entry implies complete
label checking for this file.

The processor selects particular label-checking pro-
cedures based upon the entries in the vALUE oF clause.
The relations between the entries, the types of files,
and the label-checking procedures selected are shown
in Figure 25.

Disk Trailer Labels

The following information is contained in 1BM standard
disk trailer labels.

Trailer Label Positions Contents
(contains as many characters 1-5 1 EORDb
as the user’s records) 1 EOF b

Record-Description Entries
This section supplements the clause descriptions given
in the coBoL General Information Manual.
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Complete Partial
CHECKING Label Checking |Label Checking
ROUTINES SELECTED
INPUT | OUTPUT INPUT
ID 10 AN | 10 AN 10 AN
CREATION-DATE 5
RETENTION-CYCLE 4 4
FILE-SERIAL-NUMBER *5 *5
FILE-SEQUENCE-NUMBER 4 **4
PACK-SERIAL-NUMBER 5 5

* If not present, the pack-serial-number will be used.
** [f not present, 0001 will be assumed.

Figure 25. Label Checking

SIZE

This clause tells the processor how many characters
(or digits) the data item contains. The general refer-
ence format for a size clause is:

CTER[S
[SIZE IS | integer-1 TO] integer-2 [%CDI;&BT?S] RIS) %]]

[ DEPENDING ON data-name |

This size is interpreted by the coBoL processor in
terms of characters if either the optional word cHAr-
ActeR[s] or picir(s] is used or if neither of the op-
tional words is used.

To specify the sizes of variable-length records,
(form-4) integer-1 and integer-2 and DEPENDING ON
data-name must be used. Integer-1 specifies the num-
ber of characters in the smallest record and integer-2
specifies the number of characters in the largest record.
DEPENDING ON data-name identifies the elementary
items whose value is the record character count (refer
to Record Character-Count Field). Integer-1 and pe-
PENDING ON data-name may be used only with form-4
records.

Example: Figure 26 shows a size entry for a form-4
record which can contain from 50 to 150 characters.
RECCOUNT is the data-name the programmer has used
to identify the RCC field.
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~CONT.

Figure 26. size Variable Length



The size of fixed-length records is specified by using
the form:

| 128 15 megero | SHARACTERS1 ]
where integer-2 is the exact number of characters con-
tained in the record or item of data.
Example: Figure 27 shows a sizE entry for a fixed-
length record whose size is 80 characters.

= T
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1..‘;9/-25#:?:|[|0.|C¢MAMQE&QS|:J;|1||.111|||4LL41J
ll'lJ_LLlIIIIIIIIIIIIIlllllllllllllLLJlilllll

Figure 27. sizE Fixed Length

VALUE
The general reference format for a vaLue clause is:

VALUE IS :
[ iv,gLUEs ARE f literal-1[ THRU literal-2 |

[ literal-3 [THRU literal-4] .. ] ]

A vALUE clause can state the initial contents (VALUE)
of a data item in the WORKING-STORAGE SECTION Or CON-
STANT SECTION. It can also be used to define the value
of a condition-name (level-88 item) in the FILE sECTION
and WORKING-STORAGE SECTION.

If the vaLuk clause is not used to define the initial
values of WORKING-STORAGE ITEMS, their contents at
program execution time will be unpredictable.

If the vaLuE clause specifies a numerical literal, an
operational sign will be developed (placed over the
units position of the numerical field), only if the literal
is preceded by a plus or minus sign. A figurative con-
stant may be used in the vALUE entry where a literal is
specified.

The THRU option is not described in the cosoL Gen-
eral Information Manual. It may be used only with
condition-names as shown in Figure 28.
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Figure 28. THRU Option

The Constant and Working Storage Sections
The record-description entries described for the FiLE
SECTION apply also to the consTtanT and woRKING-
STORAGE SECTIONS.

These sections begin with the header line workiNG-
STORAGE SECTION OT CONSTANT SECTION and are followed
immediately by the record-description entries.

Added Elective Elements of the Data Division

These elective elements of the record-description

entry are not specified in the coBorL General Informa-

tion Manual, but are contained in this coBoL processor:

1. The pePENDING ON data-name and the To integer-2
options of the size clause.

2. The tHRU literal-2 and the literal-3 taru literal-4
options of the vALUE clause.

3. All entries on mass storage.

Deferred Elements of the Data Division

1. The copy option is contained in the coBoL General
Information Manual, but is not contained in this
COBOL Processor.

2. The following editing functions cannot be specified
by editing clauses or picture clauses:
a. Editing of a single digit field.
b. Single-position zero suppression. For example, Z9
is incorrect but ZZ is correct.

3. No item may exceed 999 characters.

Not Applicable

The usace, siGNED, and syNCHRONIZED clauses have no
meaning in a 1401, 1440, or 1460 cosoL program and
should not be used.

Note: A decimal insertion character cannot be used as the
rightmost PICTURE character. For example, the following
entry will not be considered valid:

02 NAME PICTURE Z,Z7Z,7Z79. OCCURS 12 TIMES.

Procedure Division

The PROCEDURE DIVISION is the operational part of the
coBoL source program. Once the data has been de-
scribed, the programmer tells the coBoL processor what
steps the machine must take to read the input data,
process it, and write it as output on punched cards,
magnetic tape, or a printed form.

The coBoL verbs are the main elements in the PROCE-
pURE DIVISION. They are described in detail in the
coBor. General Information Manual. However, some
verbs have special meaning when used in a 1401, 1440,
and 1460 coeoL source program. This additional in-
formation is presented in the following section.

Declaratives
Reference Format.
DECLARATIVES.

Section-name-1 SECTION.
USE FOR KEY-CONVERSION ON

ALL FILES
i file-name file-name] . . . i

Paragraph-name. Any procedure statement(s).
[ Section-name SECTION. USE ...]
END DECLARATIVES.

2]



Declaratives are procedures that operate either under
control of the main body of the PROCEDURE DIVISION or
under control of the Input/Output Control System.
They consist of sentences and associated procedures
designed to give special information to the cosoL
compiler.

If declaratives are used in a coBoL source program:

1. They must be grouped together and placed at the
beginning of the PROCEDURE DIvISION, and

2. The group of declaratives must be preceded by the
key word, pEcLARATIVES, and must be followed by
the keywords, END DECLARATIVES.

Each declarative occupies a single section and
must conform to the rules of procedure formation as
described in the Procedure Division section of the
coBoL General Information Manual. The source pro-
grammer must write the DECLARATIVES and END
DECLARATIVES entries beginning in column 8.

The use declarative is used in the 1401, 1440, and
1460 coBoL to specify the KEY-coNvERsION procedure
which is to be used for developing disk addresses. This
enables the source programmer to supply his own con-
version factors and techniques for obtaining disk ad-
dresses.

A ust declarative may be used to specify the xey-
CONVERSION for more than one file. Thus, if a general
key conversion algorithm must operate on different
data names for different files, the acruaL kY and sym-
BOLIC KEY clauses may be used. These clauses appear
in the MD entries of the pata pivision. (See Mass-
Storage Files.) Each MD that specifies the AcTuAL kEY
and syMmBoLIC KEY clauses implies a use declarative.
The processor will associate the AcTuAL KEY and sym-
BOLIC KEY functions by file.

Example: In the example shown in Figure 29, the
same key-conversion procedure is used for two differ-
ent files. The MD entries inform the processor of the
particular data-names which must be associated with
ACTUAL KEY and syMmBoLiC KEY for each file. When the
disk addresses for file records are computed at object-
program execution time, the contents of the symsoLic
KEY field will be added to FacTor-1 and the sum will be
divided by ractor-2. The result is the AcTUAL XEY.

The DISPLAY Verb

The printer is the standard output unit for the pis-
pLAY verb. However, information may also be dis-
played via the card read-punch or the console printer.
As many printer lines or punched cards will be used
as are necessary to display the information contained
in the area of core storage whose data-name is speci-
fied in the pisPLAY statement.

The object program initiates a skip to channel 1 in
the carriage tape if a form overflow occurs in the
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printer. If the pispLAY verb is used in the PROCEDURE
pIviSION to address the printer, the processor assumes
that the printer will have a carriage tape with punches
in channels 1 and 12 (overflow) at object program exe-
cution time.

Examples: The statement shown in Figure 30 will
cause the contents of the area whose data-name is
GRAND-TOTAL to be displayed on the printer.

The statement shown in Figure 31 will cause the
contents of GRAND-TOTAL to be punched into cards, if
the mnemonic-name carp-puNcH has been assigned t6
1402-P or 1442-P or 1444-P in the SPECIAL-NAMES para-
graph of the ENVIRONMENT DIVISION.

The ACCEPT Verb

A card reader is the standard input device for the
accept verb. However, the console printer can also
serve as an input device. When Accept is from a card
reader, the minimum area that can be declared is
80 positions.

Example: Figure 32 shows an Accepr statement that
will cause data to be read from the card reader and
moved to an area whose data-name is CANCELLATIONS.
If more than 80 storage positions are defined by can-
ceLLATIONS, multiple cards will be read from the card
reader until the area is filled.

The ENTER Verb
The ENTER verb permits the programmer to use Auto-
coder statements in a COBOL source program.

The language-name used with 1401, 1440, and 1460
coBOL is AuTOoCODER. The Autocoder statements must
be presented to the coBoL processor immediately fol-
lowing the ENTER AUTOCODER statement, and they
must be followed by an ENTER coBoL entry that indi-
cates the point at which the coBoL source language is
resumed. Each ENTER AUTOCODER statement must con-
stitute a separate paragraph in the source program
and must appear on the same line as the name of
the paragraph. The ENTER coBOL statement used for re-
turning to coBoL from Autocoder must either constitute
a separate paragraph or be the first entry of a para-
graph. The name of this paragraph must be on the
same line as the ENTER coBoOL statement.

These specifications must be maintained when using
Autocoder entries in a coBoL program:

1. Autocoder statements must be coded in Autocoder
format (label starting in column 6, operation in col-
unin 16, and operand in column 21).

2. Symbols used in Autocoder statements must be five
characters in length.

3. Macro instructions are permitted.

4. Autocoder statements can be written to refer to
cosoL-names if they are related by entries in the
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Figure 29. xEY-CONVERSION Sample (Part 1 of 2)
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Figure 29. XEY-CONVERSION Sample (Part 2 of 2)
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SPECIAL-NAMES section of the coBoL program. How-
ever, COBOL statements cannot be written to refer to
Autocoder-names.

5. The word-mark status of a constant or area defined
by a coBoL statement must be the same after the
Autocoder statements are executed in the object
program as it was before they were executed. Thus,
if it is necessary to write an Autocoder statement
that sets or clears a word mark in such an area, the
word-mark position of that area must be tested first
so that the word mark can be reset or cleared before
returning to the coBoL program.

. No 1401 SPS statements can be included.

7. When executing overlays while in the ENTER AuTO-
copeR mode, use of the coBoL ovLAY macro causes
the correct branch-to-the-loader to be generated.
Example: Figure 33 is an example that includes a

section of Autocoder statements.

o]

The OPEN Verb

Reference Format.

Figure 30. Printer DISPLAY INPUT )

OUTPUT ]
I OPEN INPUT-OUTPUT file-name-1 I:ﬁle-name-2 -
Fle V2 16 20 24 28 32 36 40 a4 48 Jﬁ
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Figure 31. Punch pispLAY
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Figure 32. Accept

INPUT
OUTPUT

{ INPUT-OUTEUT. f file-name-n . ..

-0

The set of rules shown in Figure 34 applies to the file
types specified in oPEN statements:

*Specifying a file as an iNpuT-oUTPUT file assumes that:
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Figure 33. ENTER Sample

1. The file must have been described in an MD entry.

2. Any use of the wriTe verb in association with this
file will cause the specified record to be written back
on the file in the position referred to by the last REap
associated with this file.

FILE TYPE RANDOM | S NIROL | seuENTIAL
INPUT YES YES YES
OuTPUT YES NO YES

INPUT-OUTPUT|  * YES *YES NO

Figure 34. File Types for oPEN Statements

Note: A file specified as having a CONTROL-SEQUEN-

TIAL operation mode may not be opened as an ourpuT
file.

The READ Verb

Reference Format for mass-storage random INPUT or
random iNput-outpUT files:

READ file-name RECORD [INTO data-name]
[INVALID KEY any-imperatz’ve-statement]

Reference Format for all other inpuT or INPUT-OUTPUT

files:

READ file-name RECORD [INTO data-name]
[AT END any-imperatiue-statement]
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This statement causes a logical record to be released
from an iINpuT or INPUT-oUTPUT file and transferred to
the record-name associated with the file.

Data-name is the name given by the programmer to
the core-storage area to which the record must be trans-
ferred. After the READ statement is executed, the logi-
cal record will be available both in record-name and
in data-name.

Both the INvaLID KEY and the AT END options may be
implied within the coBoL program. This means that the
appropriate clause must be used at least once in the
COBOL program in association with each INPUT or INPUT-
ourpur file. If a given iNpuT or iNpuT-OUTPUT file has
only one use of the INVALID KEY or AT END option, all
READ statements associated with the file will assume
the implied option. If more than one option is used
with a file, it is required that all rREAD statements have
explicit INVALID KEY Or AT END options.

The any-imperative-statement is executed as de-
scribed here:

Nature of Appropriate

File Options Triggering Condition
Card Reader AT END  Attempt to read when hopper is
empty.
Random File INVALID The AcTuaL KEY is either outside
KEY the limits defined in the rFiLE-
LimiTs clause or is an invalid disk
address.
All Others ATEND When an end-of-file condition or

the upper file limit is encountered.
The SEEK Verb

Reference Format.
SEEK file-name RECORD

This verb allows the user to seek a particular record as
specified in the AcTUuAL KEY statement. Processing con-
tinues while the seek operation is performed until the
next READ or WRITE disk file statement is encountered.
If the programmer has not specified a seEx file-name
RECORD, a seek instruction will be automatically exe-
cuted in the object program before the disk read or
write operation.

The STOP Verb

Reference Format.

literal
STOP% RUN %

This statement produces a machine HALT instruction
which stops the execution of the object program. The
RUN option of the stop verb causes an unconditional
halt, and the program cannot be restarted.



If the stop literal option is used, and if the object
computer has a console printer, the literal will be dis-
played upon it. Otherwise, if the stop literal is nu-
meric and within the range 00-99, the literal itself is
displayed in the B-register if the halt occurs during
the running of the object program.

If the stop literal is numeric and greater than 99 or if
it is alphanumeric, the address of the literal is dis-
played in the B-address register if an object program
halt occurs. Pressing the start key allows the object
program to proceed.

The WRITE Verb

Reference Format for control-sequential files and
punch file:

WRITE record-name [FROM atea-name]

Reference Format for printer file:

WRITE record-name [FROM area-name:l

‘ ADVANCING imnemonic-name

;BEFORE
AFTER

integer LINES g]

Reference Format for sequential files and random files:

WRITE record-name [FROM area-name ]

[INVALID KEY any-imperative statement ]

This statement causes a logical record to be released
for an output file.
Record-name is the name given to the record defined

at the 01 level in the FILE sECTION of the DATA DIVISION
under the FD or MD entry for the associated file-name.
Area-name is the name given by the programmer to the
core-storage area from which the record is to be writ-
ten.

The apvanciNG option is used for spacing lines on
output documents on the printer. The number of spaces
skipped is equal to the normal printer skip plus the
integer specified in the ApvanciNg option. The integer
specified will be treated as meaning the number of
spaces between lines of print.

AFTER and BEFORE in the ADVANCING option control
printer carriage spacing or skipping before or after the
WRITE verb is executed. Integer LINEs specifies how
many lines should be spaced. Mnemonic-name is the
name assigned in the SPECIAL-NAMES paragraph to a
channel in the carriage tape and is used when carriage

skipping is desired instead of line spacing. The skip
occurs to the line that corresponds to the specified
punch in the carriage tape.

The iINvALD KEY option of the wriTE verb, used only
with SEQUENTIAL or RANDOM mass-storage files, per-
mits the source programmer to specify the appropri-
ate action to be taken when IOCS senses the upper
limit specified in the FiLE-LiMrTs entry. This option
follows the same set of rules as the INVALID KEY or AT
END option of the READ verb in connection with implied
statements.

Note: The invALD kEY option should not be used
with the wrire verb for ivput-outPUT files. The IN-
VALID KEY option of the READ verb will serve as the test
for these files.

Examples: Figures 35, 36, 37, and 38 show sample
WRITE statements.

~CONT!|
© >
-5
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Figure 35. WRITE

Exponents

M 1401, 1440, and 1460 coBoL provides for integer
or non-integer powers to be used in exponentiation.
The sign of the power can be either plus or minus.
Please note that negative bases cannot be raised to
other than an integer power.

Conditional Statements

Option 1
IF conditional expression statement-1.
Option 2

IF conditional expression NEXT SENTENCE

% statement-2 i

OTHERWISE statement-3
ELSE NEXT SENTENCE ;

Option 3

statement-4 AT END
statement-5 ON SIZE ERROR

statement-6

{statement—lo INVALID KEY }
NEXT SENTENCE

[ {QIHERWISE)  statemens 7
ELSE NEXT SENTENCE %]

any imperative statement-8 followed by any conditional
statement-9
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Figure 36. WRITE AND SPACE BEFORE PRINTING
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Figure 37. WRITE AND SKIP AFTER PRINTING
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Figure 38. CONDITIONAL WRITE

Statement-1 under Option 1 can be only a simple or
compound imperative statement.

Statement-2 and/or statement-3 under Option 2 and
statement-7 under Option 3 can be either imperative or
conditional. If conditional, these statements can con-
tain conditional statements in arbitrary depth. When
conditional, the conditions within the conditional
statements are nested.

Statement-4 under Option 3 must be a READ state-
ment, statement-5 must be an arithmetic statement,
and statement-6 can be only a simple or compound
imperative statement. Statement-8 followed by state-
ment-9 (to which the previous paragraph applies be-
cause it is conditional) is an illustration of an imperative
statement followed by a conditional statement. This is
logically equivalent to statement-8 followed by a pe-
riod followed by statement-9 beginning a new sentence.
Option 3 in its entirety may be substituted for state-
ment-2 and/or statement-3 under Option 2.

An ELSE or OTHERWISE must be explicitly written for
every conditional statement within a sentence. How-
ever, the phrase ELSE (OTHERWISE) NEXT SENTENCE may
be eliminated only if the phrase immediately precedes
the period ending a sentence.

Statement 10 must be either a ReAD statement (asso-
ciated with a disk file or a wriTE statement (associated
with a disk file).
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Nested Conditional IF Statements

The coBoL programmer can combine several simple
conditional statements into one by using a technique
called nesting. The processor analyzes a nested state-
ment by working from the inside to the outside of the
statement. Thus, if all conditions are satisfied, the first
imperative is executed; if all but the last condition are
satisfied, the second imperative is executed, etc.

Figure 39 shows outlines for four simple conditional
statements. Figure 40 shows an outline for one nested
conditional 1Fr statement that produces the same re-
sults as the four simple conditional statements shown
in Figure 39.

Figure 41 shows an excerpt from a coBoL program
in which four simple relational conditional expressions

are substituted for the conditions shown in Figures 39
and 40.

The block diagram in Figure 42 shows the logic flow
of the nested 1 statement in Figure 41.

Added Elective Elements of the Procedure Division

The following options are not contained in the cosoL
General Information Manual but are contained in this
COBOL Processor.

1. The apvanciNG option of the wrITE verb.
2. Option 3 of conditional statements.
3. The nesting of conditional statements.



Deferred Elements of the Procedure Division 2.
These features described in the cosoL General Infor-
mation Manual are not implemented by this cosoL
processor.

1. The entire cory option.
2. The CORRESPONDING option of the MOVE verb.
3. The reeL option of the cLOSE verb. 3.

Notes:
1. A cosoL source program can be compiled that pro-
duces as many as 4,000 Autocoder and IOCS state-

ments which, when expanded, may produce as many
as 6,000 one-for-one Autocoder statements.

In order to ensure correct decimal alignment when
using the pvibE verb with the civine option, the
programmer must declare a result field, the decimal
portion of which is no more than one position greater
than the decimal portion of the dividend.

When NotE is the first word of a paragraph, it must
appear on the same line as the paragraph name.

The figurative constant ZEro (ZEROS or ZEROES ) can-
not be used in an arithmetic computation. For ex-
ample the statement compuTE data-name = zeRro is
not allowed. This statement must be in the form of
CcOMPUTE data-name =0 .

IF (condition 1) AND (condition 2) 2919 LAB2 ELSE NEXT SENTENCE.

IF (condition 1) GO TO LAB1 ELSE NEXT SENTENCE,

IF (condition 1) AND (condition 2) AND (condition 3) AND (condition 4) GO TO LAB4 ELSE NEXT SENTENCE.

IF (condition 1) AND (condition 2 AND (condition 3) GO TO LAB3 ELSE NEXT SENTENCE,

Figure 39. Four Conditional 1F Statements

IF (condition 1) IF (condition 2) IF (condition 3) IF (condition 4 GO TO

LAB4 ELSE GO TO LAB3 ELSE GO TO LAB2 ELSE GO TO LAB} ELSE NEXT SENTENCE.

Figure 40. Nested Conditional 1F Statements
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Figure 41. Program Sample for Nested Conditional 1r Statements
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Figure 42. Conditional Logic
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Character Sets

1M Character Set H must be used for source programs.
This character set consists of the numerals 0 through 9,
the 26 letters of the alphabet, and 12 special charac-
ters. The machine character set may be used only for
alphanumeric literals. The following are cosoL (Set H)
special characters with their equivalents in the BM
1401, 1440, and 1460 character set:

Card Code COBOL 1401, 1440, Meaning
(Set H) 1460
blank space
minus sign
11 - - {hyphen
12 + & plus sign
0-1 / / division sign
multiplication sign
11-4-8 * * check protection symbol
12-4-8 ) | right parenthesis
0-4-8 ( % left parenthesis
0-3-8 R s comma
11-3-8 $ $ dollar sign
period
12-3-8 {decimal point
3-8 = # equal sign
4-8 ’ @ quotation mark

Figurative Constants

LOW-VALUE(S)

The value of this figurative constant is the space, or
blank. The blank character is the lowest in the M
collating sequence.

HIGH-VALUE(S)
This figurative constant is defined as the integer 9. The
character 9 is the highest in the 1M collating sequence.

QUOTE(S)
This figurative constant is defined as the cosoL charac-
ter (Set H) for the quotation mark.

Word Lists

Additional COBOL Words

The following words constitute an extension of the list
of coBoL words contained in the M General Informa-
tion Manual describing coBoL. 10 may be used in place
of meNTIFICATION. The meaning and use of the other
words have been described in this bulletin.

General Information

1301-D IBM-1401

1311-D IBM-1440

1401-SS IBM-1460

1402-P I1-0

1402-R ID

1403-CT INVALID

1403-P KEY

1403-P-C9 KEY-CONVERSION
1403-P-CB LABEL-INFORMATION
1403-P-CV LINES

1440-SS MD

1442-P MODE

1442-R NO-CONSOLE-PRINTER
1443-CT NO-DIRECT-SEEX
1443-P NO-MULTIPLY-DIVIDE
1443-P-C9 NO-OVERLAP

1443-P-CB NO-PRINT-STORAGE
1443-P-CV PACK-SERIAL-NUMBER
1444-p PROCESSING

1447-CP RANDOM

1460-SS REEL-SEQUENCE-NUMBER
ACCESS RETENTION-CYCLE
ACTUAL SECTOR

ADVANCING SEEK

BEFORE SEQUENTIAL

CONTROL-SEQUENTIAL-A SYMBOLIC
CONTROL-SEQUENTIAL-B TAPE

CREATION-DATE TAPES

DECLARATIVES TYPE-A-LABEL
FILE-LIMIT(S) TYPE-B-LABEL
FILE(S) TYPE-C-LABEL

FILE-SERIAL-NUMBER USE
FILE-SEQUENCE-NUMBER VALUES

Class Conditions

The general information manual specifies that the class
of a data item is either numeric, alphabetic or alpha-
numeric. It further specifies that the class condition
tests an ALPHANUMERIC item at object time to deter-
mine whether it is wholly numeric or wholly alpha-
numeric in content.

The source statement beginning:

IF FIELD-A IS NUMERIC...

results in a character-by-character check of the value
of FIELD-A at object time. If an operational sign is pres-
ent in the units position, the associated character will
be interpreted as being numeric. Thus, —9 is inter-
preted as minus 9, not as the letter R.

IF FIELD-B IS ALPHABETIC...

results in a character-by-character check of the value
of FIELD-B at object time. If each character in FIELD-B is
alphabetic, the item is considered alphabetic.

29



Examples: The following table shows how the class
of an item is interpreted by the processor, depending
upon which of the class tests is specified. The table
shows the result (vEs or No) for each test and for each
of the specified ranges of “X.” The X-character is used
in the picTURE clause. It represents any character in the
1401, 1440, or 1460 character set.

x-Character If Numeric If Alphabetic
0-9 Yes No
SPECIAL N N
CHARACTERS ° °
SPACE No Yes
A-R Yes (if units Yes
position)
S-Z No Yes

Continuation of Alpha Literals

Alphanumeric literals must be*preceded and followed
by quotation marks. If an alphanumeric literal must be
continued, a continuation (-) must appear in column 7
and a quotation mark must precede the remaining posi-
tion of the literal. The quotation mark must be in the
appropriate column for the particular division in which
the literal appears. If the last character of an alpha-
numeric literal appears in column 72, column 7 of the
next line must contain a continuation symbol and the
next two significant characters in that line must both be
quotation marks.

Reference Formats

Here is a summary of the reference formats used in
writing a coBoL program for the mm 1401, 1440, and
1460 Data Processing Systems with disk storage.

IDENTIFICATION DIVISION.
PROGRAM-ID. program-name.

[AUTHOB. author—name.]
[INSTALLATION . any sentence or group of sentences.]
[DATE-WRITTEN. any sentence or group of sentences.]

[DATE-COMPILED. any sentence or group of sentences.]

[SECURITY. any sentence or group of sentences.]

[REMARKS. any sentence or group of sentenoes.]
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ENVIRONMENT DIVISION.

CONFIGURATION SECTION.

IBM-1401
SOURCE-COMPUTER. { IBM-1440
IBM-1460

[ autocoder-name 1S

IBM-1401
OBJECT-COMPUTER. <{ IBM-1440
IBM-146(0

r 4000

8000
12000
16000

CHARACTERS

THROUGH

MEMORY SIZE THRU

ADDRESS integer %
© 4000
8000
12000 S
16000

[ NO-PRINT-STORAGE ]

[ NO-MULTIPLY-DIVIDE |

[ NO-DIRECT-SEEK ]

[ NO-OVERLAP]

[ NO-CONSOLE-PRINTER ] .

SPECIAL-NAMES.
[ device-name 1S mnemonic-name

[ device-name IS mnemonic-name . . ]:] .

ON
switch-name % OFF % STATUS IS condition-name

[ {?%‘ E STATUS IS condition-name ]

[ switch-name . . :|

cobol-name

[ autocoder-name . . .. .. ]:I .




INPUT-OUTPUT SECTION. Disk Files (Random Access):
MD file-name
FI}.E-CONTROL‘ SELECT file-name 1 [RECORDING MODE IS SECTOR :I

PROCESSING MODE IS SEQUENTIAL
) ACCESS MODE IS RANDOM
[R___ESERVE §No$ ALTERNATE AREA[S]]- ACTUAL KEY IS data-name

ASSIGN TO device-name

[SELECT ........... ] [ SYMBOLIC KEY IS data-name]
1-0-CONTROL. [FILE-LIMIT(S] g QSRE zintegerg %‘%UGH ;integer ]
TYPE-A-LABEL
Al A-LADDL RECORDIS
APPLY {TYPE-B-LABEL | ON file-name [APPLY ) ] [BLOCK CONTAINS integer %——é :I
= IR CLABEL 2Lrd SLOLY € CHARACTERIS]

[ RECORD CONTAINS integer CHARACTERS |

DATA DIVISION. 1S % i STANDARD%

LABEL RECORD{S] ; ARE

FILE SECTION. OMITTED
Tape Files: [VALUE OF data-name 18 literal [data-name 1S... ]:I
ED fle-name [@C——W—I‘lg MODE IS 1] DATA RECORDIS] { \pp} data-name [data—name. : ]

. g RECORDIS]
[BLOCK CONTAINS integer-1 g————CH ARAGTER(S] 2]

RECORD CONTAINS l:integer-2 T_o_:l

integer-3 CHARACTER[S ]]

LABEL RECORDIS] ils H__STANDARD%

ARE) | OMITTED

VALUE OF data-name-1 18 literal [data-name-2 IS.. ]

IS

ARE % data-name-3 I:data-name-tl .. ]

DATA RECORDIS] {

Punched-Card Files:

FD file-name [ RECORDING MODE 1S 1]

RECORDIS]
BLOCK CONTAINS integer-1 {CHARAGCTER[S]

[RECORD CONTAINS integer-3 CHARACTER[S]]

s
LABEL RECORDIS] % LREE OMITTED

IS _ _
DATA RECORDIS] % ARE% data-name-3

[data-name-4 veo]
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Control-Sequential Aecess:
MD file-name

[ RECORDING MODE IS SECTOR |

PROCESSING MODE IS SEQUENTIAL

CONTROL-SEQUENTIAL-A
CONTROL-SEQUENTIAL-B ‘

ACCESS MODE IS ;

FILE-LIMIT[S] ,}\SBEG integer , %UGH% integer

[BLOCK CONTAINS integer ;EE_C_QEE z]

CHARACTERIS]
[ RECORD CONTAINS integer CHARACTER[S] ]

LABEL RECORDIS] 2 ABE% i%ﬁ%gi

I:VALUE OF data-name 1S literal [data-name IS... ]]

1S
DATA RECORDIS] i ARE % data-name [data—name .. ] .

Sequential Access:
MD file-name
[ RECORDING MODE IS SECTOR ]
PROCESSING MODE IS SEQUENTIAL

ACCESS MODE IS SEQUENTIAL

) THRU )
FILE-LIMITIS] if\SREz integer %’TW)UGH integer

RECORDIS
[BLOCK CONTAINS integer ?C_HA‘—RAﬁ[r‘JER[S] E]

[RECOBD CONTAINS[integer To] integer CHARACTER[S]]

LABEL RECORDI[S] % ARE% f)'fvﬁﬁl%é%l’

[VALUE OF data-name 1S literal [data-name IS.. ]:I

DATA RECORD[S] % }\SRE} data-name [data-name .. ]
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Record Description:

level—number% 55:;1_"51:1 o1 ; [REDEFINES data-name-2]
1 SIZE 1S [integer-1 TO] integer-2 [%g?&%?sﬁ’r ER[S]%]
L

[ OCCURS integer-3 TIMEIS]

-

POINT LOCATION IS gLEFT

ALPHABETIC
NUMERIC
ALPHANUMERIC
AN

CLASS IS

[ LEFT
L JUSTIFIED 3@1- g:l

{ZERO SUPPRESS

FLOAT DOLLAR SIGN

[ BLANK WHEN ZERO]

at gVALUE IS
L

" COMPUTATIONAL
| USAGE 18 iDISPLAY

+ [ sicnED]

[ LEFT
* SYNCHRONIZED {— s]
L——_— RIGHT

m-r% integer-4 PLACEIS]

1

[DEPENDING ON data-name]

[ PICTURE 1S any allowable combination of characters and symbols]

CHECK PROTECT } [LEAVING integer-5 PLACE[S]]:|

VALUES ARE }literal—l [THRU literal-2] [literal-S [THRU literal-4] . . ]]

*These clauses are not meaningful to this processor. If used, they will be ignored.

1These clauses have been designated as part of Elective Cobol- 1961 and are not included in the General Information Manual.

a This clause is invalid if used in the FILE sEcTION of the pATA DIvisiON on other than 88 levels.

PROCEDURE DIVISION.
Option 1:

[Section-name SECTION.]
Paragraph-name. Any procedure statement(s).

Option 2:
DECLARATIVES.

Section-name-1 SECTION.

USE FOR KEY-CONVERSION ON g&'—l‘ FILES %

Paragraph-name. Any procedure statement(s).
[Section-name SECTION. USE ... ]

END DECLARATIVES.
Section-name-2 SECTION.

Paragraph-name. Any procedure statements).

file-namefile-namel. . .
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ACCEPT data-name [F;RQ;M_ mnemonic-name ]
ADD ggf:fc;;ﬁme-l ; [gg;zgz;%me&z o ] [3%12\/ING s data-name-n ]
[BOUNDED ] [ ON SIZE ERROR any imperative Statement]
ALTER procedure-name-1 TO PROCEED TO procedure-name-2 [ procedure-name-3 TO PROCEED TO procedure-name-4 . . . ]
CLOSE file-name-1 |: WITH 3%§LI§EWIND ;] [ file-name-2 . . ]

COMPUTE data-name-1 [ROUNDED] = arithmetic expression [ON SIZE ERROR any imperative statement]

DispLAY {getename L) [ date-pame-2

literal-1 literal-2 ‘ . :l [UPON mnemom’c—name]

DIVIDE { data-name-1 } INTOQ ; data-name-2 § [ GIVING data-name-3] [ROUNDED ][ON SIZE ERROR any imperative statement |

procedure-name. ENTER AUTOCODER

procedure-name. ENTER COBOL

p ALL
TALLYING {LEADING } literal-1 [ REPLACING BY literal-2 |
UNTIL FIRST

EXAMINE data-name - N
ALL
REPLACING {LEKDING literal-3 BY literal-4
[UNTIL] FIRST /

procedure-name. EXIT.

Option 1:
GO TO procedure-name.

Option 2:
GO TO procedure-name-1 procedure-name-2 [procedure-name-i? .. ] DEPENDING ON data-name

MOVE %g:l gzt;;uzme-l %T_O data-name-2 -[data-name—S .. ]
MULTIPLY 3;??;;2‘;’"6-1 E BY 3 Z?et::z(;meé % [(_H_V_I_NE data-name—3] [ROUNDED] [ON SIZE ERROR any imperative statement]
NOTE any comment.
INPUT - INPUT
OPEN %(I%”I%JI%]'—-TOUTPUT % file-name-1 [ﬁle—name-2 .. ] { {%J}-%:FOUTPUT %} file-name-n
110 , IO .

34 Disk COBOL Specs.



Option 1:

PERFORM procedure-name-1 | THRU procedure-name-2 ]

Option 2:

[~ integer-1
PERFORM procedure-name-1 | THRU procedure—name-2:| 3 data-name-1 %’ILE[S]

Option 3:

PERFORM procedure-name-1 | THRU procedure-name-2 :| UNTIL condition-1

-

Option 4:
PERFORM procedure-name-1 [THRU procedure-name-2] VARYING data-name-1 FROM ;Zzzzzzfit_gal-l }

BY wzt’zegfnfge;”lz } UNTIL condition-1
Option 5:

PERFORM procedure-name-1 [ THRU procedure-mme-2] VARYING subscript-name-1 FROM g :irzztteag-i;ln e-1 %

integer-2 ” § . integer-3 3integer-4
BY ; data-name-2 E UNTIL condition-1 { AFTER subscript-name-2 FROM ; data-name-3 % BY 1§ dutaname-4 z

UNTIL condition—2] [AFTER subscript-name-3  FROM 3 intoger5 % BY ; intoger-6 o % UNTIL condition-3]

READ file-name RECORD [INTO area—name_ B ?ILII‘V% KEY 2 any imperative statement :|

SEEX file-name RECORD

- - - -2 - _
SUBTRACT g;ﬁfgfu;{‘;’"e ! f D data-name f ] FROM i data-name-n g [GIVING data-name-n] [ ROUNDED ]
[ ON SIZE ERROR any imperative stutement]

literal
STOP% RUN z

Option 1:
WRITE record-name [FROM area—name]
Option 2:}

1 § AFTER integer LINES %
WRITE record-name [FROM area-name] ; BEF ORE% ADVANCING gmnemonic nome

Option 3:

WRITE record-name [FROM area-namcﬂ INVALID KEY any-imperative-statement

$This verb option has been designated as part of Elective Cobol- 1961 and is not included in the General Information Manual.
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1. Simple Relational Conditions *

data-name ( 1S [NOT] GREATER THAN data-name
literal 115 [NOT] LESS THAN 3 data-r %

arithmetic expression I_S [NOT] EQUAL TO arithmetic expression

2. Sign Conditions

thmeti , POSITIVE
{Znt metic expresswn} IS [NOT] { NEGATIVE

ata-name —_— 7ZERO
3. Class Conditions

duaname1s ivor) {SMERIC |

4. Condition-Names
[NOT] condition-name

5. Switch-Status-Names

[NOT] switch-status-name

Option 1:

IF conditional expression statement-1.

Option 2:
IF conditional ossi statement-2 OTHERWISE statement-3
T conditionat expression | NEXT SENTENCE ELSE NEXT SENTENCE
Option 3:}
statement-10 INVALID KEY
statement-4 AT END statement-6 OTHERWISE statement-7
statement-5 ON SIZE ERROR ) |{NEXT SENTENCE ELSE NEXT SENTENCE

any imperative statement-8 followed by any conditional
statement-9

* These entries are optional only under the rules of implication described in the cosoL
General Information manual. They require a complete, simple relational expression
before any implications are used later in the same conditional statement.

1 This conditional statement form has been designated as part of

Elective Cobol-1961 and does not appear in the General Infor-
mation Manual.
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Sample Problem

In this program, the calculation of the weekly and an-
nual salary associated with a given monthly salary is
coded in the coBoL language. The monthly salary
starts at $500 and is increased by $10 until it equals
$1,000 (Figure 43).

IBM COBOL PROGRAM SHEET e
PRGE[PROGRAM s peregAm 3 e SEEY | or
g1 PROGﬁAMM‘ER OATE 'DENT. Bame e -3
Al
SERIAL| § A H 8
4 el7le iz 16 20 24 28 32 36 40 44 48 52 56 60 64 68 72|

o0 [TLOENTLATLCATLON, DIVESTOMer 4 4 4 01 40y AT S O 0 0 S S Y 0 PR A A B SR
2,0} [P ROGRAM T Doy M OBOL SAMPILE fen 4 1 1y b L i i

Bl R EMARKS ., 8 LROG &M T10, CALOULATE THE WEEKLY, AND, ANMUAL SALARY |

48 L ASSOCTIMTIED WITH A GI VI EN, MONT LY, SELARY o MOMT LY (S LARY I
SB |, STARTS, T (58 AND LS INGREMSED (BY\ B G UMTLL LT FOVUALS, [\ 188 L
b NV TR OMMEN T, DIWVILSTOM ot 4 4 4 4 10 i e e 1
CONFLGURATIION SECTION ey 1 v v 4 4 vt v 1y L ey gty Ll
* g g8l |s.00.RC - ComPUTIER ) TBM=IABey 1 L L i P S A B A RN A B A
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Form No. X28-1464.
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Programming Considerations

Aids

Two aids to generating more efficient machine lan-
guage coding and decreasing compiling time are the
optional WORK4 and WORKS file assignments [cosoL
(on Disk) Program Specifications and Operating Pro-
cedures, IBM 1401, 1440, and 1460, C24-3242].

The use of WORK4 intersperses COBOL source state-
ments, by paragraph, with the Autocoder symbolic
statements generated by the coBoL compiler. The pro-
grammer can then determine which .autocoder state-
ments were generated for the respective cosoL state-
ments.

The use of WORKS produces a listing of the Auto-
coder symbolic statements generated by the cosoL
compiler. It is valuable when warning diagnostics are
generated. Errors can be corrected before the gener-
ated autocoder program is assembled, thus saving
the extra assembly time.

Techniques

coBoL provides a convenient method of writing busi-
ness-oriented programs. However, certain techniques
can be used to produce more efficient machine lan-
guage coding and increased compiling speed.

The following considerations and suggestions are
included to aid the programmer in obtaining a better
coBoL-generated program. An original program (Fig-
ure 43) required approximately 3,100 positions of core
storage. By applying a few of the suggestions to the
second program (Figure 44) the core storage require-
ment is reduced to approximately 2,350 positions of
core storage, representing a saving of 25 percent.

The changed statements utilize redefinition, equal
decimal alignment, alphabetic compare, and the dele-
tion of a subroutine caused by the statement WRITE
OUTPUT-RECORD FROM SALARY-RECORD (Figure 43, part
5 of 5, line 100). It is recommended that the program-
mer become familiar with these suggestions and apply
them in the writing of coBoL programs.

Area Allocation in the Data Division

The following rules govern when 1401 coBoL sets

word marks with data areas:

1. Record areas (0l entries) always have a group
mark with a word mark in the following position,
and have a word mark in the high order position.

2. Word marks will be set in the high order positions
at the next level from the 01 entry. This will be
02, or the next lower level if no 02 is present, unless
occurs or redefinition is present.

3. Subfields have word marks set only when their
high order positions coincide with word marks set
as in preceding item 2.
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4. A word mark is always set in the high order posi-
tion at the 77 levels, but there is no group mark
with a word mark set.

5. No word marks are set for data fields within a 01
entry which contains a redefines or an occurs, either
at the 01 entry (implicit redefinition is allowable)
or at any sublevel.

If word marks are required but not present, they
will be set continually and cleared for access to the
field; this requires time and core. If word marks are
present, they will be regenerated if removed. For ex-
ample, if editing into a 02 area, a word mark will be
reset each time.

Tables

Many programs require tables. Following are several

considerations about table building and searching

with 1401 cosoL.

1. Unless it is certain that a table will never change,
the initial values in the table should not be estab-
lished with the vaLuE clause. A better approach is
to set up a card deck or tape file with one table
entry and a sequence number on each record. Using
the reap verb, build up the table data during pro-
gram initialization. This approach eliminates the
need for recompilation or object-program patching
in the event that the table changes in value or size.

2. Before using the occurs clause and one or more
levels of subscripting, weigh the alternate storage
cost of naming each table entry and writing (for
example):

IF ARG = TAB-1 MOVE ENT-1 TO WORK GO TO FOUND.
IF ARG — TAB-2 MOVE ENT-2 TO WORK GO TO FOUND.
etc.

3. Define long tables as a set of shorter tables. A few
IF statements are enough to isolate the relevant
position, which can then be moved to a work area
where the final pinpointing of the correct entry can
be done.

4. If the work area mentioned in the preceding item
3 is n entries long where n is a power of 2 (such
as 8 or 16), the 1r statements which are used can
be written in such a way as to effect a binary
search. In the case of a 16-entry work area, this
technique can yield an answer after only four ¥
statements.

5. Sequential table searches require little program-
ming effort and are efficient if the table can be
arranged so that the most active items are at the
beginning of the table.

Move Verb

~ 1. MovE A TO B, where A and B are equal length

alphanumeric elementary items defined at either
the 01 or 02 levels, gives the best possible coding.



All items with subfields are treated as alphanumeric
by cosoL, even if some or all subfields are defined
as numeric. Only one 7 character instruction is
generated as long as A and B are not redefined or
subscripted.

. If both A and B are redefined items or items defined
at 03 levels and up, eight additional characters of
instructions are generated (i.e. SET WORD MARK and
CLEAR WORD MARK ).

. Elementary items are treated as above unless they
have an unequal number of decimal places. In that
case, a greater number of instructions is generated.
. Unequal length elementary alphanumeric items
are moved the same as equal length items when
A is longer than B. However when B is longer, ad-
ditional instruction characters are generated to
blank the receiving field.

. MOVE A TO B causes COBOL to include a special sub-
routine when A and B are of unequal length or one
or both contain subfields. The special subroutine is
used because the mirc and MRcM instructions can-
not conveniently handle this complex situation.
Even when A and B are the same length, the sub-
routine is still used if A is a 01 item and B is a 77
item or vice versa. The subroutine may be avoided
by writing a set of individual moves, redefining
both A and B, or by making them the same length.
. MOVE SPACES TO A and MOVE ZEROS TO A each gen-
erate 11 characters of object code unless A is a 01
level item with subfields. In that case, A can be
redefined at an additional cost of eight characters
of object code.

. When editing is involved in MOVE A TO B, the same
rules about scaling, redefinition, and size apply.
For example, when the A field has fewer decimal
places than the editing picTure describing B, many
characters of coding are generated. If the scaling is
identical for A and B, approximately one-third as
many instruction characters are generated, plus the
edit word.

. Avoid editing functions which cannot be handled
by the edit instruction directly; coBoL zeros, float-
ing plus or minus, pB, and single plus. A special
subroutine is called to handle these cases.

. MOVE ALL requires a special subroutine. Use a literal
or constant of correct length to handle this case.

If Statement
1. When defining fields that are to be compared, con-

sider the following:

a. When at least one of the fields is a 01 item with
subfields, a special subroutine is required. It is
better to process such fields by comparing each
lower-level item individually; or the group item

can be moved to a hold area of equal size (not
containing subfields), and then comparing.

b. When numeric compares must be used because
one or both of the fields are signed, attempt to
arrange the record format so each item has the
same number of decimal places. The fields do
not have to be the same total length.

2. In the statement 1r A — B, only one of the fields
(A or B) need be defined as alphanumeric to get
the more efficient alphanumeric compare instruc-
tions generated.

3. IF A NOT GREATER THAN B . . . has the same meaning
as IF A LESS THAN B OR EQUAL TO B . . . and the gen-
erated instructions for the first statement require
half the number of core positions.

4. The statement 1 A Is ZERO . . . generates more
efficient coding when A is defined as numeric
rather than alphanumeric. However, an even
greater improvement can be gained by declaring a
constant of zeros (mamed C, for example), and
writing IF A = c . . . which is twice as fast.

5. Avoid the statements IF A ALPHABETIC and IF A
NUMERIC whenever possible because they require
subroutines in the object program.

6. Avoid the use of ALL, HIGH-VALUES, LOW-VALUES,
spaces, and zeRos in conditional expressions. They
can easily be replaced by named constants.

7. Subscripted names in an 1F statement will cause
the compiler to include appropriate subroutines
which often perform slowly at object time. Fre-
quently it is better to use several IF statements to
perform a table look-up on a short table rather than
use subscripting and the PErFORM verb (or an
equivalent loop).

Arithmetic Verbs

1. Avoid oN sIZE ERROR . . . whenever possible. The
generated coding to perform this test consists of
up to 40 characters.

2. App and SUBTRACT statements:

a. The most efficient object coding is obtained for
fields which have equal scaling. When two fields
(A and B) have equal scaling, the statement App
A to B generates 7 characters of object code.

b. Redefining, or using 03 levels or greater, will
require 8 additional characters for each field so
defined.

¢. Multiple operands are as efficient as the equiva-
lent set of single statements. Apbp A, B TO C gen-
erates 14 characters (assuming the requirements
of 3a are met).

d. ADD A TO A is an economical way of multiplying
A by two. Other sequences of App’s and sus-
TRACT'S, sometimes with REDEFINE's to achieve a
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shift, can be devised to simulate a more complex
multiplication.
3. MuLTIPLY and DIVIDE statements:

a. MULTIPLY A BY B GIVING C generates 21 characters
of instructions if A, B, and C have no decimal
places. When A, B, and C have decimals, and
the number of decimals in C is not the sum of
those in A and B, 42 characters of instructions
are generated.

b. In the preceding example, ROUNDED generates an
additional 7 characters.

c. Less efficient coding is generated for a compuTE
statement than for the equivalent set App, sus-
TRACT, MULTIPLY, and DIviDE statements. The rea-
son for this is the need to retain up to 18-digit
precision throughout the execution of a compUTE
statement. Because the 18 digits can be on either
side of the decimal point, and because one or
two extra digits may be required for rounding,
cosoL allocates 40 digit accumulators for the
storage of temporary results.

Work areas are assigned only once per pro-
gram. Thus the most complex coMpuTE state-
ment determines the number of 40 character
areas that will be needed for all compuTEs.

Perform and Alter Statements

1. The statement ALTER LABEL TO PROCEED TO NEXT-
LABEL generates 10 characters of coding.

2. The statement PERFORM CALCULATION generates 18
characters of coding at the point in the program
where the pERFORM occurs. In addition, caLcurLa-
TION is augmented by 4 positions for each PERFORM
which references it.

3. carcurLatioNn should be positioned in the source
program at the point where it will be executed
most frequently simply by falling through from the
preceding paragraph.

4. The option 2 statement, PERFORM CALCULATION 5
tMEs is efficient. Core requirements are about 45
positions at the point in the program where the
PERFORM occurs and 4 positions additional at the
end of carcuration. No additional core or time is
required when a data-name instead of a literal is
used to indicate the number of TIMEs.

5. Option 4 of the perrForM verb is handled best if
the varving field is defined as alphanumeric and
each of the fields in the expression has the same
length.

Input/Output Verbs

1. The statements READ iNTO and WRITE FROM each
cause a move of the entire logical record. In many
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cases the use of these options is unnecessary be-
cause processing can be done either in an input
or an output record area as defined by the para
RECORDS ARE clause in the Fp’'s. When READ INTO or
WRITE FROM must be used, ensure that the implied
data move involves equal length areas.

2. When using a card reader, READ is faster and gen-
erally smaller than accept. Similarly, wrrtE is bet-
ter than pispLAY for printing and punching.

3. It is not possible within coBoL to assign the same
input/output area to two files. Areas in the work-
ING-STORAGE SECTION can be (and should be)
shared, however.

4. For card and printer files, input/output areas in
addition to 001-080, 101-180, and 201-332 are as-
signed. This is in anticipation of a possible conflict
with the accept and pispLAY verbs, which use those
areas also.

5. The wrrtk verb for a printer ¥p does not clear the
print area. Use MOVE SPACES to clear this area.

6. Form 3 (unblocked, variable length) tape records
are not permitted within coBor. If necessary the
file can be defined as Form 1, and a simple Auto-
coder sequence can be used to set and clear the
cmwM at the end of the portion of data to be
written. Form 4 usually offers better tape utiliza-
tion.

A common error in COBOL programming is the
assumption that a different area in WORKING-STORAGE
must be defined for each record type in a given
file. This may be avoided by (1) defining all pos-
sible data records directly under the ¥p with one 01
entry group per record type, or (2) defining the
most common record type under the ¥p and all the
others in a single area in WORKING-STORAGE which is
redefined once for each record type.

Optional COBOL Words

coBoL words, defined as being optional words in this
manual, add nothing to the object program but do re-
quire time for the compiler to evaluate. Compiling
time can be decreased by avoiding these optional
COBOL words.

Object Time Subroutines

There are several coBoL object time subroutines that
may be generated. These routines are described in a
separate bulletin which may be obtained with the pro-
gram. Normally, the programmer should avoid cosoL
statements which cause these subroutines to be used.
For the most part their inclusion is caused by either
unusual language features or by complex data formats.
Following is a list of these subroutines and the reason



why they are called and/or how they may be avoided.

1.

The Examine subroutine is included whenever
the ExaAMINE verb is used. It may be avoided as
follows:

a. For short fields, give each position a name by
defining an appropriate number of subfields
and using a set of 1F statements.

b. For long fields, define a work area with one-
character subfields and process portions of the
long field there.

Single, double, and triple subscript subroutines

are included whenever a field is singly, doubly,

or three-level subscripted.

The Alpha Compare subroutine is included when

a group item with subfields is compared to any

data item. The subroutine may be avoided by

redefining the field which contains subfields.

The Figecon Compare subroutine is included

whenever a record with subfields is compared to

a figurative constant (HIGH-VALUE, LOW-VALUE,

QuoTE, and ArL alpha-literal). This subroutine

may be avoided by redefining the field with sub-

fields and using a literal or constant.

The If Numeric subroutine is included whenever

an alphanumeric field whose size is greater than 1

is tested for a numeric value.

The If Alphabetic subroutine is included when-

ever an alphanumeric field whose size is greater

than 1 is tested for an alphabetic value.

The Accept subroutine is included whenever the

Accepr verb is used. To avoid this subroutine,

define a file and use the reap verb.

The Display subroutine is included whenever the

pisPLAY verb is used. To avoid this subroutine,

define a file and use the wriTE verb.

The Editing subroutine is included when editing

requirements include cosoL zero, floating + and

— sign, single plus, and DB. It produces highly

10.

11.

12

13.

14.

15.

16.

specialized editing features. If possible, use only
the standard editing features of the 1401, 1440, or
1460.

The Expin subroutine is included whenever an
integer exponent is used (COMPUTE A = B**5), It
may be avoided by writing successive MULTIPLYs.
The Go To Depending subroutine is included
whenever co To DEPENDING is used. This subrou-
tine may be avoided by a set of 1F statements.

The Move All subroutine is included when the
ALL option of the MovVE verb is used and a record
with subfields is to be filled. A MoOvVE statement or
a set of MOVE statements is preferable.

The Move Record subroutine is included when
ever a record with subfields is used in a Move
statement, except when the other field is a record
(01 level) of equal length. This subroutine may
be avoided by:
a. Using a set of elementary MovE’s.
b. Redefining both fields to eliminate word
marks.
The Expni subroutine is included when raising
an expression by a non-integral exponent (com-
PUTE A — B**2.5). It is impossible to perform all
the functions of this subroutine with other cosor
statements unless the exponent is defined as an
integer. For special purposes an Autocoder sub-
routine may be a more practical solution.
The Multiply subroutine (muvrry) is included
whenever the object computer does not have the
Multiply/Divide feature. The subroutine may be
avoided by substituting a comparable set of app
instructions.
The Stop-literal subroutine (spLit) is included
whenever a stop literal statement is used. The
size of the subroutine may be reduced by declar-
ing NO-CONSOLE-PRINTER.
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