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PREFACE 

ABOUT THIS MANUAL 

The Trigger Trace Analyzer (TTA) is an option for a TEKTRONIX microcomputer 
development system. This manual provides information on the functions and 
usage of the TTA. 

The Trigger Trace Analyzer Users Manual is divided into five sections, as 
follows: 

Section 1 

Section 2 

Section 3 

Section 4 

Section 5 

This Learning Guide contains general information about this 
instrument as well as examples of basic operating techniques. 

This Command Dictionary provides information about the commands 
that govern the operation of the TTA. 

This section (TTA Applications) contains examples that suggest 
how the TTA is used in typical design applications. 

This section (Technical Notes) provides information on TTA 
abilities, restrictions, and signal timing. 

This section (The Data Acquisition Interface) provides 
informa tion on the function and use of the Data Acquisition 
Interface, an accessory to the TTA. 

CHANGE INFORMATION 

Change notices are issued by Tektronix, Inc., to document changes to the 
manual after it has been published. Change information is located at the back 
of this manual, following the yellow tab marked "CHANGE INFORMATION". When you 
receive this manual, you should enter any change information into the body of 
the manual, according to instructions on the change information page. 

REVISION HISTORY 

As this manual is revised and reprinted, reV1Slon history information is 
included on the text and diagram pages. Existing pages of manuls that have 
revised are indicated by REV and date (REV MAR 1983) at the bottom inside 
corner of the page. New pages added to an existing section, whether they 
contain old, new, or revised information, contain the word 'ADD' alongside the 
revision date (ADD MAR 1983). 
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DOCUMENTATION OVERVIEW 

Support documentation for TEKTRONIX microcomputer development system consists 
of two groups of manuals: users manuals and service manuals. 

Service manuals provide the informat.ion necessary to perform system testing, 
to isolate hardware problems, and to repair system components. Service manuals 
are identified by their blue covers and may be purchased from Tektronix as 
optional accessories. 

The Trigger Trace Analyzer Installation Manual, although technically a service 
manual, is provided as a standard accessory to the TTA. This manual provides 
information on how to install the TTA. 

~ 

~ 
The TTA may be factory-installed, if ordered with your 
microcomputer development system, or obtained as a field 
option. If your TTA has not been factory=installed, do not 
try to install it yourself. Since TektroniX, Inc., is not 
obligated to repair damage resulting from attempts by 
unauthorized personnel to install this product, you should 
have a Tektronix Field Service Specialist install your 
TTA. Please call the nearest Tektronix Field Service 
Office for installation. 

User manuals describe how to operate a TEKTRONIX microcomputer development 
system and its associated options. User manuals are identified by their grey 
covers and are provided as a standard accessory to an instrument. The 
following manuals provide information on the use of Tektronix development 
systems: 

• 8550 Microcomputer Development Lab System Users Manual 

• 8540 Integration Unit System Users Manual 

The Trigger Trace Analyzer Users manual is provided as a standard accessory to 
the Trigger Trace Analyzer. 

To derive the greatest bene fi t from this manual, you should be familiar with 
your TEKTRONIX development system, as described in its system users manual. 
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OPERATORS SAFETY SUMMARY 

The general safety information in this part of the summary is for both 
operating and servicing personnel. Specific warnings and cautions will be 
found throughout but Il1ay not appear in this 
summary. 

TERMS 

In This Manual 

CAUTION statements identify conditions or practices that could result in 
damage to the equipment or other property. 

WARNING statements identify conditions or practices that could result in 
personal injury or loss of life. 

As Marked on Equipment 

CAUTION indicates a personal ~nJury hazard not i~mediately accessible as one 
reads the marking, or a hazard to property including the equipment itself. 

DANGER indicates a personal injury hazard immediately accessible as one reads 
the marking. 

SYMBOLS 

As Marked on Equipnent 

DANGER high voltage. 

Protective ground (earth) terminal. 

ATTENTION - Refer to manual. 
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SAFETY PRECAUTIONS 

Grounding the Product 

This product is grounded through grounding conductors in the interconnecting 
cables. To avoid electrical shock, plug the supporting system's power cord 
into a properly wired receptacle. A protective ground connection by way of the 
grounding conductor in the power cord is essential for safe operation. 

Use the Proper Power Cord 

Use only the power cord and connector specified for your product. Use only a 
power cord th8_t is in good condi tion. Refer cord and connector changes to 
qualified service personnel. 

Use the Proper Fuse 

To avoid fire hazard, use only the fuse specified in the parts list for your 
product. Be sure the fuse is identical in type, voltage rating, and current 
rating. 

Refer fuse replacement to qualified service personnel. 

Do Not Operate in Explosive Atmospheres 

To avoid explosion, do not operate this product in an atmosphere of explosive 
gases unless it has been specifically certified for such operation. 

Do Not Remove Covers or Panels 

To avoid personal injury, do not remove the product covers or panels. Do not 
operate the product without the covers and panels properly installed. 
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Section 1 

LEARllIRG GUIDE 

nrrRODUCTION 

This Learning Guide provides an overview of the features and functions of the 
Trigger Trace Analyzer (TTA). It also contains a Demonstration Run that you 
can use to obtain hands-on experience. The Learning Guide is divided into the 
following parts: 

• Overview of TTA Operation 

• Physical Parts of the TTA 

• Demonstration Run 

SPECIFICATIONS, IRSTALLATION, CONFIGURATION, AND VERIFICATION 

For information 
specifications, 
Manual. 

on how to install your TTA hardware, and for product 
refer to your Trigger Trace Analyzer Installation Service 

OVERVIEW OF 'fT. OPERATION 

The Trigger Trace Analyzer (TTA) is a real-time debugging tool. When used in 
conjunction with a TEKTRONIX 8500-series development system, the TTA will 
monitor each bus transaction of a program as that program is executed. Before 
you execute a program, you can program the TTA to perform several kinds of 
operations on the bus transactions that it monitors. These operations include 
the TTA's ability to: 

• recognize one bus transaction as an event. 

• recognize consecutive bus transactions as an event. 

• count the iterations of an event. 

• measure the interval (in real time or clock cycles) between events. 
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• halt program execution when an event occurs. 

• display information about a bus transaction that the TTA recognizes as an 
event, without halting program execution. 

e capture a~d store information about up to 255 bus transactions that occur 
before, during, or following an event. 

TRIGGER CBADELS 

The TTA has four trigger channels. Each channel consists of an event 
comparator and a programmable counter. Within the trigger channel, an event 
signal (from an event comparator) and a counter signal (from a programmable 
counter) are ANDed together to create a trigger signal. 

Event Comparators 

Essentially, an event comparator functions as a word recognizer. An event is 
some unique set of signal states that occurs during a single bus transaction. 
Each of the TTA's four event comparators may be programmed to detect a 
specific event. 

The following signals are input to each event comparator and may be used to 
define an event: 

• 24 address bus signals 

• 16 data bus signals 

• 8 probe signals 

• 4 counter output signals 

• event qualifier signal 

• 11 emulator-dependent bus control signals 

You can define any combination of these signals as an event. That is, an event 
is actually the "sum" of six possible event definitions. For example, if an 
address and a byte of data were both defined as an event for the same event 
comparator, the TTA would only recognize a bus transaction that contained both 
that address and that byte of data as an event. 
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PrograDlDable Counters 

Each trigger channel has a programmable counter. The outputs from these 
counters act to qualify the event signal wi thin a trigger channel, or work 
independently of the event comparator to create a trigger signal for some 
counter operation. 

Trigger Signals 

Trigger signals 1-3 (SN B030000 and up) or trigger signals 1-4 (SN B029999 
and below) are available via a BNC connector on the Data Acquisition 
Interface. These external signals may be used to trigger some device external 
to the development system, such as a logic analyzer. In addition, the trigger 
signal is used internally to support the following functions: 

• triggering a breakpoint 

• clocking a programmable counter 

• gating a programmable counter 

Beginning with SN B030000 and up, an Acquisition Clock Output is available via 
a BNC connector, marked ACQ CLK OUT on the Data Acquisition Interface. This 
clock signal occurs when the TTA has acquired a sample of address, data, or 
other information. The signal is intended for operation together with a 
TEKTRONIX DAS 9100-Series System. 

ACQUISITION MEMORY 

Acquisition Memory captures and stores information about the bus transactions 
of a program. This information may be recorded for selected bus transactions, 
or (at default) for the last 255 bus transactions that occurred. For each bus 
transaction, the recorded information consists of: 

• an address 

• data 

• an opcode mnemonic 

• the states of the eight Data Acquisition Probe signals 

• symbols representing the type of 1/0 operation that occurred 
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Refer to the acq and disp commands, wi thin the Command Dictionary, for 
information on accessing the TTA's Acquisition Memory; 

TTA STATUS DISPLAY 

The TTA status display provides information about the current programming of 
the TTA. This display is called up with the ts command and will indicate: 

• current event definitions for each trigger channel 

• currently selected ~ (consecutive) command parameters 

• current counter programming for each trigger channel 

• currently selected bre (breakpoint) command parameters 

• currently selected acq (acquire) command parameters 

When learning to use the TTA, you should use the ts command frequently, before 
and after entering a command, to observe the effect of that command upon the 
TTA status display and current TTA programming. 

PHYSICAL PARTS OF THE TTA 

The TTA option consists of the following subassemblies: 

• two TTA circuit boards 

• two TTA interconnect cables 

• the data acquisition interface unit 

• the data acquisition probe 

The two TTA circuit boards plug into the Main Interconnect Board of a 
TEKTRONIX 8500-series development system. These circuit boards contain all of 
the circuitry associated with the functions and features of the TTA commands. 

The TTA Interconnect Cables fit across the two top edge connectors on TTA 
Circuit Board 11 and TTA Circuit Board 12. The TTA Interconnect Cables simply 
make an electrical connection between these two circuit boards. 

The Data Acquisitio~ __ I~terface is installed within the rear panel of your 
development system. This subassembly provides an output for trigger signals 
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and allows you to interface the Data Acquisition Probe and external 
instruments to the rest of TTA circuitry. Refer to Section 5 for a description 
of the Data Acquisition Interface and its operation. 

The Data Acquisition Probe allows you to monitor an external clock and eight 
external data channels. The Data Acquisition Probe attaches to the Data 
Acquisi tion Interface via a connector at the end of a 25-line cable. This 
connector fits into a socket on the control panel of the Data Acquisition 
Interface. 

DEMONSTRATION RUN 

This demonstration provides basic information you will need to begin using 
your TTA. Since the TTA may be used with more than one TEKTRONIX B500-series 
development system, initial start-up procedures will vary. Thus, this 
demonstration run will begin at a point that is common to all compatible 
systems. However, it is assumed that your development' system, the TTA, and 
your system terminal have been unpacked, installed, and tested by qualified 
personnel. 

This Demonstration Run can be completed in approximately twenty minutes. 

GETTING STARTED 

Since the TTA is emulator-dependent, a sample program for the BOB5A emulator 
is used here as an example. If you are using an emulator other than the BOB5A, 
refer to the Emulator Specifics section of your System Users Manual for a 
sample program that is parallel to this one. 

To complete this demonstration run, you will need a development system with 
the following options installed: 

• Trigger Trace Analyzer 

• BOB5A Emulator Processor 

• BOB5A emulator software 

THE SAMPLE PROGRAM 

The BOB5A sample program begins at location 0100 in program memory. This 
program sums five numbers (1, 2, 3, 4, and 5) and places the result in the 
BOB5A's accumulator. The last instruction of this program initiates an SVC and 
returns control of the system to the user. Display 1-1 illustrates a program 
listing for the BOB5A sample program. 
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ADDRESS DATA 

0040 00 
0041 II" 

~c:: 

0042 1A 

0100 210005 
0103 0605 
0105 AF 
0106 86 
0107 23 
0108 05 
0109 C20601 
010C D3F7 

0500 01 
0501 02 
0502 03 
0503 04 
0504 05 

MNEMONIC 

LXI H,500 
MVI B,5 
XRA A 
ADD M 
INX H 
DCR B 
JNZ 0106 
OUT F7 

Explanation 

Set up service call
for exit. 

Set table pointer. 
Set pass counter. 
Clear accumulator. 
Add byte from table. 
Point to next byte. 
Decrement pass counter. 
Loop if not fifth pass. 
If fifth pass then exit. 

First location in data table. 
Second location in data table. 
Third location in data table. 
Fourth location in data table. 
Fifth location in data table. 

Display 1-1 
Sample Program Listing 

ENTERIRG THE SAMPLE PROGRAM 

The following steps are used to enter the 8085A sample program into your 
system's program memory. 

NOTE 

Before you enter this sample program, you must first start 
up your development system and system terminal, as 
explained in your System Users Manual. 

After the appropriate "boot-up" message for your system has appeared, and the 
system has displayed a prompt sign (», select the 8085 emulator, with the 
following command: 

> sel 8085 <CR> 
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Fill the program memory that you will be using with zeros, with the following 
command: 

> f 0 600 00 <CR> 

Patch the 8085A sample program's SVC set-up information into program memory, with 
the following command: 

Dump the program memory that you just patched, with the following command: 

> d 040 <CR> 

Compare the display on your terminal with the one shown here, and verify that 
program memory was patched correctly: 

o 1 234 5 678 9 ABC D E F 
000040 00 42 1A 00 00 00 00 00 00 00 00 00 00 00 00 00 .B •••••••••••••• 

Patch the main body of the 8085A sample program into program memory, with the 
following command: 

> P 100 21 00 05 06 05 AF 86 23 05 C2 06 01 D3 F7 <CR> 

Dump the program memory that you just patched, with the following command: 

> d 100 <CR> 

Compare the display on your terminal with the one shown here and verify that 
program memory was patched correctly. 

o 1 234 5 678 9 ABC D E F 
000100 21 00 05 06 05 AF 86 23 05 C2 06 01 D3 F7 00 00 ! ••••••••••••••• 

Patch the five bytes that the 8085A sample program will sum into program memory, 
with the following command: 

> P 500 01 02 03 04 05 <CR> 

Dump the program memory that you just patched, with the following command: 

> d 500 <CR> 

Compare the display on your terminal with the one shown here, and verify that 
program memory was patched correctly: 

o 1 234 567 8 9 ABC D E F 
000500 01 02 03 04 05 00 00 00 00 00 00 00 00 00 00 00 

At this point, you have entered the 8085A sample program into your system's 
program memory. To verify that this program was entered correctly, execute the 
sample program, with the following command: 

> g 100 <CR> 
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The following information is displayed on your system terminal: 

LaC INST MNEM OPER 
010F 00 Nap 
010F <BREAK > 

SP 
0000 

F 
54 

A 
OF 

BCD E H L 
00 00 00 00 05 05 

IM SOD 
00 0 

The "A" in the top row of this display represents the accumulator for the 
OnOr:-" 1':' ___ ' _ ~ __ 

UVU:J.ti r:.lIlU.Ld. I"Ul- • The 
accumulator is OF hexadecimal 
(1+2+3+4+5). Essentially, this 
operated as intended. 

USIRG THE 'ITA 

that the content of the 
(15 decimal), the sum of the five numbers 
display indicates that the sample program 

The following examples illustrate how to use the TTA. These examples are 
organized in a sequence that gradually introduces you to TTA operations. Each 
example describes a TTA operation and tells you how to perform that operation 
on the 8085A sample program. For information about any command used within the 
examples, refer to the Command Dictionary, in Section 2 of this manual. For 
examples of more complex TTA operations, or examples of typical design 
applications for the TTA, refer to Section 3 of this manual. 

The Display Command 

The disp (display) command is used to call up the window of data that is 
stored i.n the TTA's Acquisition Memory. Each time a program is executed, some 
information is stored in Acquisition Memory. To demonstrate this, enter: 

) s..-.lQQ <CR) 

The following information is displayed on your system terminal: 

LaC INST MNEM OPER SP F 
54 

A BCD E H L IM SOD 
1"\"'''''''' "" ulvr uv 

010F 
N"1"I r ur 

<BREAK > 
nnnn 
VVVV OF 00 00 00 00 05 05 f'\f'\ f'\ vv v 

This display indicates that the program ~~s executed. New, display the 
information that was stored during the execution of this program, by entering: 

> disp <CR> 

Display 1=2 shows how information is displayed on your terminal: 
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------------------------------------------------------------------------------
ADDR DATA MNEMONIC 7-PROBE-0 BUS 

000100 21 LXI H 0000 0000 M RD F 
000101 00 0000 0000 M RD 
000102 05 0000 0000 M RD 
000103 06 MVI B 0000 0000 M RD F 
000104 05 0000 0000 M RD 
000105 AF XRA A 0000 0000 M RD F 
000106 86 ADD M 0000 0000 M RD F 
000500 01 0000 0000 M RD 
000107 23 INX H 0000 0000 M RD F 
000108 05 DCR B 0000 0000 M RD F 
000109 C2 JNZ 0000 0000 M RD F 
00010A 06 0000 0000 M RD 
00010B 01 0000 0000 M RD 
000106 86 ADD M 0000 0000 M RD F 
000501 02 0000 0000 M RD 
000107 23 INX H 0000 0000 M RD F 
000108 05 DCR B 0000 0000 M RD F 
000109 C2 JNZ 0000 0000 M RD F 
00010A 06 0000 0000 M RD 
00010B 01 0000 0000 M RD 
000106 86 ADD M 0000 0000 M RD F 
000502 03 0000 0000 M RD 
000107 23 INX H 0000 0000 M RD F 
000108 05 DCR B 0000 0000 M RD F 
000109 C2 JNZ 0000 0000 M RD F 
00010A 06 0000 0000 M RD 
00010B 01 0000 0000 M RD 
000106 86 ADD M 0000 0000 M RD F 
000503 04 0000 0000 M RD 
000107 23 INX H 0000 0000 M RD F 

ADDR DATA MNEMONIC 7-PROBE-0 BUS 
000108 05 DCR B 0000 0000 M RD F 
000109 C2 JNZ 0000 0000 M RD F 
00010A 06 0000 0000 M RD 
00010B 01 0000 0000 M RD 
000106 86 ADD M 0000 0000 M RD F 
000504 05 0000 0000 M RD 
000107 23 INX H 0000 0000 M RD F 
000108 05 DCR B 0000 0000 M RD F 
000109 C2 JNZ 0000 0000 M RD F 
00010A 06 0000 0000 M RD 
00010C D3 OUT 0000 0000 M RD F 
00010D F7 0000 0000 M RD 
00F7F7 OF 0000 0000 IWT 
00010F 00 NOP 0000 0000 M RD F 

------------------------------------------------------------------------------

Display 1-2 
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Display 1-2 illustrates the information that is stored within the TTA's 
Acquisition Memory. This information pertains to each recorded bus transaction 
and includes: 

• an address 

• data 

• an opcode mnemonic 

• the states of the eight Data Acquisition Probe signals 

• symbols representing the type of 1/0 operation that occurred 

Definir~ a S~ple Event 

The ad command is used to define an address or a range of addresses as an 
event:- For our first example, let's define any access of a single address as 
an event. To do this, we select address 0106 and trigger channel 1. Enter the 
following command line to define any access of location 0106 as event 1: 

) ad 1 106 <CR) 

Setting a Breakpoint 

The bre command is used to set a breakpoint for a trigger channel. Now that 
you have defined event 1, you can tell the TTA to halt program execution when 
event 1 occurs, and return control to the system terminal. Enter: 

) bre <CR) 

) ~ <CR) 

The following display appears on your terminal: 

LOC INST 
0106 86 

MNEM 
ADD 

0106 <BREAK 

OPER 
M 
TRIG1) 

SP 
0000 

F 
00 

ABC D E H L 
01 05 00 00 00 05 00 

1M SOD 
07 0 

This display indicates that a breakpoint occurred when location 0106 was 
accessed and that this breakpoint was associated with trigger channel 1. Since 
the trigger signal for trigger channel 1 is enabled by event 1, we know that 
event 1 occurred. 
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Selecting the I!reakpoint Option 

The cont parameter, entered within a bre command line, selects the breakpoint 
option. This option allows you to monitor a program without interrupting the 
execution of that program. In the preceding example, you set a breakpoint for 
event 1. When this event occurred, the sample program was interrupted. Now, 
use the breakpoint option to display every occurrence of event 1, without 
interrupting the program. Enter: 

> bre 1 cont (CR> 

> ~ (CR> 

The following display appears on your terminal: 

LaC INST MNEM OPER SP F A B C D E H L IM SOD 
0106 86 ADD M 0000 00 01 05 00 00 00 05 00 07 0 
0106 86 ADD M 0000 04 03 04 00 00 00 05 01 07 0 
0106 86 ADD M 0000 04 06 03 00 00 00 05 02 07 0 
0106 86 ADD M 0000 04 06 02 00 00 00 05 03 07 0 
0106 86 ADD M 0000 04 OB 01 00 00 00 05 04 07 0 
010F 00 NOP 0000 54 OB 00 00 00 00 05 05 07 0 
010F (BREAK > 

This display indicates that address 0106 was accessed five times during the 
execution of the sample program. The last line of this display shows that a 
system breakpoint occurred at location 010F (the SVC routine) and that the 
sample program ran through to its conclusion. 

Elblinating Unwanted Parameters 

At this point, you've defined an event, set a breakpoint, and used the 
breakpoint option. In the following examples, you will expand upon these 
functions. First, however, you must eliminate the parameters that you have 
already selected. 

To eliminate the event you defined as address 0106, enter: 

> ad 1 clr (CR> 

To eliminate the breakpoint (or the breakpoint option in this case), enter: 

> bre 1 clr <CR> 
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DEBUGGIRG A PROGRAM 

Thus far, we've looked at some independent TTA operations. Now, we'll use 
these same operations and others while debugging a program. However, since the 
program nO,"1 executes correctly 7 we must first introduce an error into the 
sample program. 

Introducing an Error 

The sample program adds five numbers and stores the result in the emulator's 
accumulator. To introduce a deliberate error into this program, let's change 
one of the five numbers (04) to another number (00). Enter: 

> ex 503 <CR> 

When 00000503=04 is displayed, enter 00 

When 00000504=05 is displayed, enter a carriage return. 

The sample program now contains an error. You changed the value that was 
stored at location 503 from 04 to 00. To demonstrate this, enter: 

> ~ <CR> 

The following display appears on your terminal: 

LaC INST MNEM OPER 
010F 00 Nap 
010F (BREAK > 

SP 
0000 

F 
54 

ABC D E H L 
OB 00 00 00 00 05 05 

IM SOD 
07 0 

Note that the accumulator now contains the hexadecimal value OB (11 decimal) 
rather than OF (15 decimal). 

Finding the Error 

Let's make some assumptions: The sample program is a subroutine within a very 
large program. You executed the program and detected an error. When you 
- ........ ~,..; ...... ~y""~ ... ".." 'I"'\.""''''''''''''''''~'"' 1';~""";"..,.. ..... "".0 "'~'I'e'l1l"'!"Jt, ""of:' f-lo,o .0",",""'1"'\"" 1'.1'1100 'I'''·u·,.... ~nn!:ll'r"on+ Vl"\11 
J.vV..L~"-.;;:;;u ul.1'Q }o'.1VE>.l.Q1U .L..L...,;JV..L.I.,lf)' '-'1.1'-' ....... CA.\A"'"''''''' V.L V.I..&."" ,-,.L.L"" ... ru ...... ...., .L.&",,,, """"'I:"'.t""""" ... ""' ...... "". ~....,_ 

could use your system's tra (trace) command and step through the entire 
program, but this would be very time-consuming. 

Recall that the program adds five numbers, and that these five numbers are 
contained .in separate memory locations. This means that the program must 
execute the 8085A ADD M instruction five times. Therefore, the first step in 
debugging this program might be to verify that each of these five ADD M 
instructions were executed. 
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First, define the ADD M instruction as an event. (The 8085A's ADD M 
instruction is opcode 86.) Enter: 

> data 1 86 <CR> 

At this point, we could set a breakpoint for trigger channel 1. However, the 
breakpoint would halt the program on the first occurrence of this event. Since 
you want to monitor all occurrences of event 1 (the ADD M instruction), use 
the breakpoint option. Enter: 

> bre 1 cont <CR> 

Now, execute the program. Enter: 

> g 100 <CR> 

The following display appears on your terminal: 

LOC INST MNEM OPER SP F A B C D E H L IM SOD 
0106 86 ADD M 0000 00 01 05 00 00 00 05 00 07 0 
0106 86 ADD M 0000 04 03 04 00 00 00 05 01 07 0 
0106 86 ADD M 0000 04 06 03 00 00 00 05 02 07 0 
0106 86 ADD M 0000 04 06 02 00 00 00 05 03 07 0 
0106 86 ADD M 0000 04 OB 01 00 00 00 05 04 07 0 
010F 00 NOP 0000 54 DB 00 00 00 00 05 05 07 0 
010F <BREAK > 

This display indicates that the program did execute the ADD M instruction five 
times. However, note that the contents of the accumulator (register A) did not 
change following the fourth ADD operation. This suggests that the number 
stored at the fourth memory location, and accessed by the fourth ADD M 
instruction, is not correct. 

Now, let's assume that the error was not entered deliberately. You suspect 
that one of the data locations containsan error, but how do you determine 
which one? One method available with the TTA is to selectively acquire the 
data accessed from each of the five memory locations. First, eliminate the 
parameters that were previously set: 

> data 1 clr <CR> 

> bre 1 clr <CR> 

These command lines clear the event and breakpoint option that you used to 
monitor the five ADD M instructions. 

Now, we'll select events and cause a window of data associated with these 
events to be stored in the TTA's Acquisition Memory. 

First, define event 3 as the ADD M instruction. Enter: 

> data 3 86 <CR> 
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Next, define event 4 as any memory-read operation: 

> bus 4 m rd <CR> 

event 4 by it dependent the occurrence of event 3 on 
a preceding cycle. 

> cons eye 34 <CR> 

Finally, enter the acq ev4 command. With this command, only bus transactions 
recognized as event 4, as you have just de fined it, will be recorded in 
Acquisition Memory. Enter: 

> acg ev4 <CR> 

At this pOint, you have programmed the rTA to store information about a bus 
transaction (defined as event 4) only if it follows the occurrence of event 3 
(an ADD M instruction). 

To obtain the result of the operation, enter: 

> g 100 <CR> 

The following display appears on your terminal: 

LOC INST MNEM OPER 
010F 00 NOP 
010F <BREAK > 

SP 
0000 

F 
54 

ABC D E H L 
DB 00 00 00 00 05 05 

IM SOD 
07 0 

The sample program has been executed and the TTA has stored information within 
Acquisition Memory. To view this window of data, enter: 

> disp <CR> 

The following display appears on your terminal: 

ADDR DATA MNEMONIC 7-PROBE-0 BUS 
000106 86 ADD M 0000 0000 M RD F 
000500 01 0000 0000 M RD 
000106 86 ADD M 0000 0000 M RD F 
000501 02 0000 0000 M RD 
000106 86 ADD M 0000 0000 M RD F 
000502 03 0000 0000 M RD 
000106 86 ADD M 0000 0000 M RD F 
000503 00 0000 0000 M RD 
000106 86 ADD M 0000 0000 M RDF 
000504 05 0000 0000 M RD 

This display shows the contents of each of the five memory locations that the 
8085A ADD instruction operated upon. Note the error at location 0503. If you 
were debugging this program, you could now use your system's ~ (exam) or .E. 
(patch) command to correct the error. 
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SlHtARY OF THE TTA DEMONSTRATION RUN 

In this demonstration, you loaded the sample program, monitored it with the 
TTA, and used the TTA to detect an error. Now, review the TTA commands that 
you used to perform these operations: 

• disp --- displays the contents of Acquisition Memory 

• ad --- defines an address as an event 

• bre --- sets a breakpoint 

• data --- defines a byte of data as an event 

• bus --- defines the states of bus control signals as an event 

• cons --- links the occurrence of events 

• acq --- selects the information to be placed in Acquisition Memory 
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COMMAND DICTIONARY 

IRTRODUCTION 

This Command Dictionary describes each of the TTA commands. The section is 
divided into the following parts: 

• Command Syntax. Describes the notation used within the syntax blocks of 
this dictionary. 

• Command Parameters. Describes the notation used within the explanation of 
a command's parameters. 

e The TTA Commands. Describes each TTA command individually. The commands 
are described in alphabetical order. 

COMMAND SYRTAX 

The description of each command includes a syntax block. The syntax block 
illustrates one or more command line formats. Each command line format 
contains the command name and indicates those parameters that can or must be 
included in the command line. Figure 2-1 is an example of a syntax block. 

SYRTAX 
sample 

sample all clr 

sample [-n] [j {il {value} 

Fig. 2-1 Sample Syntax Block 
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In Fig. 2-1, three command line formats are shov.rrl.. Any of the three formats 
may be used with this eorr@and. 

In the first command line format, the command name (sample) is used without 
parameters. 

In the second command line format, the "all elr" parameter must be included. 
In the third command line format, the command name and a parameter from within 
each of two braces (a number and a value) must be included to call up some 
function. In addition, the optional parameters "_s" or "_c" may be used, with 
or without the optional parameter "_n". 

C<HWfD PARAMETERS 

Parameters specify or modify the way in which a command is used_ The function 
of each parameter is described for every command within this command 
dictionary. The following rules apply to parameters within the Syntax blocks. 

• Parameters and special characters that appear in boldface must be entered 
exactly as they appear within a syntax block. 

• Parameters not in boldface indicate a variable parameter. The 
replacements for these variables are listed in the parameter description 
that follows each command explanation. 

• A single parameter that is required appears in the syntax block without 
braces or brackets. 

• If there is a choice of required parameters, each parameter appears in 
the syntax block stacked within the braces {}. 

• Optional parameters appear in the syntax block wi thin brackets []. If 
there is a choice of optional parameters, they will be stacked within the 
brackets. 

• If more than one of the parameters stacked within braces or brackets can 
be used within a command line, these braces or brackets will be followed 
by an ellipsis [ ••• ]. 

• Command modifiers are indicated by a single letter preceded by a hyphen 
(-). These parameters are optional and will appear in brackets. 

• Where permitted, the short form of a command or parameter is underlined. 
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THE 'ITA COMMARDS 

There are 14 TTA commands. In this section, the commands are listed in 
alphabetical order. Each command listing contains a syntax block, an 
explanation of the command, an explanation of the parameters that can be used 
with the command, and examples of command usage. The TTA commands are: 

• acq - determines what is stored in Acquisition Memory 

• ad - defines address parameters for events 

• bre - controls the breakpoint for each trigger 

• bus - defines bus signal parameters for events 

• cons - defines consecutive events 

• cou - programs the TTA's four counters 

• ctr - defines the counter outputs for events 

• data - defines data parameters for events 

• disp - displays acquisition memory 

• eve - defines all parameters for an event 

• pro - defines the probe parameters for events 

• qua - defines external event qualifiers for events 

• tclr - returns the TTA parameters to default status 

• ts - displays current TTA programming status 
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----------------------------------------------------------------------------

SYlfTAX 
acq 

j.!:.vJi\ -Ifor expression source 1 
acq t~ll, L!or expression source ~ftertrig~ 

EXPLANATION 

The acq (acquire) command determines which bus transactions are to be stored 
in the TTA's Acquisition Memory. This command selects some number of 
transactions to be stored or the kind of transaction to be stored. If no 
parameters are selected, the most recent 255 bus transactions of a program 
will be stored in Acquisition Memory. 

acq 

all 

ev4 

for expression 
source 

aftertrig4 

2-4 

PARAMETERS 

When you enter the acq command without parameters, the 
currently selected ~ parameters are displayed on the 
system terminal. 

Specifies that all bus transactions will be stored in the 
TTA's Acquisition Memory as they occur. 

Specifies that only those bus transactions defined as event 
4 will be stored in Acquisition Memory. 

Causes Acquisition Memory to stop storing bus transactions 
at some point other than the end of a program. 

The expression must evaluate to some number from 1 to 65535 
(decimal). The numeric value for this expression is assumed 
to be deCimal, unless another format is specified. Refer to 
your system's user manual for information on other formats 
for representing numeric values. 

The source portion of this parameter identifies a specific 
kind of bus transaction. Table 2-1 lists valid options for 
the acq command's source parameters. Note that these 
source parameters are also used with the cou command. 

Disables the counting of the source until trigger 4 occurs. 
If this option is specified, the expression is limited to 
some number from 2 to 65535 (decimal). 
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Table 2-1 
Acquisition Source Parameters 

Parameters I Signal Source for Acquisition Counter 
------------------------------------------------------------------------------

s=200nsec 200 nsec clock 
s=2usec 2 usec clock 
s=20usec 20 usec clock 
s=200usec 200 usec clock 
s=2msec 2 msec clock 
s=ev1 The event signal for channel 1 ANDed with cyc 
s=ev2 The event signal for channel 2 ANDed with cyc 
s=ev3 The event signal for channel 3 ANDed with cyc 
s=ev4 The event signal for channel 2 ANDed with cyc 
s=trig1 The trigger signal for channel 1 
s=trig2 The trigger signal for channel 2 
s=trig3 The trigger signal for channel 3 
s=trig4 The trigger signal for channel 4 
s=acq The INCR PTR signal (*a) 
s=cyc The SLV OPREQ signal (*b) 
s=emuclk The emulator's clock signal 
s=qua The event qualifier signal (*c) 

(*a) The INCR PTR signal occurs each time the TTA stores a bus transaction. 

(*b) The SLV OPREQ signal occurs on each emulator cycle. 

(*c) The event qualifier signal comes from the Data Acquisition Probe. 

EXAMPLES 

Store up to 255 bus transactions that precede the end of the program or a 
breakpoint, with the following command line: 

> acq all <CR> 

Store only those bus transactions that satisfy the definition of event 4, with 
the following command line: 

> acq ev4 <CR> 

Store only the first 10 bus transactions, with the following command line: 

> acq all for 10 cyc <CR> 

Store only the first 10 bus transactions that satisfy the definition of event 
4, with the following command line: 

> acq ev4 for 10 acq <CR> 
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Store all bus transactions until the occurrence of the 10th cycle after the 
.p~" ............ .:..,...,. """ ........... ""'..,...~ 
.L V..L..LVW ..Llle) \jVlIWICI.lIU 

> acq all for 10 cyc aftertrig4 <CR) 

2-6 

, ..; .... " . 
..L..Lll\;; • 
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SYNTAX 
ad all clr 

ad [=:J {~} (clr) 

ad [-D] [=:J{i} {:~~~::: address} 

EXPLANATION 

The ad (address) command defines an address or a range of addresses as an 
event or part of an event. 

PARAMETERS 

Specifies that the command line applies only to event 1. 

2 Specifies that the command line applies only to event 2. 

3 Specifies that the command line applies only to event 3. 

4 Specifies that the command line applies only to event 4. 

all Specifies that the command line applies equally to all four events. 

clr Clears the current address definition for the indicated event(s). 

-s Sets a breakpoint for the trigger channel associated with the 
indicated event. This breakpoint interrupts the program when the 
trigger channel's output signal is enabled, prints a trace line, and 
returns control to the operating system. The -s parameter may be 
placed anywhere within a command line and takes precedence over any 
-s, -c, stop, or cont parameter previously set for the indicated 
trigger channel. ----
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-c 

-n 

address 

EXAMPLES 

Selects the breakpoint "continue" option. This option sets a 
breakpoint for the trigger channel associated with the indicated 
event, interrupts the program when that trigger channel's output 
signals is enabled, and prints a trace line. However, unlike the 
"stop" option, the "continue" option returns control to the program 
rather than to the operating system. The -c parameter may be placed 
anywhere within a corr~and line ffild takes precedence over any -8, -0, 
stop, or cont parameter previously set for the indicated trigger 
channel. 

Defines the event as any address other than the address specified by 
the address parameter(s). 

Specifies the address value (or range of values) to be detected. An 
address may be defined as a symbolic expression or an absolute 
address. An absolute address is assumed to be hexadecimal; however, 
any numeric format may be used if the rules appropriate for your 
system are observed. An "x" may be substituted for any digit wi thin 
a legal numeric expression for a "don't care" situation. Note that 
the number of address lines, and legal addresses, are 
emulator-dependent. 

Define event 1 as the absolute address 0500H, with the following command line: 

> ad 1 500 <CR> 

Define event 3 as a binary absolute address, with the following command line: 

> ad 3 1010101010101111Y <CR> 

Define event 2 as a range of addresses between 0500H and 0505H, with the 
following command line: 

> ad 2 500 505 <CR> 

Define event 2 as any address not wi thin a range of addresses between 0500H 
and 0505H, with the following command line: 

> ad -0 2 500 505 <CR> 
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Define event 3 as a hexadecimal address with "don't care" digits, with the 
following command line: 

> ad 3 OX5XX <CR> 

Define event 3 as a binary address with "don't care" digits, with the 
following command line: 

> ad 3 OXXX1XX1X1XXXX1XXY <CR> 

Clear the address parameters previously defined as event 4, with the following 
command line: 

> ad 4 clr <CR> 

Clear the address parameters previously defined for all four events, with the 
following command line: 

> ad all clr <CR> 

NOTE 

Many processors have two-digit 1/0 ports that are seen as 
addresses by the emulator. The upper eight address lines 
... float' and may not always be 00. It is recommended that 
when using 1/0 ports, the unused address hits be padded 
with don't-cares. For example, 1/0 port 73 would be 
defined as an address event by entering OXX73 as the 
address parameter. If you omit the don't-cares with 1/0 
ports, the TTA software will assume leading O's. 
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----------------------------------------------------------------------------

bre 

II -c 
3 -s 
2 cant 
1 ,!top 

bre all clr [ ••• l 

SYNTAX 

EXPLANATION 

The bre (breakpoint) command controls the effects of an event's trigger 
signal. For each trigger, this command can set a breakpoint, clear a 
breakpoint, enable the continue function, or disable the continue function. 
The breakpoint, if enabled, causes a program to halt execution when an event 
and its associated trigger signal occurs. The continue function, if enabled, 
causes a. trace line to be displayed on the system termi.nal when an event and 
trigger signal occurs, and allows program execution to continue. 

PARAMETERS 

bre When you enter the bre command without parameters, the currently 
selected bre parameters are displayed on the system terminal. 

Specifies that the command line applies only to trigger channel 1. 

2 Specifies that the command line applies only to trigger channel 2. 

3 Specifies that the command line applies only to trigger channel 3. 

4 Specifies that the command line applies only to trigger channel 4. 

all Specifies that the command line applies equally to all four trigger 
channels. 
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clr 

stop (or -s) 

cont (or -c) 

Command Dictionary - TTA Users 

Clears the current breakpoint or continue option previously 
selected for the indicated trigger channel(s). 

Sets a breakpoint for the indicated trigger channel. This 
breakpoint interrupts the program when the trigger channel's 
output signal is enabled, prints a trace line, and returns 
control to the operating system. The stop parameter takes 
precedence over any -s, -c, stop, or cont parameter previously 
set for the indicated trigger channel. 

Selects the breakpoint "continue" option. This option sets a 
breakpoint for the indicated trigger channel, interrupts the 
program when that trigger channel's output signals is enabled, 
and prints a trace line. However, unlike the "stop" option, the 
"continue" option returns control to the program rather than to 
the operating system. The -c parameter takes precedence over 
any -s, -c, stop, or cont parameter previously set for the 
indicated~rigger channe~ 

Indicates that parameters in the preceding set of braces or 
brackets may be repeated in the command line. 

EXAMPLES 

Set a breakpoint for trigger channel 1, with the following command line: 

) bre stop <CR) 

(or) 

) bre 1 <CR) 

Clear the breakpoint for trigger channel 1, with the following command line: 

) bre 1 clr <CR) 

Enable the continue function for trigger channel 2, with the following command 
line: 

) bre 2 cont <CR) 

Clear the breakpoints for all four trigger channels, with the following 
command line: 

) bre all clr <CR) 
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Set breakpoints for trigger channels 1, 2, and 3, with the following command 
line: 

> bre 1 stop 2 stop 3 stop (CR> 

Set a breakpoint for trigger channel 2 and clear the 
channels 1 and 3, with the following command line: 

> bre 1 clr 2 stop 3 clr (CR> 

2-12 

for trigger 
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----------------------------------------------------------------------------

SYNTAX 
bus all clr 

bus 
clr } 
symbol [ ••• ] 

EXPLANATION 

The bus command is used to define an event or part of an event as the 
assertion of one or more bus/control signals. Within the bus command line, 
each bus/control signal is represented by an emulator-dependent symbol. Since 
these symbol parameters are ANDed, an event occurs only when all of the 
selected signals are asserted. Refer to the Emulator Specifics section of your 
system users manual for a list of the symbols appropriate for your emulator. 

PARAMETERS 

Specifies that the command line applies only to event 1 • 

2 Specifies that the command line applies only to event 2. 

3 Specifies that the command line applies only to event 3 .. 

4 Specifies that the command line applies only to event 4. 

all Specifies that the command line applies equally to all four events. 

clr Clears the current bus definition for the indicated event(s). 

-s Sets a breakpoint for the trigger channel associated with the 
indicated event. This breakpoint interrupts the program when the 
trigger channel's output signal is enabled, prints a trace line, and 
returns control to the operating system. The ~ parameter may be 
placed anywhere within a command line and takes precedence over any 
~, -c, stop, or cont parameter previously set for the indicated 
trigger channel. 
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-c 

symbol 

Selects the breakpoint !!continue!! option. This option sets a 
breakpoint for the trigger channel associated with the indicated 
event, interrupts the program when that trigger channel's output 
signals is enabled, and prints a trace line. However, unlike the 
"stop" option, the "continue" option returns control to the program 
rather than to the operating system~ The =£ parameter may be placed 
anywhere within a command line a~d takes precedence over any ~, -c, 
stop, or cont parameter previously set for the indicated trigger 
channel. 

A symbol that represents one of the emulator-dependent bus/control 
signals. Refer to the Emulator Specifics section of your system 
users manual for a list of those symbols that apply to your 
emulator. 

This parameter indicates that more than one symbol may be entered 
within one command line; selecting more than one bus/control signal 
as an event. 

NOTE 

The symbols used in the following examples represent the 
bus/control signals of the 8085A emulator. These symbols 
do not necessarily represent the bus/control signals for 
other emulators. 

EXAMPLES 

Define event 1 as a fetch cycle, with the following command line: 

) bus 1 f <CR) 

Define event 2 as a non-fetch cycle, with the following command line: 

) bus 2 nf <CR) 

Define event 3 as a memory write cycle, with the following command line: 

) bus 3m wt <CR) 
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Clear the bus command parameters for event 4, with the following command line: 

> bus 4 clr (CR> 

Clear the bus command parameters for all events, with the following command 
lines: 

> bus all clr (CR> 
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SYNTAX 
cons 

cons c1r 

}:~l 
cons l£yc} {sequence} [ ••• l 

EXPLANATION 

The ~ (consecutive) command defines a sequence of consecutive events. Once 
a sequence is defined, only the last event in that sequence can enable its 
respective trigger signal. The events that precede the last event in a 
sequence act to qualify that last event. Note that all of the events within a 
sequence must occur on consecutive cycles of the specified type. 

cons 

cyc 

fet 

emu 

sequence 

2-16 

PARAMETERS 

When you enter the cons command without parameters, the currently 
selected cons parameters are displayed on the system terminal. 

Specifies that the linked events may occur on any consecutive bus 
cycle. 

Specifies that the linked events must occur on consecutive fetch 
cycles. Note that this parameter is emulator-dependent. Refer to 
the Emulator Specifics section of your System Users Manual to 
determine if this function is available for your emulator. When 
fet is specified, the last event in the series must include b=f. 

Specifies that the linked events must occur on consecutive 
emulator cycles. Note that this parameter is emulator-dependent. 
Refer to the Emulator Specifics section of your System Users 
Manual to determine if this function is available fOr' YOUi:-

emulator. 

This parameter selects the events that form a sequence and the 
order of those events within that sequence. There are 12 possible 
event sequences, as follows: 

12 
23 
34 
41 

123 
234 
341 
412 

1234 
2341 
3412 
4123 
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clr Clears the currently selected ~ parameters. 

This parameter indicates that more than one sequence may be 
entered within the same command line. 

EXAMPLES 

Make the occurrence of event 2, on any cycle, depend upon the occurrence of 
event 1, with the following command line: 

) cons cyc 12 <CR) 

Make the occurrence of event 3, on a fetch cycle, depend upon the occurrence 
of event 2 (on the preceding fetch cycle), with the following command line: 

) cons fet 23 <CR) 

Make the occurrence of event 2 dependent upon the occurrence of event 1, and 
make the occurrence of event 4 dependent upon the occurrence of event 3, with 
the following command line: 

) cons cyc 12 34 <CR) 

Display the current parameters for the cons command, with the following 
command line: 

) cons <CR) 

Clear the previously defined cons command parameters to a default condition, 
with the following command line: 

) cons clr <CR) 

NOTE 

In order to use the cons command, the emulator must run at 
full speed. That is, the system's TRACE function and the 
TTA's -c option must both be disabled. In addition, the 
TTA stop or -s functions can be set only for the last 
event in a linked sequence. Note also that the TTA counter 
functions will only affect the last event in a linked 
sequence. 
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-----------------------------------~~~-~~~~=~================---------------

SYNTAX 
cou all clr 

(
Clr ) 

" r=restart 

I' 4l\ ig=gate l 3 o=output 
-s 2 s=source [~J 1 ",=value [ ••• ] cou 

EXPLANATION 

The cou (count) command defines a counter operation. This command selects a 
value to be counted, a source that is counted, a gate signal that will enable 
or disable the counting process, and the kind of signal t.hat. will be out.put 
when the counting operation is completed. 

PARAMETERS 

Specifies that the command line applies only to counter 1 • 

2 Specifies that the command line applies only to counter 2. 

3 Specifies that the command line applies only to counter 3. 

4 Specifies that the command line applies only to counter 4. 

all Specifies that the command line applies equally to all four counters. 

clr Clears the current cou command programming for the indicated counter. 

-s Sets a breakpoint for the trigger channel associated with the 
indicated event. This breakpoint interrupts the program when the 
trigger channel's output signal is enabled, prints a trace line, and 
returns control to the operating system. The -s parameter may be 
placed anywhere wi thin a command line and takes precedence over any 
=!!" .=£" stop, or cont parameter previously set for the indicated 
trigger channel. 

-c Selects the breakpoint "continue" option. This option sets a 
breakpoint for the trigger channel associated with the indicated 
event, interrupts the program when that trigger channel's output 
signal is enabled, and prints a trace line. However, unlike the "stop" 
option, the "continue" option returns control to the program rather 
than to the operating system. The -c parameter may be placed anywhere 
wi thin a command line and takes precedence over any -s, =£' stop, or 
cont parameter previously set for the indicated trigger channel. 
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value This parameter selects the value to be counted. The format is v=n. 
Unless specified otherwise, n is assumed to be decimal. Any valid 
numeric format may be used if the rules for your development system 
are followed. The allowable value is affected by the output parameter 
specified, and the gate option. See Table 2-5 for output parameter 
details. 

source This parameter selects the signal that the counter is to count. The 
options for this parameter are listed in Table 2-2. 

Table 2-2 
Counter Source Parameters 

Parameters I Signal Source for Counter N 
==============-=============================================================== 

s=200nsec The counter's 200 nsec clock 
s=2usec The counter's 2 usec clock 
s=20usec The counter's 20 usec clock 
s=200usec The counter's 200 usec clock 
s=2msec The counter's 2 msec clock 
s=ev1 The event signal for channel 1 
s=ev2 The event signal for channel 2 
s=ev3 The event signal for channel 3 
s=ev4 The event signal for channel 2 
s=trig1 The trigger signal for channel 1 
s=trig2 The trigger signal for channel 2 
s=trig3 The trigger signal for channel 3 
s=trig4 The trigger signal for channel II 

'i 

s=acq The INCR PTR signal (*a) 
s=cyc The SLV OPREQ signal (*b) 
s=emuclk The emulator's clock signal (*c) 
s=qua The event qualifier signal (*d) 

(*a) The INCR PTR signal occurs each time the TTA stores a bus transaction. 

(*b) The SLV OPREQ signal occurs on each emulator cycle. 

(*c) The emulator's clock signal may be divided down in frequency before being 
presented to the TTA counters. Check the Emulator Specific manual for 
your emulator for details. 

(*d) The event qualifier signal comes from the Data Acquisition Probe. 
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gate 

NOTE 

Only one of the three counter source signals (eye, emuclk, 
~.'I ____ , _____ __"'I __ ..L._..! _.I... ____ .L.~__ y,, ___________ L _~ .&..,-_ 

ana qua) may oe se.l.ec~eu aT:. one lJ.l.we. nuwever, eal:U U~ I"ue 

four counters may operate upon the selected signal. 

This parameter places a restriction on 
specifies those conditions during which 
options are listed within Table 2-3. 

NOTE 

the indicated counter 
the counter can count. 

The gate parameter is not allowed on Counter 1. 

Table 2-3 
Counter Gate Parameters 

Parameters I Explanation 

cou 

and 
The 

------------------------------------------------------------------------------------------------------------------------------------------------------------------
g=off Removes any other counter gate restrictions 

g=ctr Counter N will count only when TCN-1 is high (*a) 

g=trigh Counter N will count only when trigger N-1 remains high 

Counter N will count only when trigger N-1 remains low 

g=seqh Counter N will start counting when trigger N-1 pulses high 

g=seql Counter N will start counting when trigger N-1 pulses low 

g=self Counter N will count only when trigger N remains high 

(*a) TCN is an internal signal that precedes the output signal circuitry for a 
given counter. Initially low, this signal pulses high when the counter has 
reached 0, then goes low again on the next counter source signal. 
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Selects the restart function. The restart function causes a counter 
to be reloaded with its initial "value" when the "gate" source is 
asserted. The options are R=on, to enable the function, and R=off, 
to disable the function. Note that a "gate" parameter must be 
selected if the restart function is used. 

NOTE 

The accuracy of the counters within the AM9513 is limited 
for certain counter operations. When a counter is 
incrementing, with restart on and a gate signal selected, 
the actual count will be 1 less than the number of source 
signals that occur. When a counter is decrementing, the 
ini tial value and the selection of a gate signal and the 
restart function will affect the accuracy of the counter, 
as shown in Table 2-4. 

Table 2-4 
Counting Restrictions 

value 1 gate source 1 restart 1 counter output changes on 
------------------------------------------------------------------------------------------------------------------------------------------------------------
1-655351not selected off source signal times value (accurate) 

1 i selected off the second source signal 
2-655351 selected off source signal times value (accurate) 

1 1 selected on the fourth source signal 
2 1 selected on the fourth source signal 
3 I selected on the fourth source signal 

4-655351 selected on source signal times value plus 1 

output This parameter controls the output of the counter and also when 
the associated event is armed. The valid options are listed 
wi thin Table 2-5. The output selected will affect the low value 
listed under Value Parameter in Table 2-5. 
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Table 2-5 
Counter 

Parameters Explanation ! Value Parameter 
------------------------------------------------------------------------------------------------------------------------------------------------------------

o=arm 

o=disarm 

o=pulse 

o=delay 

o=timeout 

The event of the selected trigger 
I channel is armed. The counter 
I operates independently. 

The event of the selected trigger 
I channel is disarmed. The counter 
I operates independently. 

Tne event of the selected trigger 
channel is armed only when the 
counting is complete for the 
interval between two successive 
clock sources. 

The event of the selected trigger 
channel is disabled during 
counting, but is enabled after 
the counting is complete. 

The event of the selected trigger 
channel is initially armed while 
counting, but is disarmed after 
the counting is complete. 

V=O-65535 

V=O-65535 

V=1-65535 

V=1-65535 

V=1-65535 

This parameter indicates that more than one of the parameters within 
the preceding braces {} may be entered on the same command line. 

EXAMPLES 

Program counter 2 to be asserted after the fourth occurrence of event 1, with 
the following command line: 

> cou 2 v=4 s=ev1 o=delay <CR> 

Program counter 3 to be asserted after the twenty-second program cycle, with 
the following command line: 

> cou 3 v=22 s=cyc o=delay <CR> 

Force the output of counter 4 high, with the following command line: 

> cou 4 o=arm <CR> 
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Clear the counter parameters for event 3, with the following command line: 

> cou 3 clr <CR> 

Clear the counter parameters for all four events, with the following command 
line: 

> cou all clr <CR> 

NOTE 

Three gate parameters, if selected, will affect the 
accuracy of certain counter operations. These gate 
parameters and the affected counter operations are as 
follows: 

seql - This gate parameter causes counter n to begin 
counting when the trigger signal for counter n-1 pulses 
low. Since all four trigger signals are sent low when an 
emulator is halted, counter n will begin counting 
prematurely if the emulator is halted and restarted prior 
to the occurrence of the selected event. To avoid this 
problem, do not interrupt the execution of your program 
when this gate parameter is selected. 

trigl - This gate parameter causes counter n to count only 
while the trigger signal for counter n-1 remains low. 
Since all four counter signals are low when an emulator is 
started, counter n will begin counting prematurely if a 
counter time-base is selected as the source and any of the 
pulses of this time-base occur. 

trigh - This gate parameter causes counter n to count only 
while the trigger signal for n-1 remains high. Since the 
time-bases for the counters are asynchronous with 
reference to bus transactions, a counter operation that 
involves both a high frequency time-base and frequent 
fluctuations of the trigh gate signal may have a different 
result each time the program is run. To avoid this 
problem, limit your use of the higher frequency time-bases 
to counting operations that involve a small number of 
transitions. 
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----------------------------------------------------------------------------
SYNTAX 

ctr all clr 

EXPLANATION 

The ctr (counter) command defines an event or part of an event as a specific 
pattern of signal states for the four counter output signals. This pattern may 
be defined as an event for all or anyone of the four event channels. 

PARAMETERS 

Specifies that the command line applies only to event 1. 

2 Specifies that the command line applies only to event 2. 

3 Specifies that the command line applies only to event 3. 

4 Specifies that the command line applies only to event 4. 

all Specifies that the command line applies equally to all four events. 

cIr Clears the current ctr definition for the indicated event(s). 

-s Sets a breakpoint for the trigger channel associated with the 
indicated event. This breakpoint interrupts the program when the 
trigger channel's output signal is enabled, prints a trace line, and 
returns control to the operating system. The -5 parameter may be 
placed anywhere within a command line and takes precedence over any 
~, -c, stop, or cont parameter previously set for the indica ted 
~ ""'..;: ,.,.,......... ~;:::-:::::,...., "'.1 .L5l5v.L \JllC:UU1v.L • 

-c Selects the breakpoint "continue" option. This option sets a 
breakpoint for the trigger channel associated with the indicated 
event, interrupts the program when that trigger channel's output 
signals is enabled, and prints a trace line. However, unlike the 
"stop" option, the "continue" option returns control to the program 
rather than to the operating system. The -c parameter may be placed 
anywhere within a command line and takes precedence over any -s, -c, 
stop, or cont parameter previously set for the indicated trigger 
channel. 
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pattern Selects some combination of the states of the four counter outputs 
to be defined as an event. The outputs of counters 1 through 4 are 
represented as four digits, where each digit is a 1 (high), 0 (low), 
or X (don't care). 

EXAMPLES 

Define event 1 as a counter pattern in which counters 1 and 2 output a high 
state and counters 3 and 4 output low states, with the following command line: 

> ctr 1 1100 <CR> 

Define event 2 as a counter pattern in which counters 1 and 2 output a low 
state and counters 3 and 4 output high states, with the following command 
line: 

> ctr 2 0011 <CR> 

Define event 3 as a counter pattern in which counters 1 and 2 output a low 
state and counters 3 and 4 output high states and set a breakpoint for this 
event, with the following command line: 

> ctr -s 3 0011 <CR> 

Define event 2 as a counter pattern in which counter 1 outputs a low state, 
counter 3 outputs a high state, and counters 2 and 4 are don't cares, with the 
following command line: 

> ctr 2 OX1X <CR> 

Clear the ctr parameters that previously defined event 3, with the following 
command line: 

> ctr 3 clr <CR> 

Clear the ctr parameters for all four events, with the following command line: 

> ctr all clr <CR> 

NOTE 

For an application of the ctr command, see Code Timing 
Measurements With The TTA in Section 3, TTA Applications, 
of this manual. 
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SIRTAI 
data all clr 

(Ii) 
):i( 

r -81 \2( 
data L -cJ {1) {clr} 

data [-n] [:: J {i} {~:~: data} 

EXPLANATION 

The data command defines an event or part of an event as a specific data value or 
a range of data values. 

2 

3 

4 

all 

clr 

-s 

2-26 

PARAMETERS 

Specifies that the command line applies only to event 1. 

Specifies that the command line applies only to event 2. 

Specifies that the command line applies only to event 3. 

Specifj.es that the command line applies only to event 4 .. 

Specifies that the command line applies equally to all four events. 

Clears the current data definition for the indicated event(s). 

Sets a breakpoint for the trigger channel associated with the indicated 
event. This breakpoint interrupts the program when the trigger 
channel's output signal is enabled, prints a trace line, and returns 
control to the operating system. The -s parameter may be placed 
anywhere wi thin a command line and takes precedence over any ~, -c, 
stop, or cont parameter previously set for the indicated trigger 
channel. 
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-c Selects the breakpoint "continue" option. This option sets a breakpoint 
for the trigger channel associated with the indicated event, interrupts 
the program when that trigger channel's output signals is enabled, and 
prints a trace line. However, unlike the "stop" option, the "continue" 
option returns control to the program rather than to the operating 
system. The =£ parameter may be placed anywhere within a command line 
and takes precedence over any -s, -c, ~toQ, or ~ont parameter 
previously set for the indicated trigger channel. 

-n Defines the event as any data other than the values specified wi thin 
the command line. 

data Specifies the data value that is to be detected. Although any numeric 
expression that is valid for your system may be used, an absolute 
hexadecimal value is assumed unless noted otherwise. An "x" may be 
substi tuted for any digit wi thin a legal numeric expression for a 
"don't-care" situation. Note that the number of data lines, and legal 
values, may vary between emulators. 

EXAMPLES 

Define event 1 as the data value 05, with the following command line: 

> data 1 05 <CR> 

Define event 2 as any data value within a range of data between 01 and FF, with 
the following command line: 

> data 2 01 OFF <CR> 

Define event 2 as any data value not within a range of data between 01 and FF, 
with the following command line: 

> data -n 2 01 OFF <CR> 

Define event 3 as a data value with "don't care" digits, with the following 
command line: 

> data ~ OXF <CR> 

Clear the data parameters previously defined as event 4, with the following 
command line: 

> data 4 clr <CR> 
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Clear the data parameters previously defined for all four events, with the 
following command line: 

) £ata all clr <CR) 
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SYNTAX 

[
-a J all 

dlap value 

EXPLANATION 

The disp (display) command displays the contents of the TTA's acquisition memory 
on the system terminal. You may display all bus transactions that have been 
stored, or display only some number of bus transactions that you want to see. 
Each start/stop of the emulator is indicated by a dotted line between bus 
transactions in a display. 

disp 

value 

-a 

PARAMETERS 

When you enter the disp command without parameters, those bus 
transactions that have been stored since the last start/stop of the 
emulator are displayed on the system terminal. 

Selects some number of those bus transactions stored in acquisition 
memory to be displayed. Note that the transactions are counted 
backward rather than forward. That is, if 10 is the selected value, 
the last ten transactions would be displayed, rather than the first 
ten transactions. Unless specified otherwise, the value is assumed 
to be a decimal number between 1 and 255. 

Displays the last 255 (decimal) bus transactions that have been 
stored within the TTA's acquisition memory. 

EXAMPLES 

Display the entire contents of acquisition 'memory, with the following command 
line: 

> di~ all <CR) 

Display the last 12 bus transactions stored within acquisition memory, with the 
following command line: 

> disp 12 <CR) 
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Display only those bus transactions that occurred during the last start/stop of 
the emulator, with the following command line: 

) disp <CR) 

Display 2-1 shows the information that is displayed on your terminal when you 
enter the disp command: 

---------------------------------------------------------------------------------
ADDR DATA MNEMONIC 7-PROBE-0 BUS 

000100 21 LXI H 0000 0000 M RD F 
000101 00 0000 0000 M RD 
000102 05 0000 0000 M RD 
000103 06 MVI B 0000 0000 M RD F 
000104 05 0000 0000 M RD 
000105 AF XRA A 0000 0000 M RD F 
000106 86 ADD M 0000 0000 M RD F 
nnn.::n1 02 0000 0000 M RD """'W.,I""" 

00010F 00 NOP 0000 0000 M RD F 

Display 2-1 

Display 2=1 illustrates the information that is displayed when you enter the disp 
command. This information pertains to each recorded bus transaction and includes: 

ADDR 

DATA 

MNEMONIC 

PROBE 

BUS 

2-30 

The processor address that was on the bus during a bus cycle. May 
contain symbolic references if debug in in use. 

The data that was on the bus during a bus cycle. 

If the bus cycle in question is an instruction fetch, and all 
transactions were acquired, disassembly of the DATA is attempted. 

Indicates the states of the eight Data Acquisition Probe lines. 

Indicates what type of bus cycle occurred: instruction fetch, 
memory read, memory write, I/O read, I/O write, ect. Refer to the 
Emulator Specifics section of your System Users Manual for details. 
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eve all clr 

eve [::] {i} 

clr 
q=X 
c=pattern 
p=value 
b=symbol [ ••• ] 
dn=data [data] 
d=data [data] 
an=address [address] 
a=address [address] 
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SYNTAX 

[ ... l 

EXPLANATION 

The eve command defines each part of an event with a single command line. That 
is, the eve command can be used in place of the six commands that define each 
part of an event. The commands replaced by the eve command are the: 

• ad command 

• data command 

• bus command 

• pro command 

• ctr command 

• qua command 
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2 

3 

4 

all 

clr 

-s 

PARAMETERS 

Specifies that the command line applies only to event 1 • 

Specifies that the command line applies only to event 2. 

Specifies that the command line applies only to event 3. 

Specifies that the command line applies only to event 4. 

Specifies that the command line applies equally to all four events. 

Clears the current definition for the indicated event(s). 

Sets a breakpoint for the trigger channel associated with the indicated 
event. This breakpoint interrupts the program when the trigger 

channel's output signal is enabled, prints a trace line, and returns 
control to the operating system. The -s parameter may be placed 
anywhere wi thin a command line and takes precedence over any -s, -c, 
~top, or cont parameter previously set for the indicated trigger 
channel. 

-c Selects the breakpoint "continue" option. This option sets a breakpoint 
for the trigger channel associated with the indicated event, interrupts 
the program when that trigger channel's output signals is enabled, and 
prints a trace line. However, unlike the "stop" option, the "continue" 
option returns control to the program rather than to the operating 
system. The -c parameter may be placed anywhere within a command line 
and takes precedence over any -s, =£' stop, or ~ont parameter 
previously set for the indicated trigger channel. 

q=state Can be used in place of the qua command. The state 
parameter for the eve command may be any state parameter 
valid for the qua command. 

c=pattern Can be used in place of the ctr command. The pattern 
parameter for the eve command may be any Qattern parameter 
valid for the ctr command. 

p=value 

b=symbol 

2-32 

Can be used in place of the pro command. The value 
parameter for the eve command may be any value parameter 
valid for the pro command. 

Can be used in place of the bus command. The symbol 
parameter for the eve command may be any symbol parameter 
valid for the ctr command. Any number of symbols may be 
used, if they are followed by a space. 
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dn=data [data] Can be used in place of the data command with 
modifier. The data parameters for the eve command 
any data parameters valid for the data command. 

d=data [data] Can be used in place of the data command without 
modifier. The data parameters for the eve command 
any data parameters valid for the data command. 

its 
may 

its 
may 

-n 
be 

-n 
be 

an=address [address] Can be used in place of the ad command with its -n 
modifier. The ~ddress parameters for the eve command may be 
any ~ddress parameters valid for the address command. 

a=address [address] Can be used in place of the ad command without its -n 
modifier. The address parameters for the ~ command may be 
any addr~ parameters valid for the ~ddress command. 

EXAMPLES -----
Define event 1 as a bus transaction during which the data FF is written to memory 
location FFFF, while the data AA is on the Data Acquisition Probe and is 
qualified by a high on the event qualifier input. 

) eve 1 clr a=OFFFF d=OFF b=m wt 9=1 p=OAA <CR) 

Define event 2 as a bus transaction during which 1/0 address 5050 is written to 
and the four counter outputs are low, low, high, and high respectively. 

) eve 2 a=5050 b=i wt c=0011 <CR) 

Clear the current event definitions for event 1. 

) eve 1 clr <CR) -----

Clear the current event definitions for all four events. 

) eve all clr <CR) 
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SYRTAI 
pro all clr 

/ '\ \-, 
! 3,> 

pro 
r -5 l ej 
l-cJ .1 

{Clr } 
value 

-----------------"--------------------------------------------------------------

EXPLANATION 

The pro (probe) command defines an event or part of an event as a value that 
represents the states of the eight probe signals from the Data Acquisition Probe. 

2 

3 

4 

all 

clr 

-s 

PARAMETERS 

Specifies that the command line applies only to event 1 • 

Specifies that the command line applies only to event 2. 

Specifies that the command line applies only to event 3. 

Specifies that the command line applies only to event 4. 

Specifies that the command line applies equally to all four events. 

Clears the current probe definition for the indicated event(s). 

Sets a breakpoint for the trigger channel associated with the indicated 
event. This breakpoint interrupts the program when the trigger 
channel's output signal is enabled, prints a trace line, and returns 
control to the operating system. The -s parameter may be placed 
anywhere wi thin a command line and takes precedence over any -s, .=£' 
stop, or cont parameter previously set for the indicated trigger 
channel. 

-0 Selects the breakpoint "continue" option. This option sets a breakpoint 
for the trigger channel associated with the indicated event, interrupts 
the program when that trigger channel's output signals is enabled, and 
prints a trace line. However, unlike the "stop" option, the "continue" 
option returns control to the program rather than to the operating 
system. The .=£ parameter may be placed anywhere within a command line 
and takes precedence over any -s, -c, ~top, or cont parameter 
previously set for the indicated trigger channel. 
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value Indicates the value that is to be detected on the Data Acquisition 
Probe. Unless specified otherwise, this value is assumed to be binary, 
represented by eight digits (1s, Os or Xs). The value may be any valid 
expression that evaluates to a binary number between 00000000 and 
11111111. Don't-care bits (x) are allowed. 

EXAMPLES 

Define event 1 as probe value 05 (hexadecimal), with any of the following command 
lines: 

) Qro 05H <CR> 

or 

> Q.ro 1 5T <CR> 

or 

> pro 1 000000101 <CR> 

Define event 2 as a probe value with "don't care" bits, with the following 
command line: 

> Q.ro 2 OX111XX11 <CR> 

Clear the probe parameters previously defined as event 4, with the following 
command line: 

> pro 4 clr <CR> 

Clear the probe parameters previously defined for all four events, with the 
following command line: 

> Ero all clr <CR) 
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SYRTn 
qua all clr 

EXPLANATION 

The qua (qualify) command defines an event or part of an event as the state of 
the Event Qualifier input from the Data Acquisition Probe. The state, a high or a 
low, may be defined as an event for all or anyone of the four event channels. 

2 

3 

4 

all 

clr 

-s 

2-36 

PARAMETERS 

Specifies that the command line applies only to event 1 • 

Specifies that the command line applies only to event 2. 

Specifies that the command line applies only to event 3. 

Specifies that the command line applies only to event 4. 

Specifies that the command line applies equally to all four events. 

Clears the current event qualifier definition for the indicated 
event(s) .. 

Sets a breakpoint for the trigger channel associated with the indicated 
event. This breakpoint interrupts the program when the trigger 
channel's output signal is enabled, prints a trace line, and returns 
control to the operating system. The -s parameter may be placed 
anywhere W1 'tn1n a command line and 'taKes precedence over any ~, -c, 
~top, or cont parameter previously set for the indicated trigger 
channel. 
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-c 

state 
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Selects the breakpoint "continue" option. This option sets a breakpoint 
for the trigger channel associated with the indicated event, interrupts 
the program when that trigger channel's output signals is enabled, and 
prints a trace line. However, unlike the "stop" option, the "continue" 
option returns control to the program rather than to the operating 
system. The -c parameter may be placed anywhere within a command line 
and takes precedence over any -s, -c, stop, or cont parameter 
previously set for the indicated trigger channel. 

Indicates the state of the event qualifier signal that is to qualify 
the selected event: 1 (high) or 0 (low). 

EXAMPLES 

Define event 2 as a high state on the event qualifier input, with the following 
command line: 

> g£~ <CR> 

Define event 3 as a low state on the event qualifier input, with the following 
command line: 

> qua 3 0 <CR> 

Clear the event qualifier parameters that previously defined event 3, with the 
following command line: 

> qua 3 clr <CR> 

Clear the event qualifier parameters for all four events, with the following 
command line: 

> qua all clr <CR> 
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SYRTAX 
tclr -x 

(~ ) 
< 3 , 

tclr t:11) [ ... ] 

EXPLANATION 

The tclr (TTA clear) command clears the parameters previously set for the trigger 
channels (1-4). In addition, this command can be used to clear parameters for 
acquisition control (acq command parameters) and for the consecutive event 
function (cons command parameters). 

-x 

PARAMETERS 

Specifies that the tclr command will clear the parameters previously 
set for acquisition control, consecutive event functions, and for each 
of the four trigger channels. 

Specifies that the tclr command clears only the parameters previously 
set for trigger channel 1. 

2 Specifies that the tclr command clears only the parameters previously 
set for trigger channel 2. 

3 Specifies that the tclr command clears only the parameters previously 
set for trigger channel 3. 

4 Specifies that the tclr command clears only the parameters previously 
set for trigger channel 4. 

all Specifies that the tclr command clears the parameters previously set 
for each of the four trigger channels. 

EXAMPLES 

Clear the parameters previously set for trigger channel 1, with the following 
command line: 

> tclr 1 <CR> 
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Clear the parameters previously set for trigger channels 2 and 3, with the 
following command line: 

) tclr 2 3 <CR) 

Clear the parameters previously set for all four trigger channels, with the 
following command line: 

) .tcl~ all <CR) 

Clear the parameters previously set for acquisition control , consecutive event 
functions, and all four trigger channels, with the following command line: 

) tclr -x <CR) 
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SYNTAX 

ts [=:] 

ts [-e] [-c] [ ... ] 

EXPLANATION 

The ts (TTA status) command causes the current status of the TTA to be displayed 
on the system terminal. 

ts 

2 

3 

4 

-c 

-e 

PARAMETERS 

When used without parameters, the ts command causes the complete 
status of the TTA to be displayed on the system terminal. 

Specifies that only the parameters for trigger will be displayed. 

Specifies that only the parameters for trigger 2 will be displayed. 

Specifies that only the parameters for trigger 3 will be displayed. 

Specifies that only the parameters for trigger 4 will be displayed. 

Specifies that only the counter parameters of the selected 
trigger(s) will be displayed. 

Specifies that only the event parameters of the selected trigger(s) 
will be displayed. 

EXAMPLES 

When the emulator is first selected, view the status of the TTA's default 
parameters, with the following command line: 

) ts <CR) 
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Display the status of the TTA parameters for trigger 4, with the following 
command line: 

> ts 4 (CR> 

Display the event parameters for trigger 4, with the following command line: 

> i~ -e 4 (CR> 

Display the counter parameters for trigger 3, with the following command line: 

> ts -c 3 (CR> 

Display the event parameters for trigger channels 2 and 3, with the following 
command lines: 

> is -ELU (CR> 

Display 2-1 illustrates the TTA status display as it would appear after the 
following commands were entered: 

> tclr -x 

> eve 1 a=1000 2000 b=rd (CR> 

> eve 3 an=3000 4000 b=f -s (CR> 
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TRIGGER 1 

EVENT 
Lower Address 1000 
Upper Address 2000 R 
Lower Data 
Upper Data 
Bus RD 
Probe (7-0) 
Qualifier (X) 
Ctr (1234) 
Consec CLR 

COUNTER 
Current Output 
Output Mode 
Initial Value 
Current Value 
Source 
Gate 
Restart 

Breakpoint 
Acquire All 

Display 2-1 contains: 

TRIGGER 2 TRIGGER 3 

3000 
4000 N 

F 

STOP 

Display 2-1 

TRIGGER 4 

• current event definitions for each trigger channel (EVENT) 

• currently selected ~ command parameters (Consec) 

• current counter programming for each trigger channel (COUNTER) 

• currently selected bre command parameters (Breakpoint) 

• currently selected acg command parameters (Acquire) 

ts 
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TS COMMAND NOTES 

Upper address and data fields will be followed by one of the following letters: 

R Indicates an address/data range or single address/data range or single 
address/data value. For example: 

Lower Address 
Upper Address 

1000 
1000 R 

N Indicates an address/data exclusion (ad 1 -n 1000 2000). For example: 

Lower Address 
Upper Address 

1000 
2000 N 

M Indicates the presence of don't care bits in the address/data field. M 
stands for Mask, a number in which a '1' value indicates a care bit, and a 
'0' value indicates a don't care position. The lower address/data value 
represents the value of each care bit. For example, 123X would be displayed 
as: 

Lower Address 
Upper Address 

1230 
FFFO M 

NOTE 

Don't care data and address fields will be automatically 
expanded to show the X bits if a single trigger only is 
displayed (i.e.: ts 1 will do the don't care interpretation, 
if any). 

Symbolic substitution is performed on address fields only if 
single triggers are displayed. 
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Section 3 

TTA APPLICATIONS 

IIITRODUCTIOIi 

The Learning Guide (Section 1) provides an overview of how the TTA is used. 
The Command Dictionary (Section 2) describes each of the TTA commands in 
detail. This section contains some examples of how the TTA commands can be 
combined to solve typical design problems. 

Essentially, this section is intended to provide you with a basic 
understanding of TTA applications, so that you can determine how best to 
combine the TTA commands to solve your own specific design problems. 

The following examples are included in this section: 

• Breaking on an Illegal Address 

• Performance Analysis 

• Asynchronous Data Transfer 

• Stack Overflow 

• Code Timing Measurements with The TTA 

• Trigger N Arms Trigger N+1 

• Pre-, Post-, And Center-Positioning of Trigger in Acquisition Memory 
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All EXAMPLE PROTOTYPE 

In the following examples, we'll be referring to an example prototype. The 
intent here is to provide you with a series of hypothetical situations that 
you might find while debugging your own hardware or software. 

In these examples, we assume that we are working with a prototype that has the 
f'" 1 1 "T.T; 1"It'J" """'1"1"1"101"14- c. • • V..L"V""'L~O "''''.LUP'-'.1.1.''''.1..LVU. 

• A single microprocessor 

• A single clock 

• 2K of ROM, located at 0000-07FF 

• 2K of RAM, located at 0800-0EFF 

• A parallel to serial 1/0 device, 

• A read-only 1/0 port, located at 

• A write-only 1/0 port, located at 

• A read or write 1/0 port, located 

BREHIIIG OR All ILLEGAL ADDRESS 

located at address F001 

F002 

F003 

at F004 

Accessing an illegal address is a common software and hardware debugging 
problem. During software development, most programs are long enough to provide 
many opportunities to accidentally incorporate an illegal address. During 
hardware development, many kinds of devices, if defective or not yet correctly 
configured, can introduce an illegal address into your program. In either 
case, if your system's microprocessor tries to access an illegal address, 
several kinds of program faults could occur. 

With the TTA, the solution to this problem is the same for both hardware and 
software. In our example prototype~ legal addresses would be 0000--07FF (ROM)j 
0800--0EFF (RAM), and the four 1/0 ports (F001, F002, F003, F004). The 
following TTA commands would detect an illegal address: 

> ad -n -s 1 0000 OF004 <CR> 

> ad -s 2 OFOO OFOOO <CR> 

> ~ (starting address) <CR> 

During program execution, these commands would cause a breakpoint, if any 
illegal address was accessed. The breakpoint associated with trigger 1 would 
occur :-rhen address than 

3-2 

FOO'! .... ,.."'''''' ........ '''''''',.:i 
c.;L,",""""Va.,;J~'\,;iiU. ".,"'J.l.1C 

REV MAR 1983 



TTA Applications - TTA Users 

associated with trigger 2 would occur, when an address between OFOO and FOOO 
(inclusive) was accessed. 

PERFORMANCE ANALYSIS 

The execution time of a program is often the most critical part of software 
development. Although your program may function as it was intended to 
function, it may still need to be reworked to meet certain timing 
requirements. 

Performance Analysis is a method of determining which parts of your program 
are time-intensive. With performance analysis, you can find and begin to 
optimize the code that will be executed most often. 

In our example prototype, a program resides in ROM at locations 0000-7FFF. 
With the TTA, we could do a real-time performance analysis of a program that 
was designed for this example prototype. Let's assume that the following 
conditions exist: 

• Our sample programs takes too much time to perform some function. 

• There is a major subroutine, at locations 0100-200. 

• There is a second major subroutine, at locations 0300-0600. 

Since the subroutine beginning at 0300 has more code than the subroutine 
beginning at 0100, we could simply try to optimize this longer block first. 
Without performance analysis, this might be the best approach. However, if the 
subroutine at 0100 is executed much more often than the subroutine at 0300, 
the shorter subroutine could be the most logical place to start optimizing our 
code. The following TTA commands would tell us which subroutine is executed 
more often: 

> ad 1 0100 <CR> 

> cou 2 clr s=ev1 <CR> 

> ad 3 0300 <CR> 

> cou 4 clr s=ev3 <CR> 

> g (starting address) <CR> 

> ts <CR> 

During program execution, counter 2 counts the number of times that the 
subroutine beginning at 0100 (event 1) is accessed and counter 4 counts the 
number of times that the subroutine beginning at 0300 (event 3) is accessed. 
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The ts command calls up the TTA status display. The results of both counting 
"T'\.oY"O:>+';"1"IC! T.T",,1...:! n.o ';1"1 +n.;C! ...:!';c!1'"'I1o:>u vt'''''''''''"''''v ... v ... '''...., "'-'VL~"-A. ...,'" .......... .., ......... ...., '-4..£.......,l:'~\.04J. 

ASYNCHRONOUS DATA TRANSFER 

A microprocessor-based system cannot operate upon asynchronous data, unless 
that data is first processed by some kind of input routine. In addition, the 
input routine must complete the processing of asynchronous data within a 
specific time interval. That is, if the input routine does not complete the 
processing of one byte and acquire a second byte on time, a third byte might 
be "written over" that second byte. 

With the TTA, the execution time of an input routine can be measured against 
the interval between incoming bytes of asynchronous data. To demonstrate thiS, 
we will use our example prototype. However, we must first make the following 
assumptions: 

• F002 is the control port of an IIO device. 

• A peripheral will send a 256-byte block of data to the IIO device. 

• The asynchronous data from the peripheral will come at gO-usec intervals. 

• The prototype's program polls control port F002. 

• If data A5 is read at F002, asynchronous data is available and the input 
routine is called. 

• The input routine, when finished, returns control to the polling program. 

We would use the following TTA commands to measure the interval between each 
call for the input routine: 

> eve 1 a=OF002 d=OA5 <CR) 

> cou -s 2 v=45 s=2usec o=delay g=seqh r=on <CR> 

> g (start of Program) <CR> 

During program execution, trigger 1 occurs each time that data A5 is read at 
F002, but a breakpoint is not initiated. Counter 2 is given a value of 45 (the 
number it will count) and a source of 2-usec (the signal it will count). When 
trigger 1 occurs, counter 2 will begin to count 2-usec intervals from 45 down 
to O. If trigger 1 (g=seqh) occurs before counter 2 reaches 0, the restart 
function agains loads 45 into the counter and starts the count over. If 
trigger does not occur, and the counter reaches 0, a breakpoint is 
ini tiated. When a breakpoint occurs, control of the program returns to the 
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system. At this point, you can enter the disp command to view the information 
that preceded the breakpoint (in this case, the input routine). 

STACK OVERFLOW 

Some microprocessor-based systems require that a certain number of memory 
locations be reserved for temporary data storage. This "stack" area in memory 
is usually accessed sequentially, via an incremented or decremented address 
register. The use of an address register to access a memory location within 
the stack provides the software designer with a potential problem: if the 
address register is incremented too often, data intended for the stack may 
overflow into another area of memory. 

With the TTA, stack memory can be monitored for an overflow condition during 
program execution. To demonstrate this, we again refer to our example 
prototype and make the following assumptions: 

• The program exists entirely in RAM. 

• Address locations0100--01FF are designated as the stack. 

• Data is loaded into the stack sequentially, beginning at 0100. 

• Essential program information is stored at locations 0200--0300. 

The following TTA commands would detect a stack overflow for our example 
prototype: 

> eve 1 a=01FF b=wt <eR> 

> eve -s 2 a=0200 b=wt <eR> 

> cons cyc 12 <eR> 

> ~ (starting address) <eR> 

During program execution, these commands would cause a breakpoint (trigger 2), 
if the last location of the stack was written to on that cycle that preceded a 
write to the first location after the stack. 
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CODE TIMIIIG MEASUREMENTS WITH THE "IiA 

The following discussion shows how you can use the TTA to measure the 
execution time of a segment of code. 

Each trigger channel of the TTA was designed to offer a comprehensive set of 
breakpoint options, including breaking inside or outside of a specific address 
range. This capability, however, prevents the TTA from measuring the execution 
time of a segment of code with a single channel. It can, however, be measured 
with a combination of channels by setting up one event to start a counter and 
a second event to stop the counter. The counter result will display the total 
real time between the two events. 

EXAMPLE 

'A' represents the start of the program. Let's say you want to time code 
execution between points 'B' and 'c' (the first occurrence of each), and to 
stop execution at 'D'. The following setup will produce a result in counter 3 
which gives the time between event 1 and event 2 with an accuracy of plus or 
minus one bus cycle. 

Waveforms shown for channel 1 and channel 2 are the counter outputs; waveform 
3 is that of trigger 3, not counter 3. 

)tclr 1 2 3 

) eve 
) cou 

) eve 2 
) cou 2 

) eve 3 
) cou 3 

3-6 

a='address of B' <CR) 
s=ev1 O=delay v=1 <CR) 

a='address of C' <CR) 
s=ev2 o=delay v=1 <CR) 

c=10xx <CR) 
g=self s=(timebase) <CR) 
o=arm v=O <CR> 

A B C D 
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Channel 1: These commands force the output of counter 1 low until the first 
occurrence of event 1. Event 1 represents the start of the code 
segment to be timed. 

Channel 2: Event 2 represents the end of the code segment to be timed. 

Channel 3: This setup causes counter 3 to be gated by event 3, which is true 
only while the output of counter 1 is true and the output of counter 
2 is false. Counter 3 must be programmed to count one of the TTA 
timebases, and will count only while event 3 is true. Event 3 
represents the code segment under test. 

The program can be stopped anytime after event 'c' occurs by an emulator 
breakpoint, the event 4 breakpoint, or a CTRL-C. In addition, the following two 
commands will cause the TTA buffer to store only those cycles (up to 255) which 
occurred during the counter gate: 

eve 4 c=10xx <CR) 

acq ev4 <CR) 

Using the command file capability of the 8550 or 8560, you can even automate this 
process. Just create the following file (named TIMER) on your 8550 or 8560: 

tclr 1 2 3 
eve 1 a=$1 
cou 1 s=evl o=delay v=1 
eve 2 a=$2 
cou 2 s=evl o=delay v=1 
eve 3 c=10xx 
cou 3 g=self o=arm v=O s=$3 

$1, $2, and $3 are the first, second, and third parameters of the command line, 
respectively. Therefore, the command 

TIMER 100 Of3 2 usec <CR) 

would program the TTA to measure the time from address 100H to address OF3H in 2 
microsecond units. 
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NOTE 

Accuracy of plus or minus one cycle means that when the time 
from B to C is large, the measurement will be quite accurate. 
If the time from B to C is small, the potential one-bus-cycle 
error may become significant. 

This technique measures the time from the FIRST occurrence of 
event 1 to the FIRST occurrence of event 2. You cannot make 
cumulative time measurements with this setup. 

Counting emulator clocks (emuclk) instead of an internal time 
base may produce unexpected results, since emulator clock 
signals are often .. di vided down' before going to the TTA 
counter chips. On the Z80, 9900/9989, 1802, 8086/88/81, and 
68000 emulators, the emulator c'lock is divided by two. On the 
8048 the clock is divided by 15 or 30, depending on the 
setting of clock divider jumpers on the emulator, and the ALE 
signal is use~ as emuclk. Time base counts will be accurate. 

TRIGGER N ARMS TRIGGER li+ 1 

A common situation in advanced debugging occurs when a particular event must be 
detected after the occurrence of a different event. The TTA can be programmed to 
perform "sequential' triggering as follows. 

You may wish to delay the arming of a trigger until another- triggez" occUrS. 
Trigger 1 is a simple event, with no counter parameters specified. Trigger 2 is 
also a simple event, but you wish to enable its trigger after trigger 1 has 
occurred. The counter programming is~ 

) cou clr s=ev1 v-1 O=delay <CR) 

) eve 1 ••• <CR) -----
) eve 2 ••• c=1xxx <CR) 

This will arm trigger 2 after the first occurrence of event 1. 
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PRE, POST AND CERTER POSITIORIRG OF TRIGGER IR ACQUISITIOR MEMORY 

This example will show 2 ways of positioning the trigger in the acquisition 
memory. The first will demonstrate how to freeze acquisition without stopping the 
program. This method retains real-time performance but loses information after 
the freeze. The second method will show how to stop both the program and the 
acquisition, thus gaining a 255 transaction window around the trigger. 

Event 4 is programmed to be the event of interest. The acquisition memory is 
programmed using the ACQUIRE command, to acquire the 128 acquisitions after 
trigger 4 occurs: 

) eve 4 ••• <CR) 

) acg all for 128 acg aftertrig4 <CR) 

The program is stopped by some means (escape, breakpoint). Acquisition will stop 
after 128 transactions have been stored, and the trigger will be centered in the 
buffer. 

In the second example, event 1 is programmed to the event of interest. Counter 2 
programming is: 

) eve 1 ••• <CR) 

) cou -s 2 clr v=128 s=acg O=delay g=segh <CR) 

When trigger 1 occurs, counter 2 will begin counting. Its output will go high 
after 128 acquisitions have been counted. Event 2 must be cleared, and counter 1 
output must be high. By changing the value field of counter 2, the trigger can be 
moved around in the buffer. 
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TECHRICAL NOTES 

IRTRODUCTION 

At SN B030000 and up, an improvement was made in the TTA' s ability to count 
events, and is shown in the following example: 

) sel 8085 <CR) 

[fill memory with NOPs] 

) eve b=f <CR) 

) cou clr <CR) 

) cou 2 s=evl <CR) 

) eve 2 -s a=6 b=f <CR) 

) g 0 <CR) 

) ts <CR) (Counter will display 7 events) 

This improvement has resulted in a change in the way the TTA is used to count 
the number of times a program enters a range. See the following example. 

) sel 8085 <CR) 

[fill memory with NOPs] 

) ad 1 0 Oa <CR) 

) cou clr <CR) 

) cou 2 s=evl O=arm <CR) 

) ad 3 -s Ob <CR) 

) g 0 <CR) 

) ts <CR) 
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In this case, the counter will not have counted the number of times the event 
(address range) was entered (one time); but will have counted the number of 
cycles executed while the event is true. 

This improvement also results in a restriction on the ACQuire command. For 
example, when the following commands are added to the previous co~~ands, the 
DISPlay will show only one acquisition: 

> acq all for 1 evl <CR> 

> g 0 <CR> 

> disp <CR> 

In both of the previous examples, if the source (of the cou command) is 
changed from evl to trigl, the TTA will operate as it did in the TTA versions 
B029999 and below. 

One application of the counter portion of the TTA would be to time a code 
segment (possibly only one instruction) while stopping the emulator at the 
same point that the ~ounters are stopped: 

A B C 

I I 
I I 

Start Counting --.J L Stop Emulator 
Stop Counting 

For example, assume you want to know the amount of time from B to C. In this 
configuration, the signal that indicates that the emulator is stopped is also 
used to stop the TTA counters. Due to design constraints of certain 
microprocessors, the emulator in question may not be able to indicate 
immediately that it has stopped. Therefore, if the time from B to C is very 
short, a large amount of error will be introduced into the timing 
~easure~ents. This is particularly true for the Z8001/Z8002, 8086/8087!8088 j 

and 68000 emulators. 
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The best way to accomplish this measurement is documented earlier in this 
section, under the heading Code Timing Measurements with the TTA. In this 
case, a counter is gated on at B and off at C, but the emulator is not 
actually stopped until sometime later, thereby eliminating the error 
introduced by stopping the emulator and counters at the same time. The 
recommended method is shown below. 

A B C D 

I Gate I Gate I I 
Counter -----1 Counter ~ Stop --.t 

On Off Emulator 

DEFIRITIOR OF SLY OPREQ(L) AND TOP SLY OPREQ(L) SIGNALS 

SLV OPREQ(L) is a signal generated by the active emulator and received by the 
TTA. This signal is the source for all timing operations when monitoring 
emulator bus activity. Alternatively, TOP SLV OPREQ(L) from the top plane 
(used by some of the newer emulators) may be used with the same timing 
constraints as SLV OPREQ(L). See Fig. 4-1 for TTA timing signals. 

The leading edge of SLV OPREQ(L) indicates that the emulator address and 
control lines are valid and is used to strobe them into the TTA latches. If 
the top plane is not used, the trailing edge of SLV OPREQ(L) indicates that 
the emulator data is valid and strobes it into the TTA data latches. The 
trailing edge is also used to sample the external probe inputs. If the top 
plane is used, data from the emulator is sampled on the leading edge of the 
signal TOP DATA STROBE(L), which occurs before the trailing edge of TOP SLV 
OPREQ(L) • 

Refer to the service manual for your emulator for more details on the 
genera tion of these signals and also to determine whether the top plane is 
used. 
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4-4 

SAMPLE TOP DATA LATCH ....------:-
(IF USED) AND PROBE 

STORE INTO ACQ LATCH ----
SAMPLE: ADDRESS COUNTERS CLOCKS AND 

CONTROL LINES GATED,EVENTS AND 

~
RIGGERS GENERATED 

STORE IN ACQ MEMORY 

SAMPLE.DATA 0 40 ~120 
116BITI I \ I fOI fOI1~OI1~OI (TIME IN NS) 

~68000 ~ 8 BIT~ 
__ -_-~----r18086/87/88 Ii-------~ I 
;~vTg:R~~~REQ I 
TOP DATA STROBEI' ~ 

88~1 :~ 36-67ns WIDE 

TRIG OUT BNC Connector 

_--.,;...\_----'n'---__ _ 

Fig. 4-1. TTA Timing Signals. 
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Section 5 

THE DATA ACQUISITION INTERFACE 

IRTRODUCTION 

This section describes the functions and operation of the Data Acquisition 
Interface and its accompanying Data Acquisition Probe. The Data Acquisition 
Interface is a standard accessory to the Trigger Trace Analyzer and should be 
installed when the TTA is installed. This section is divided into the 
following parts: 

• The Data Acquisition Interface 

• The Data Acquisition Probe 

• Data Acquisition Interface Demonstration 

THE DATA ACQUISITION INTERFACE 

Trigger signals 1--3 (SN B030000 and up) or trigger signals 1--4 (SN B029999 
and below) are output via a BNC connector on the Data Acquisition Interface. 
Also provided is a BNC input for the TTA' s event qualifier signal, and a 
connector for the signal channels of the Data Acquisition Probe. Circuitry 
within the Data Acquisition Interface buffers and controls the signals paths 
to and from the TTA. 

Wi th SN B030000 and up, an Acquisition Clock Output is available via a BNC 
connector on the Data Acquisition Interface. This clock signal occurs when the 
TTA has acquired a sample of address, data, or other information. The signal 
is intended for operation with a TEKTRONIX DAS 9100-Series System. 

The operation of the Data Acquisition Interface is controlled by its control 
panel and two TTA commands; pro and qua. The pro command defines 8 bits of 
data from the Data Acquisition Probe as an event. The qua defines the state of 
the event qualifier signal (1 or 0) as an event. Refer to Section 2, the 
Command Dictionary, for more information about these two commands. 
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DATA ACQUISITION INTERFACE CONTROL PANEL 

The control panel of the Data Acquisition Interface provides controls and 
connectors for the Data Acquisition Interface's internal circuitry. Figure 5-1 
illustrates the control panel of the Data Acquisition Interface. The text that 
follows the figure describes each connector or control: 

I 
i 

3760-2A I 

Fig. 5-1. Control Panel of the Data Acquisition Interface. 

18 EXT CLK PLRT: This three-position toggle switch selects the polarity of 
the external clock signal. which is used to sample the eight external 
input signals~ If the switch is up, a positive input clock must be used 
to sample the input signals. If the switch is centered, the signals pass 
transparently through the external input latch and are sampled at the end 
of each emulator bus cycle. If the switch is down, a negative input clock 
must be used to sample the input signals. 

2. TTL VAR: This three-position toggle switch selects the threshold voltage 
level for the Data Acquisition Interface" s eight data paths. If the 
switch is up, all eight lines may be at the variable voltage levels. If 
the switch is down, all eight lines can carry only TTL voltage levels. If 
the switch is centered, lines 0--3 are variable and lines 4--7 are at TTL 
levels. 

3. VAR ADJ: This trimmer is used to adjust the variable voltage level 
selected by the TTL VAR switch. 
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4. VAR MaN: This testpoint allows the variable voltage level to be 
monitored, as it is being adjusted. 

5. Data Acquisition Probe Socket: This socket accepts the 25-pin connector 
on the end of the Data Acquisition Probe's cable. 

6. EVENT QUALIFIER: This BNC connector provides a point of entry for the 
Event Qualifier signal that is used in conjunction with the QUA command. 

7. TRIG OUT 1 : This BNC connector makes the trigger signal for Event 1 
available to the user. 

8. TRIG OUT 2: This BNC connector makes the trigger signal for Event 2 
available to the user. 

9. TRIG OUT 3: This BNC connector makes the trigger signal for Event 3 
available to the user. 

10. ACQ CLK OUT (SN B030000 and up): This BNC connector makes the ACQ CLK 
signal available. The signal occurs when the TTA has acquired a sample of 
address, data, or other information. 

TRIG OUT 4 (SN B029999 and below): This BNC connector makes the trigger 
signal for Event 4 available. 

THE DATA ACQUISITION PROBE 

The Data Acquisition Probe (P6451) is a nine-channel active probe. Eight of 
the channels are used for data acquisition. The ninth channel is used for a 
clock signal. The probe's ten test clips are connected as follows: 

• 8 leads to an 8-bit data source 

• lead to a clock source 

• lead to logic ground 

The connector on the Data Acquisition Probe's cable fits into a socket on the 
control panel of the Data Acquisition Interface. The probe clips may be 
connected to external signal sources. Refer to the p6451 Data Acquisition 
Probe's product literature for more information. 
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DATA ACQUISITION TIlTERFACE DEMONSTRATION 

This demonstration shows how to uSe the Data 
In the example, you will connect the probe to a TEKTRONIX MicroLab I test 
fixture, define the data on the probe inputs as an event, and observe the 
effect on the TTA when this event occurs. To do this demonstration; you will 
need a TEKTRONIX 8500-series Microcomputer Development System, with the 
following options installed: 

• An Emulator Processor with a Prototype Control Probe 

• A Trigger Trace Analyzer with a Data Acquisition Interface and Data 
Acquisition Probe 

In addition, you will need a TEKTRONIX MicroLab I test fixture, with a 
personality card installed. 

GETTIlIG STARTED 

The first portion of this demonstration shows how to configure, power-up, and 
initialize the instruments that are used. To do this, complete the following 
steps: 

1. With all power turned off, connect the prototype control probe to the 
zero-insertion-force socket on the MicroLab I's Personality Card. 

2. Refer to Fig. 5-2. This figure illustrates the near edge of a circuit 
board that protrudes from the MicroLab I above the personality card. 
Along the exposed edge of this upper board is a row of jumper positions 
wi th two jumpers in place. Connect test-clip 0 (the black lead) of the 
Data Acquisition Probe to one of the square pins in the row of pins 
closest to the board edge. Note that each pin in this nearer row of 
square pins is tied together. Next, connect test clip 7 (the violet lead) 
to one of ti-ue squarE: pir1S ill ti1is same row. Then, connect the ground 
(gnd) test clip of the Data Acquisition Probe as shown in Fig. 5-2. Do 
not connect the clock test clip. 

3. Turn on the power to your development system. 

4. Enter the sel command to select the emulator you will use. 

5. Enter) em 2 <CR) to select the emulation mode. 
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Connect 
Clip #7 (Violet) 
Here 

Connect 
Clip #0 (Black) 
Here 

Personality Card 

CCCDDDDDcacccccccccc 

- cCDccaaCCCDcaacaccac 

Fig. 5-2. Test-clip Positioning. 

NOTE 

This figure shows the positions of the test clips on the 
upper circuit board in the MicroLab I test fixture. 

6. Turn on the MicroLab I. 

7. Enter > ~ <CR> 

3760-3 

8. Press the ESC key on your terminal. The system displays a trace line and 
returns control of the system to you. 
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9. Enter > disp <CR> 

Note that the display that appears contains a series of high states for 
the column of probe data that represents test-pins zero and seven of the 
Data Acquisition Probe. 

10. Enter > pro 1 81H <CR> 

11. Enter> cou 2 v=5 s=ev1 o=delay <CR> 

12. Enter > bre 2 <CR> 

13. Enter > ~ <CR> 

A trace line should appear after control of the system returns to you. 
The trace line indicates that trigger 2 occurred. 

14. Enter> disp <CR> 

5-6 

Note that the display that appears now contains only five occurrences of 
event 1; t-rhich ~-,ras defined by the probe command as data 81. This 
indicates that Trigger 2 occurred after the fifth iteration of event 1. 

NOTE 

The signals on the Data Acquisition Probe are sampled by 
t~e TTA at the end of an emUlator's bus cycle. Since this 
sample interval is determined by signals internal to the 
TTA, there is a restriction on the use of the Data 
Acquisition Probe. Essentially, changes in the states of 
the probe signals will not be acquired by the TTA, if they 
precede or extend beyond the sample interval. 
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