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The heart of the UNIVAC® 490 Real-Time System 

is a stored program binary computer designed to 
process large quantities of data in both batch­
processing and real-time modes. The Computer 
provides large internal magnetic core storage, 
programming flexibility, a versatile input-output 
section, and solid-state arithmetic and logical 
circuitry that performs tens of thousands of pro­
cessing operations every second. 

Other important features of the Real-Time Com­
puter are: 

• Access time to all storage locations of 1. 9 
microseconds; ability to store and to select 
information randomly. 

• 30-bit word length with a 15-bit half-word 
option. 

• Repertoire of 62 basic instructions which 
can be modified to produce over 25,000 
different instructions. 

• Single address instructions with provision 
for address modification. 

• Multiple program capabilities. 

• Ability to perform rapid data exchanges 
with external equipment without main pro­
gram attention. 

• Real-time clock for automatically initiating 
various Computer operations at predetermined 
times. 

• Parallel one's complement binary notation. 

1 . REAL-TIME COMPUTER 

STORAGE SECTION 

The internal storage in the Computer consists of 
thousands of ferrite cores that are mounted within 
printed-circuit frames. Each core is capable of 
assuming either of two stable magnetic states; 
one state represents binary 0; the other, binary 1. 

At the option of the user, the Computer is avail­
able with a storage capacity of either 16,384 or 
32,768 computer words. Since information in stor­
age is randomly selected, access to all addresses 
is the same; that is, words can be inserted into 
or removed from any address in storage at a rate 
of six microseconds per word. The basic internal 
data word is shown in Figure 1-1. 

As shown in the diagram, bit position 29 con­
tains the sign. If this bit position contains a 
binary 0, the quantity represented is positive. 
If it contains a binary 1, the quantity is negative. 

Octal Notation 

The UNIVAC 490 Real-Time Computer is a binary 
computer; consequently I all computer words appear 
as combinations of binary 1 's and O's. Since a 
computer word consists of 30 bits, this tends to 
be cum bersome. For this reason, binary notation 
is expressed in octal form. The conversion from 

binary to octal notation simply involves dividing 
the binary digits into consecutive sets of three 
from right to left, and then reading these sets in 
decimal. For example, a full core storage system 
requires the use of 32,768 storage addresses. 
Representation of the upper limit storage in 
binary notation requires the use of 15 bits. This 
same decimal number, however, can be represented 
by five octal digits . 

LEAST SIGNIFICANT BIT 

Figure 1-1. Bosic Internol Doto Word 
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DECIMAL 32,767 (UPPER LIMIT ADDRESS) 

BINARY 

OCTAL 

III III III III III 

7 7 7 7 7 

It should be noted that the working digits in the 
octal system are 0 through 7. The word "octal" 
means "eight;" therefore, when counting in octal 
notation, the number after 7 is 10. For ease of 
programming, all quantities, function code values, 
• • ,- 1 .. ~ .. __ .... _. ____ 1~. __ ... L _______ ....l _,.:a_ 
lnStrUClIon Ut::::;.l~l1dlUl v Cllue-=-, UH; "'1'".0. ............. -

dress, and the operand itself are expressed in 
octal notation. 

CONTROL SECTION 

In addition to the storage section, the Computer 
has three other sections, control, arithmetic, and 
input-output (Figure 1-2). The control section 
governs the operations that ta ke place during the 
sequential execution of the instructions. It also 
coordinates the flow of data between the arith­
metic and storage sections. 

ARITHMETIC SECTION 

The arithmetic section is composed of the circuits 
and registers that are used to perform arithmetic 
and logical operations. 

14 
INPUT -OUTPUT 

CHANNELS 

MAIN MEMORY 

16K, 32K MAGNETIC CORE 

Co REGISTER 

INPUT 
GATES 

C'REGISTER 

~-REGISTER 

INPUT-OUTPUT SECTION 

The input-output section is composed of the cir­
cuits, input gates, and output registers that 
are used to transfer data to or from the Computer. 

REGISTERS 

The UNIVAC 490 Real-Time Computer contains a 
number of registers which hold information during 
computation. These registers, designaieci by a 
letter or letter-numera I combination, are inter­
connected by parallel transmission paths. Dur­
ing processing, information flows to and from the 
registers via these paths. 

The registers fall into two categories: operational 
and transient. Operational registers are referred to 
in the functional description of an instruction. In­
formation that is placed in these registers is re­
tained until it is replaced by new information. 
Transient registers are temporary storage loca­
tions that are us ed in the manipulation of ins truc­
tion and data words during the execution of an 
ins truction. These registers are not referenced by 
the instruction and do not retain information from 
one operation to the next. 

PROGRAM CONTROL 

U-REGISTER 

P-REGISTER 

S-REGISTER 

A-REGISTER ARITHMETIC CONTROL 1 ... -------1----------...... 

Q-REGISTER 

X-REGISTER 

D-REGISTER 

ADDER 

Figure 1-2. Simplified Logic Diagram of the UNIVAC 490 
Real- Time Computer 



Operational Registers 

A-Register 

The A -register or accumulator is the principal 
30-bit arithmetic register. It is primarily used 
for arithmetic and shifting operations. In arith­
metic operations, the result is usually retained 
in the A-register for use in later program steps. 
For exam pIe, after addition or subtraction, the 
sum or difference is retained in the accumulator; 
after multiplication, the most significant half of 
the product is retained in the accumulator; after 
division, the remainder is retained in the ac­
cumulator. 

In shifting 0 perations, the contents of the A­
register may be shifted right or left. Left shifts 
are circular. In right shifts the sign bit is ex­
tended by the n urn ber of bit positions shifted 
and the bits shifted from the lower-end are lost. 

Q-Register 

The Q-register is a 30-bit auxiliary arithmetic 
register that has adding, shifting, and logical 
properties. Its princip al function is to assist the 
A-register in multiply, divide, and logical opera­
tions. 

In the case of shifting operations, the contents of 
the Q-register may be shifted right or left in the 
same manner as the A-register. 

A- and Q-registers in combination 

Multiply, divide, and certain shift instructions 

utilize the A- and Q-registers as a single 60-
bit register. To illustrate, the Q-register holds 
the multiplier at the beginning of a multiply opera­
tion and at the end the double-length product is in 

the AQ-register, that is, the upper half of the 
product is in the A -register and the lower half 
is in the Q-register. In a divide operation the 
AQ-register holds the dividend and at the end 
the quotient is in the Q -register and the remainder 
is in the A-register. 

In shifting operations, the 60-bit contents of 

the A Q-register (the upp er half of which is the 
A -register) may be shifted right or left in the 
same manner as either the A-register or the Q­
register. When the AQ-register is shifted to the 
right, bits from the lower-end of the A - register 
are shifted into the upper-end of the Q-register 

and the bits that are shifted from the lower-end 
of the Q-register are lost. In a left shift, bits 
from the upper-end of the Q-register are shifted 
into the lower-end of the A-register and the bits 
that are shifted from the upper-end of the A­
register fill in on the lower-end of the Q-register. 

P-Register 

The P- regis ter or program address counter is a 
IS-bit register that holds the address of the next 
sequential instruction throughout the program. As 
each program address is transferred from the P­
register to the S-register, the contents of the 

P-register are increased by 1. When Jump instruc­

tions are executed, the P-register is cleared and 
a new program address is entered. 

B - Reg i s t e r s (I n de x R eg is t e r s ) 

The B-registers, numbered Bl through B7, are 
IS-bit registers whose contents are used to in­
crement the operand address before execution of 
an instruction may also be used to index pro­
gram loops. In addition, the B7-register is used 
as a counter in the repeat mode where a selected 

instruction is executed the number of times speci­

fied (covered later in the discussion of the 70 
instruction). 

Transient Registers 

X-Register 

The X -register, a 30-bit register with comple­
menting properties, is used as an arithmetic 
communication register. The X -register receives 
the operand from storage during a 11 arithmetic 
opera tions. All comm unication between the A­
and Q -registers and the other operational re­
gisters or the adder output is via the X -register. 

S-Register 

The S-register is a IS-bit register which holds 
the storage address during storage references. 
At the beginning of the storage access period, 

the address is transf~rred to the S-register. The 
contents of the S -register are then translated to 
activate the storage selection system. 

Z-Register 

The Z -register is a 30-bit register that serves 
as an operand buffer for storage references. Dur­
the read portion of the storage access period, the 
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Z -register is cleared. The digit reading amplifiers 
are then sampled to set the contents of the Z -re­
gister corresponding to the bits in storage. During 
the write portion of the storage access period, the 
Z -register controls the inhibit circuits in order 
to write or restore the disturbed storage address. 
Input data from the input channels is gated directly 
to the Z -register. 

K-Register 

The K-register is a 6-bit register that functions 
as a shift counter for shift operations and all 
arithmetic operations involving shifts. The maxi­
mum shift count permitted is 59 . Multiply and 
divide operations are controlled ~~ presetting the 
K-register to 3010 • The K-register then counts 
the operational steps. 

U-Register 

The V-register or program control register is a 
30-bit register that holds the instruction word 
during the execution of an operation. The func­
tion code and the various instruction designators 
are translated from the appropriate sections of 
this register. If an address modification is re­
quired before execution, the contents of the ap­
propriate B -register are added to the low order 
15 bits of the V-register. 

R-Register 

The R-register is a 1s-bit register that functions 
as a comm unications register for all internal trans­
missions to the B-registers. 

R'-Register 

The R '-register is a 1s-bit register that functions 
as a communications register for all internal trans­
missions from the B-registers. During address 
modification this register holds the incrementing 
quantity. 

C-Registers 

The C-registers are 30-bit communication buffer 
registers through which computer data is syn­
chronized. There are two C-registers, CO and Cl. 
The CO-register is used to communicate output 
data to peripheral devices on 12 different channels. 
The C1-register is used to communicate output 
data on two different channels to other computers. 
Input data is gated directly to the Z -register. 

OPERATOR'S CONSOLE 

The Operator's Console is used for monitoring 
internal operations. It consists of an alpha­
numeric keyboard, a printer, and an indicator 
panel. The keyboard is used to enter data or 
changes to the program and the printer provides 
type-outs of program generated information. The 
indicator panel contains indicators that inform 
the operator of the status of the program in pro­
gress and switches that allow various manual 
operations to be performed. 

MAINTENAN CE PAN EL 

The maintenance panel is used for debugging 
and preventive maintenance operations. To aid 
in these operations the maintenance panel is 
provided with a series of indicators and switches. 
Included among the indicators are the following 
registers: 

1. P-register 10. B5-register 

2. CO-register 11. B6-register 

3. Cl-register 12. B7-register 

4. Q-register 13. U-register 

5. A-register 14. S-register 

6. B I-register 15. X-register 

7. B2-register 16. Z-register 

8. B3-register 17. R-register 

9. B4-register 18. R '-register 

In addition to the above indicators, switches are 
provided that allow: 

• The execution of consecutive program steps 
at a low rate. 

• The execution of one corisecutive Computer 
clock phase (~ of a cycle) for each depres­
sion of a switch. 

• The execution of one consecutive program 
step for each depression of a switch. 

• Operation that is normal except that the 
Computer does not stop when it executes a 
programm ed stop instruction. 

• The Real-Time Clock to be disconnected. 

• The Increment Clock to be disconnected. 

• The automatic recovery feature to be dis­
connected. 



• The functions of the following switches 
on the maintenance panel to be transferred 
to the Operators's Console: Jump switches 
1, 2, and 3; the Bootstrap switch (main­
tenance panel) to the Start switch (Opera­
tor's Console); Instruction Step switch 
(maintenance panel) to Stop switch (Opera­
tor's console). 

WIRED MEMORY 

A permanent memory is built into the Computer 
to provide for automatic reading in of new pro­
grams and automatic error recovery. It consists 
of sixteen 30-bit words of storage and is wired 
to fit the specialized needs of the Computer 
user. The wired memory may be accessed by a 
p,rogram, but can only be changed manually (by 
maintenance personnel). The addresses of the 
words in wired memory parallel storage addresses 
00000 through 00017 in the Computer. Whether the 
Com puter utilizes the words in wired memory or 
those in core storage, depends upon the position 

of the Wired Memory switch (Bootstrap switch) 
on the maintenance panel. The positions of this 
switch are: 

• Automatic Recovery 

• Neutral 

• Bootstrap 

When this spring-loaded switch is in the Bootstrap 
position, the Computer executes the program start­
ing at address 00000 in the wired memory. 

When the switch is in the Automatic Recovery 
position, and a fault interrupt occurs, the Computer 
executes the program starting at wired memory 
address 00014. A fault interrupt is caused when 
the Incremental Clock interrupts on overflow, an 
illegal function code (00 or 77) occurs, or the 
Incremental Clock is not updated. 

When the switch is in the Neutral position, the 
Computer ignores the wired memory, and any 
references to addresses 00000 through 00017 
apply to these addresses in core storage. 
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The UNIVAC 490 Real-Time Computer has a rep­
ertoire of 62 basic instructions that can be mod­
ified to produce over 25,000 different instructions. 
These ins tructions fall into seven categories: 
transfer, arithmetic, shift, logical, modifying, 

jump and input-output. Each category is covered 
in a separate chapter. 

NOTATION 

In the succeeding discussions, the following 
conventions are used: 

Y Operand. 

Y The low-order 15 bits contained in the in­
struction word after B-register modification. 

Y L The low-order 15 bits contained in the stor­
age location at address y. 

Y U The high-order 15 bits contained in the 
storage location at address y. 

Xy A 30-bit operand whose lower half is y, the 
low-order 15 bits contained in the instruction 
word after B-register modification; the 
upper half is an extension of the sign bit. 

2. INSTRUCTIONS 

The upper half of the operand will be all 
O's if bit 14 of Y is a, 0 or it will be all 1 's 
if bit 14 is a 1. 

XY L A 30-bit operand whose lower half is the 
low-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign. The upper half of the 
operand will be all O's if bit 14 in the stor­
age location is a 0, or it will be all 1 's if 
bit 14 is a 1. 

XY U A 30-bit operand whose lower half is the 
high-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign. The upper half of the 
operand will be all O's if bit 29 in the stor­
age location is a 0, or it will be all 1 's if 
bit 29 is a 1. 

A The A -register (30 bits). 

Q The Q-register (30 bits). 

AQ The A-register combined with Q-register to 
form a 60-bit register. The A-register is 
the most significant half of this register. 

Bj The particula r B-register specified by j 

(15 bits). 
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P 

R 

The program address regis ter (1S bits). 

The remainder. 

() The contents of the register or storage 
location enclosed within the parentheses. 

()' The complement of the contents of the re­
gister or storage location enclosed within 
the parentheses. 

)i The initial contents of the register enclosed 
within the parentheses. 

)f The final contents of the register enclosed 
within the parentheses. 

)n The nth bit position of the register enclosed 
within the parentheses. 

NI The next instruction. 

INSTRUCTION WORD 

The instruction word format is shown in Figure 
2-1. 

y 

Figure 2-1. Instruction Word 

f DESIGNATOR 

The function code designator, I, is a 6-bit code 
that specifies the operation to be performed. 

y DESIGNATOR 

The operator designator, y, is a 1S-bit code that 
represents either the operand or the operand ad­
dress before B -regis ter modification. 

j DESIGNATOR 

The branch-condition designator, j, is a 3-bit 
code that maybe interpreted as a skip or jump­
condition designator, a register designator, or a 
repeat modification designator. 

k DESIGNATOR 

The operand-interpretation designator, k, is a 3-
bit code that controls where the operand is procured 
from and/or where it is stored. 

b DESIGNATOR 

The operand address modification designator, b, 
is a 3-bit code that specifies the B-register that 
contains the quantity that is added to y to form 
the operand or operand address. 

B-Register (Index Register) Modification Of 
instructions 

B-register modification consists of adding the 
contents of the B -register specified by the b 
designa tor in the instruction word to y, the low­
order 1S bits of this word, before any storage 
reference is made. This process takes place in the 
program control register, U; consequently, the 
instruction word as it appears in storage, is not 
altered. The sum formed by this addition is y. 

One of eight B-registers, numbered a through 7, 
may be specified by the b designator in the in­
struction word. B-register a is not a physical 
register like the other seven. If this register is 
specified, that is, b = a in the instruction word, 
the result is the same as if the specified B-register 
contained all a's. In this case, as in all others, 
B-register modification consists of forming y = y 

+ (B)j. This addition is a IS-bit binary addition 
with end-around carry. An end-around carry results 
when a carry is generated in the addition of the 
highest order bits.; a binary 1 is added to the 
lowest order bit in the sum. The following example 
illustrates this concept: 

y = 77775= 111111111111101 (the low-order 15 
bits contained in 
the instruction 
word) 

(B )j = 00005 = 0000000000001 0 1 (t he con ten t s 0 f 
the specified B­
register) 

(end-aroundcarry) 

y = 00003 = 000000000000011 (the low-order 15 
bits contained in 
the inst ruct ion 
word after B:. 
register modifi­
cation) 

It should be noted that B-register modification 
cannot be used to generate y = 00000 unless both 
y and (B)j = 00000. This limitation is imposed 
because the nature of end-around carry addition 
is such that it is mathematically impossible to 
generate y = 00000 except in the case cited 
above. 



3. TRANSFER INSTRUCTIONS 

Transfer instructions either transfer data that is 
contained in a storage location to a register or 
store the contents of a register in a storage 
location. 

ENTER Q 

CLASS: Read 

FUN C T ION COD E;: 10 

M N EM 0 N I C : E NT . Q 

OPERATION: Y~Q 

DES C RIP T ION: This instruction transfers a 3~-bit 
operand to the Q-register. 

k 0 E S I G NAT 0 R S: The operand transferred to 
the Q-register is derived as follows: 

k = 0: Y~Q. The lower half of the operand is 
y, the low-order 15 bits contained in the in­
struction word after B-register modification; 
the upper half is all D's. 

k = 1: YL~Q. The lower half of the operand 
is the low-order 15 bits contained in the storage 
location at address y; the upper half is all D's. 

k = 2: Y-U-+Q. The lower half of the operand is 
the high-order 15 bits contained in the storage 
at address y; the upper half is all D's. 

k = 3: Y~ Q. The 3D-bit operand is contained 
in the storage location at address y. 

k = 4: Xy~ Q. The lower half of the operand 
is y, the low-order 15 bits contained in the 
instruction word after B-register modification; 
the upper half is an extension of the sign bit. 
The upper half of the operand will be all D's 
if bit 14 of y is a 0, or it will be alII's if bit 
14 is a 1. 

k = 5: XYL~Q. The lower half of the operand 
is the low-order 15 bits contained in tfie storage 
location at address y; the uppechalf is an 
extension of the sign bit. The upper half of the 
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operand will be all O's if bit 14 in the storage 
location is a 0 or it will be all 1 's if bit 14 is 

a 1. 

k = 6: Xy~ Q. The lower half of the operand 
and is the high-order 15 bits contained in the 
storage location at address y; the upper half is 
an extension of the sign bit. The upper half of 
the operand will be all O's if bit 29 in the 
storage location is a 0 or it will be all 1 's if 
bit 29 is a 1. 

k = 7: A--..Q. The operand is the 30 bits 
contained in the A-register. 

DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I 

j = 2: skip NI if (Q)[ is + or + O. 

j = 3: skip Nl if (Q)[ is - or ... -0. 

j = 4: skipNlif(A) is + O. 

j = 5: skip Nl if (A) is not + O. 

j = 6: skip Ni if (A) is + or + O. 

j = 7: skip Nl if (A) is - or - O. 

ENTER A 

CLASS: Read 

FUNCTION CODE: 11 

MNEMONIC: ENT' A 

OPERATION: 

DES C RIP T 10 N: This instruction transfers a 30-bit 
operand to the A-register, 

k DES I G NAT 0 R S: The operand transferred to the 
A-register is derived as follows: 

k = 0: Y--..A. The lower half of the operand is 
y, the low-order 15 bits contained in the in­
s truction word after B -regis ter modification; 
the upper half is all 0 's. 

k = 1: y ~ A. The lower half of the operand 
is the low-order 15 bits contained in the stor­
age location at address y; the upper-half is 
all O's. 

k = 2: y ~ A. The lower half of the operand 
is the high-order 15 bits contained in the stor­
age location at address y; the upper half is 
all O's. 

k = 3: y--.. A. The operand is the 30-bits 
contained in the storage location at address y. 

h = 4: Xy ~ A. T11~ luwt:r 1iCllf 0f the vpcfaiid 

is y - the low-order 15 bits contained in the 
instruction word after B-register modification; 
the upper half is an extension of the sign bit. 
The upper half of the operand will be all O's if 
bit 14 of Y is a 0 or it will be all 1 's if bit 14 
is a 1. 

k = 5: Xy~ A. The lower half of the operand 
is the low-order 15 bits con tained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of the 
operand will be all O's if bit 14 in the storage 
location is a 0 or it will be all 1 's if bit 14 
is a 1. 

k = 6: Xy~ A. The lower half ofthe operand 
is the high-order 15 bits contained in the stor­
age location at address y; the upper half is an 
extension of the sign bit. The upper half of the 
operand will be all O's if bit 29 in the storage 
location is a 0 or it will be all l' s if bit 29 
is a 1. 

k = 7: (A)--..A. The contents of the A-register 

remains the same. 

JOE S I G NAT 0 R S: The skip conditions are deter­
as follows: 

j = 0: no skip. 

j = 1: skip Nl. 

j = 2: skip Nl if (Q) if + or + O. 

j = 3: skip N I if (Q) is - or - O. 

j = 4: skip Nl if (A)[is + O. 

j = 5: skip Nl if (A)[ is not + O. 

j = 6: skip Nl if (A)[is + or + O. 

j = 7: skip Nl if (A)[ is - or - O. 



ENTER Bj 

CLASS: 

FUNCTION CODE: 

MNEMONIC: 

OPERATION: 

Read 

12 

STORE Q 

C LAS S : Store 

FUN C T ION COD E: 14 

M N EM 0 N I C: STR . Q 

OPERATION: (Q)~Y 

DESCRIPTION: This instruction transfers a IS-bit DESCRIPTION: This instruction stores the con-

operand to a selected B-regis,ter. The j designator tents of the Q-register in a storage locat ion. 

specifies the selected register; consequently, a 
skip condition cannot be programmed in this 
instruction. k DES I G NAT 0 R S: The operand, that is stored in 

k DES I G NAT 0 R S: The operand trans ferred to the 
selected B-register is derived as follows: 

k = 0 0 r 4: y~B t The operand is the low­
order 15 bits contained in the instruction word 
after B-register modification. 

k= 1, 3, or 5: Y~Bj" The operand is the 
low-order 15 bits contained in the storage 
location at address y. 

k = 2, 0 r 6: Y~ B j" The operand is the high­
order 15 bits contained in storage location at 
address y. 

k = 7: A ~ B j' The operand is the low-order 
IS-bits contained in the A-register. 

j DESIGNATORS: The selected B-register is 
specified as follows: 

j = 0: no operation is performed and the pro-
gram advances to the next instructions. 

j = 1: B -register 1. 

j = 2: B-register 2. 

j = 3: B-register 3. 

j = 4: B -register 4. 

j = 5: B-register 5. 

j = 6: B-register 6. 

j = 7: B-register 7. 

the storage location is derived as follows: 

k = 0: (Q)~Q. The contents of the Q-register 
are complemented. 

k = 1: (Q)~Y L ' Y u is undisturbed. The low­
order 15 bits of the Q-register are stored in the 
lower half of the storage location at address y; 
the upper half of the storage location is 
undisturbed. 

k = 2: (Q)~YU "Y L is undisturbed. The 
low-order 15 bits of the Q-register are stored 
in the upper half of the storage location at 
address y; the lower half of the storage loca tion 
is undisturbed. 

k=3: (Q)~Y. The contents of theQ-register 
are stored in the storage location at address y. 

k = 4: (Q)---..A. The contents of the Q-register 
are stored in t he A-register. 

k = 5: (Q)~Y L ' YU is undisturbed. The 
complement of the low-order 15 bits of the Q­
register is stored in the lower half of the 
storage location at address y; the upper half 
of the storage location is undisturbed. 

k = 6: (Q)~YU ' Y L is undisturbed. The 
complement of the low-order 15 bits of the Q­
register is stored in the upper half of the stor­
age location at address y; the lower half of the 
storage location is undisturbed. 

k = 7: (Q)~Y. The complement of the con­
tents of the Q-register is stored in the storage 
loca tion at address y. 
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j DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip Nl if (Q)fis + or + O. 

j = 3: skip N 1 if (Q)f is - or - O. 

j=4: skipNIif(A)fis+O 

j = 5: skip Nl if (A)f is not + O. 

j = 6: skip Nl if (A)fis + or + O. 

j = 7: skip Nl if (A)f is - or - O. 

STORE A 

CLASS: Store 

FUN C T ION COD E : 15 

MNEMONIC: STR' A 

OPERATION: 

DESCRIPTION: This instruction stores the con­
tents of the A-register in a storage location. 

JOE S I G NAT 0 R S : The operand that is stored 'in­
the s tora ge location is derived as follows: 

k = 0: (A)~Q. The contents of the A-register 
are stored in the Q-register. 

k = 1: (A)~Y L ' Y U is undisturbed. The low­
order 15 bits of the A-register are stored in 
the lower half of the storage location at ad­
dress y; the upper half of the storage location 
is undisturbed. 

k = 2: (A)~YU ' Y L is undisturbed. The low­
order 15 bits of the A-register are stored in 
the upper half of the storage location at ad­
dress y; the lower half of the storage location 
is undisturbed. 

k = 3: (A)-+-Y. The contents of the A-register 
are stored in the storage location at address y. 

k = 4: (A)'~A. The contents of the A-register 
are complemented. 

k = 5: (A)L ........ Y L ' YU is undisturbed. The 
complement of the low-order IS-bits of the A­
register is stored in the lower half of the 
storage location at address y; the upper half 
of the storage location is undisturbed. 

k = 6: (A)~YU ' Y L is undisturbed. The 
complement of the low-order IS-bits of the A­
register is stored in the upper half of the 
storage location at address y; the lower half 

r ,,, ~ .., •. • .... _, ~ • I. __ . 1 __ ..::I 
VI Ult: ::,)LVli::Igt:: IV~i::IUVll I::,) Ul1U~::')LUIUt'U. 

k = 7: (A)' ........ Y. The complement of the con­
tents of the A-register is stored in the storage 
location at address y. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip Nl if (Q)fis + or + O. 

j = 3: skip Nl if (Q)f is - or - O. 

j = 4: skip Nl if (A)f is + O. 

j = 5: skip Nl if (A)f is not + O. 

j=6: skipNlif(A)fis+or+O. 

j = 7: skip N 1 if (A)f is - or - O. 

STORE Bj 

CLASS: Store 

FUN C T ION COD E : 16 

MNEMONIC: 

OPERATION: 

DES C RIP T ION: This register stores the contents 
of a selected B-register in a storage location 
The j designator is used to specify the selected 
regis ter; consequen tly, a skip condition cannot be 
be programmed in this instruction. 

k 0 E S I G NAT 0 R S: The operand that is stored in 
the storage location is derived as follows: 

k = 0: (B)j ~Q L ,O's~ QU' The contents of 
the B-register are stored in the lower half of 
the Q-register; the upper half of the Q-register 
is all O's. 



k=l: (B)j~YL'YU is undisturbed. The 
contents of the B-register are stored in the 
lower half of the storage location at address 
y; the upper half of the storage location is 
undisturbed. 

k = 2: (B)j~ Y U ,Y L is undisturbed. The 

contents of the B-register are stored in the 
upper half of the storage location at address 
y; the lower half of the storage location is 
undisturbed. 

k = 3: (B)j ~y L ,0's~YU. The contents of 
the B-register are stored in the lower half of 
storage location at address y; the upper' half 
of the storage location is all O's. 

k = 4: (B)j ~AL ,0's~AU. The contents of 
the B-reg ister are stored in the lower half of 
the A-r eg ister; the upper half of the A-register 
is all 0'8. 

k=5: (B)/~YL'YU is undisturbed. The 
complement of the contents of the B-register 
is stored in the lower half of the storage 
location at address y; the upper half of the 
storage location is undisturbed. 

k = 6: (B)j ~ y U ' Y L is undisturbed. The 
complement of the contents of the B-register 

is transferred to the upper half of the storage 
location at addressy; the lower half of the 
storage location is undisturbed. 

k = 7: X (B)) ~Y. The complement of the 
contents of the B-register is transferred to the 
lower half of the storage location at address y; 
the upper half of the storage location is an 
extension of the sign bit. The upper half of 
the storage location will be all O's if bit 14 of 
the complement of the contents of the B­
register is a 0 or it will be all 1 's if bit 14 is 
al. 

JOE S I G NAT 0 R S: The selected B-register is 
specified as follows: 

j = 0: no operation is performed and the pro-
gram advances to the next instruction. 

j = 1: B-r egister l. 

j = 2: B-register2. 

j = 3: B-register 3. 

j = 4: B-register 4. 

j = 5: B-register S. 

j = 6: B-register 6. 

j = 7: B-register 7. 
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4. ARITHMETIC INSTRUCTIONS 

Arithmetic instructions combine the contents of 
a storage location with the contents of a selected 
register or combine the contents of two registers 
forming a sum, difference, quotient, or product. 
The result that is formed is then stored in a stor­
age location, retained in a register, or both. 

SUBTRACTION 

Subtraction in the UNIVAC 490 Real-Time Com­
puter is binary subtraction with end-around borrow. 
An end-around borrow means that if a borrow is 
generated when the bit in IX>sition 29 of the sub­
trahend is subtracted from the bit in position 29 
of the minuend, a binary 1 will be subtracted from 
the bit in position 0 of the difference. The follow­
ing example illustrates this concept: 

000000000000000000000000000011 
- 111111111111111111111111111110 

000000000000000000000000000101 
1 

000000000000000000000000000100 

(a positive n urn ber) 
(a negative number) 

(end around borrow) 

(a positive number) 

The following rules apply for subtraction: 

1. If a negative number is subtracted from a 
positive number, the difference will be a 
positive number. 

2. If a positive number is subtracted from a 
negative number, the difference will be a 
negative number. 

3. If a positive number is subtracted from a 
positive number, the difference may be 
either a positive or a negative number. 

4. If a negative number is subtracted from a 
negative number, the difference may be 
either a positive or a negative number. 

5. If negative 0 is subtracted from positive 0, 
the difference wi 11 be positive O. 

6. If positive 0 is subtracted from negative 0, 
the difference will be negative o. 

7. If negative 0 is subtracted from negative 0, 
the difference will be positive O. 

8. If a number is subtracted from itself, the 
difference will be positive O. 

The above rules are followed except when the 

absolute value of the difference exceeds 2 29_1-

I h · I 1 2· . I d .10 h ntIs case, ru e or IS VI0 ate , as In t e 
following examples: 

010011100010001110000111101100 
- 100010110000101100111010000000 

110000110001100001001101101100 

(a positive number) 
(a negative number) 

1 (end around borrow) 
----------------------~ 

110000110001100001001101101011 (a negative number) 

The difference that is forme d in this exam pIe is 
a negative number; consequently, it is an in­
correct answer since it violates rule 1. 

100011010001000110101100011010 
- 010011100101110111001010011100 

001111101011001011100001111110 

(a negative num ber) 
(a positive number) 

(a positive number) 
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The difference that is formed in this example is 
a positive number; consequently, it is an incorrect 
answer since it violates rule 2. If there is a pos­

sibility that rule 1 or 2 for subtraction may be 
violated, the programmer is advised to make some 
provision in the program for handling these cases 
when they occur. 

ADDITION 

Addition in lile UNIVAC 490 Recti -Tilllt- C0iiiPiilt-l 

makes use of the subtraction process. Simply 
stated, addition is performed by complementing 
the addend and then subtracting it from the augend. 

The following rules apply for addition: 

1. If a negative number is added to a negative 
number, the sum will be a negative number. 

2. If a positive number is added to a positive 
number, the sum will be a positive number. 

3. If a negative number is added to a positive 
number, the sum may be either a positive or 
a negative number. 
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4. If a positive number is added to a negative 
number, the sum may be either a positive 
or a negative number. 

5. If positive 0 is added to positive 0, the 
sum will be positive O. 

6. If negative 0 is added to negative 0, the 
sum will be negative O. 

7. If negative 0 is added to positive 0, the 
sum will be positive O. 

8. If a number is added to its complement, the 
sum will be positive O. 

The above rules are followed except when the 
absolute value of the sum exceeds 2 29

_ 1. In 
these cases, rule 1 or 2 for addition is \~olated 
in the same manner that rule 1 or 2 for subtrac­
tion is violated. 

If there is a possibility that rule 1 or 2 for ad­
dition may be violated, the programmer is advised 
to make some provision in the program for handling 

these cases when they occur. 

ADD A 

CLASS: Read 

FUN C T ION COD E: 20 

MNEMONIC: ADD'A 

OPERATION: (A) + Y~A 

DESCRIPTION: This instruction adds a 30-bit 
operand to the contents of the A -register, and 
retains the sum that is formed in the A-register. 

k DES I G NAT 0 R S: The operand that is added to 
the contents of the A-register is derived as follows: 

k = 0: y + (A)~A. The lower half of the 
operand is y, the low-order 15 bits contained 
in the instruction word after B -register modi­
fication; the upper half is all O's, 

k = 1: Y + (A)~A. The lower half of the 
operana is the low-order 15 bits contained in 
the storage location at address y; the upper 
half is all 0 'so 

k=2:Yu+(A)~A. The lower half of the 
operand is the high-order 15 bits con tained 
in the storage location at address y; the upper 
half is all O's. 

k = 3: Y + (A)~A. The operand 
bits contained in the storage 
address y. 

is the 30-
location at 

k = 4:Xy + (A)~A. The lower half of the 
operand is y-the low-order 15 bits contained 
in the instruction word after B-register modi­
fication; the upper half is an extension of the 
sign bit. The upper half of the operand will be 
all O's if bit 14 of Y is a 0, or it wi 11 be all 
1 's if bit 14 is a 1. 

k = 5: XY
L 

+ (A)~A. 1ne iower haif of the 
operand is the low-order 15 bits contained in 
the storage location at address y; the upper 
half of the operand will be all O's if bit 14 in 
storage location is a 0, or it will be all l's 
if bit 14 is a 1. 

k = 6: XYu+ (A)~A. The lower half of the 
operand is the high-order 15 hits contained in 
the storage location at address Yj the upper 
half is an extension of the sign hit. The upper 
half of the operand will be all O's if hit 29 in 
the storage location is a 0, or it will be all 
1's if hit 29 is a 1. 



k = 7: (A) + (A)~A. The operand is the 30-
bits contained in the A -register 

JOE S i G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip Nl. 

j = 2: skip NI if (Q) + or + O. 

j=3: skipNlif(Q)is-or-O. 

j = 4: skip NI if (AJ[ is + O. 

j= 5: skip NI if(AJ[ is not + O. 

j= 6: skip NI if(AJ[ is + or + O. 

j = 7: skip NI if (AJ[ is - or - O. 

SUBTRACT A 

CLASS: Read 

FUNCTION CODE: 21 

MNEMON IC: SUB· A 

OPERATION: (A) - Y~A 

DE SC RIP T 10 N: This instruction subtracts a 
30-bit operand from the contents of the A-register 
and retains the difference that is formed in the 
A-register. 

k DESIGNATORS: The operand that is subtracted 
from the A-register is derived as follows: 

k = 0: (A) - y~A. The lower half of the 
operand is y - the -low-order 15 bits contained 
in the instruction word after B-register modi­
fication; the upper half is all O's. 

k=l:(A)-YL~A. The lower half of the 
operand is the low-order 15 bits contained in 
storage location at address J; the upper half 
is all O's. 

k = 2: (A) - ~~A. The lower half of the 
operand is the high-order 15 bits contained in 
the storage location at address y; the upper 
half is all O's. 

k = 3: .A - Y~A. The operand is the 30 bits 
contained in the storage location at address y. 

k = 4: (A) - J ~A. The lower half of the 
operand is y - the low-order 15 bits contained 
in the instruction word after B-register modi­
fication; the upper half is an extension of the 

sign bit. The upper half of the operand will be 
O's if bit 14 of y is a 0, or it will be all l's if 
bit 14 is a 1. 

k = 5: (A) - XY~A. The lower half of the 
operand is the low-order 15 bits contained in 
the storage location at address y; the upper 
half is an extension of the sign bit. The upper 
half of the operand wi 11 be all O's if bit 14 
in the storage location is a 0, or it will be all 
l's if bit 14 is a 1. 

k = 6: (A) - XYu~A. The lower half of the 
operand is the high-order 15 bits contained in 
the storage location at address y; the upper 
half is an extension of the sign bit. The upper 
half of the operand will be all O's if bit 29 in 
the storage location is a 0, or it will be all 
l's if bit 29 is a 1. 

k = 7: (A) - (A) = + O~A. The operand is 
the 30 bits contained in the A-register. The 
operation that is performed is equivalent to 
subtracting a numb er from itself; consequently, 
the A-register will always contain + 0 when 
this value for k is used. 

j DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j = 2: skip N I if (Q) is + or + O. 

j = 3: skip NI if (Q) is - or - O. 

j = 4: skip NI if (AJ[ is + O. 

j = 5: skip NI if (AJ[ is not + O. 

j= 6: skip NI if (AJ[is + or + O. 

j = 7: skip N I if (AJ[ is - or - O. 

ADD Q 

CLASS: Read 

FUNCTION CODE: 26 

MN EM ON IC: 

OPERATION: 

ADD' Q 

(Q)+ Y~Q 

DES C RIP T ION: This instruction adds a 30-bit 
operand to the contents of the Q-register and re­
tains the s urn that is formed in the Q -register. 
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k DESIGNATORS: The operand that is added to 
the contents of the Q-register is derived as 
follows: 
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k = 0: y + (Q )~Q. The lower half of the 
operand is y - the low-order 15 bits are con­
tained in the instruction word after B-register 
modification; the upper half is all O's. 

k = 1: Y
L 

+ (Q )~Q. The lower half of the 
operano is the low-oroer I!:> bItS con talneci in 
the storage location at address J; the upper 
half is all O's. 

k = 2: Yu + (Q )~Q. The lower half of the 
operand is the high-order 15 bits contained 
in the storage location at address y; the upper 
half is all 0 'So 

k = 3: Y + (Q )~Q. The operand is the 30 
bits contained in the storage location at ad­
dress y. 

k = 4: Xy + (Q )~Q. The lower half of the 
operand is y - the low-order 15 bits contained 
in the ins truction word after B -register modi­
fication; the upper half is an extension of the 
sign bit. The upper half of the operand will be 
all O's if bit 14 of y is a 0, or it will be all 
1's if bit 14 is a 1. 

k = 5: XYL + (Q)~Q. The lower half of the 
low-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all 0 's if bit 14 in the 
storage location is a 0, or it wi 11 be all 1 's 
if bit 14 is a 1. 

k = 6: XY + (Q)~Q •. The lower half of the 
operand uis the high-order 15 hits contained 
in the storage location at address y; the upper 
half is an extension of the sign bit. The upper 
half of the operan d wi 11 be all 0 's if bit 29 in 
the storage location is a 0, or it will be all l's 
if bit 29 is a 1. 

k=7:(A)+(Q)~Q. The operand is the 30 
bits contained in the A -register. 

j DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j=l: skipNI. 

j = 2: skip N I if (A) is + or + O. 

j=3: skipNI if (A) is - or - O. 

j=4: skipNI if (QJ[is +0. 

j=5: skipNI if (QJ[is not +0. 

j= 6: skip NI if (QJtis + or + O. 

j=7: skipNlif(Qhis-or-O. 

SUBTRACT Q 

CLASS: Read 

FUNCTION CODE: 27 

MNEMONIC: SUB' Q 

OPERATION: (Q) - Y~Q 

DES C RIP T 10 N: This instruction subtracts a 30-
bit operand from the contents of the Q -register 
and retains the difference that is formed in the 
Q-register. 

k 0 E S I G NAT 0 R S: The operand that is subtracted 
from the contents of the Q-register is derived as 

follows: 

k = 0: (Q) - Y~Q. The lower half of the 
operand is y - the low-order 15 bits contained 
in the instruction word after B -register modi­
fication; the upper half is all O's. 

k = 1: (Q) - YL~ Q. The lower half of the 
operand is the low-order 15 bits contained in 
the storage location at address y; the upper 
half is all O's. 

k = 2: (Q) - Yu~ Q. The lower half of the 
operand is the high order bits contained 
in the storage location at address y; the upper 
half is all O's. 

k = 3: (Q) - Y~Q. The operand is the 30 
bits contained in the storage location at ad­
dress y. 

k = 4: (Q) - XY~Q. The lower half of the 
operand is y - the low-order 15 bits con­
tained in the instruction word after B-register 
modification; the upper half is an extension of 
the sign <bit. The upper half of the operand will 
be all O's if bit 14 of y is a 0, or it will be all 
l's if bit 14 is a 1. 



k=5:(Q) - XY~Q. The lower half of the 
operand is the low~order 15 bits contained in 
the storage location at address y; the upper 
half is an extension of the sign bit. The upper 
half of the operand wi 11 be all O's if bit 14 in 
the storage location is a 0, or it will be all 
l's if bit 14 is a L 

k::: 6: (Q) - XYu---"'Q. The lower half of the 
operand is the high-order 15 bits contained in 
the storage location at address y; the upper 
half is an extension of the sign bit. The upper 
half of the operand will be all O's if bit 29 
in the storage location is a 0, or it will be all 
l's if bit 29 is a 1. 

k = 7: (Q) - (A) ~ Q. The operand is the 
30 bits contained in the A-register. 

j DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip NI if (A) is t or t O. 

j=3: skipNlif(A)is-or-O. 

j = 4: skip NI if (QJ[ is t O. 

j=5: skipNlif(QJ[isnottO. 

j=6: skipN/if(QJ[istortO. 

j=7: skipNlif(QJtis-or-O. 

ENTER Y + Q 

C LASS: Read 

FUN C T ION COD E: 30 

MNEMONIC: 

OPERATION: 

ENT· Y t Q 

Q tY~A 

DES C RIP T ION: This instruction adds a 30-bit 
operand to the contents of the Q-register and 
retains the sum that is formed in the A -register. 
The contents of the Q-register are undisturbed by 
this ins truction. 

k DESIGNATORS: The operand that is added to 
the contents of the Q-register is derived as follows: 

k = 0: (0) t Y~A. The lower half of the 
operand is y - the low-order 15 bits contained 
in the instruction word after B -register modi­
fication; the upper half is all O's. 

k ::: 1: (Q) t Y
L
------ A. The lower half of the 

operand .is the low-order 15 bits contained in 
the storage location at address y; the upper 
half is all O's. 

k = 2: (Q) + ~~A. The lower half of the 
operand is the high-order 15 bits contained 
in the storage location at address y; the upper 
half is all O's. 

k = 3: (Q) t Y~A. The operand is the 30 
bits contained in the storage location at ad­
dress y. 

k = 4: (Q) t Xy~A. The lower half of the 
operand is y - the low-order 15 bits con­
tained in the instruction word after B-register 
modification; the upper half is an extension 
of the sign bit. The upper half of the 0 perand 
will be all O's if bit 14 of y is a 0, or it will 
be all 1 's if bit 14 is a 1. 

k = 5: (Q) t XYL~A. The lower half of the 
operand is the low-order 15 bits contained in 
the storage loc ation at address y; the upper 
half is an extens ion of the sign bit. The upper 
half of the operand will be all 0 's if bit 14 
in the storage location is a 0, or it will be all 
1 's if bit 14 is a 1. 

k = 6: (Q) t XYu~A. The lower half of the 
operand is the high-order 15 bits contained in 
the storage location at address y; the upper 
half is -an extension of the sign bit. The upper 
half of the operand will be all O's if bit 29 in 
the storage location is a 0, or it will be all 
ones if bit 29 is a 1. 

k = 7: (0) t (A)~A. The operand is the 30 
bits contained in the A -regis ter. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j=2: skipNlif(Q)istortO. 

j = 3: skip N I if (Q) is - or - O. 

j = 4: skip NI if (AJ{ if t O. 

j = 5: skip NI if (AJ{ is not t O. 

j=6: skipNlif(AhistortO. 

j= 7: skip NI if (A}fis - or - O. 
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ENTER Y - Q 

C LA SS: Read 

FUNCTION CODE: 31 

MNEMONIC: ENT· Y - Q 

Y - Q--..A. OPERATION: 

DES C RIP T ION: This instruction subtracts the 
contents of the Q-register ·from a 30-bit operand 
and retains the difference th~t i!': fnrmprt in the 
A-register. The contents of the Q-register are un­
disturbed by this instruction. 

k DES I G NAT 0 R S: The operand that the contents 
of the register Q are subtracted from is derived as 
follows: 
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k=O:y-(Q)--..A. The lower half of the 
operand is y - the low-order 15 bits contained 
in the instruction word after B-register modi­
fication; the upper half is all O's. 

k = 1: YL - (Q)--..A. The lower half of the 
operand is the low-order 15 bits contained in 
the storage location at address y; the upper 
half is all O's. 

k =·2: Yu - (Q)--..A. The lower half of the 
operand is the high-order 15 bits contained in 
storage location at address y; the upper half 
is all O's. 

k = 3: Y - (Q) --..A. The operand is the 30 
bits contained in the storage location at ad­
dress y. 

k = 4: Xy - (Q) --..A. The lower half of the 
operand is y - the low order 15 bits contained 
in the instruction word after B-register modi­
fication; the upper half is an extension of the 
sign bit. The upper half of the operand will be 
O's if bit 14 of Y is a 0, or it will be all 1 's if 
bit 14 is a 1. 

k = 5: XYL - (Q)--..A. The lower half of the 
operand is the low-order 15 bits contained in 
the storage location at address y; the upper 
half is an extension of the sign bit. The upper 
half of the operand will be all O's if bit 14 in 
the storage location is a 0 or it will be all 1 's 
if bit 14 is a 1. 

k = 6: XY - (Q) --..A. The lower half of -the 
operand Ys the high-order 15 bits contained in 
the storage location at address y; the upper 
half is an extension of the sign bit. The upper 
half of the operand will be all O's if bit 29 in 
the storage location is a 0 or it will be all 1 's 

if bit 29 is a 1. 

k = 7: (A) - (Q) ~A. The operand is the 30 
bits contained in the A -register. 

DESiGNATORS: 'rhe skip conditions are deter-
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j=2: skipNIif(Q)istortO. 

j=3: skipNIif(Q)is-or-O. 

j = 4: skip NI if (AJ[ is t O. 

j = 5: skip NI if (AJ[ is not t O. 

j = 6: skip NI if (A)f is t or t O. 

j = 7: skip NI if(AJ[ is - or - O. 

STOREAtQ 

CLASS: Store 

FUN C T ION COD E: 32 

MNEMONIC: STR· A t Q 

OPERATION: (A) t (0) ----- Y and A 

DES C R IPT ION: The instruction adds the con­
tents of the A - and Q -registers, retains the sum 
that is formed in the A-register, and stores this 
sum in a storage location. 

k DESIGNATORS: The sum that is stored in the 
storage location is derived as follows: 

k = 0: (A) t (Q) ...... A, Q. The sum is stored in 
the Q=register. Except when k is 0, the Q­
register is undisturbed by this instruction. 

k = 1: (A) t (Q) ...... A, (A)L ...... Y ,Y is undis-
L U 

turbed. The low-order 15 bits of the sum are 
stored in the lower half of the storage loca­
tion at address y; the upper half of the storage 
location is undisturbed. 

k = 2: (A) t (Q) ...... A, (Ah ...... ~,~ is undis­
turbed. The low-order 15 bits of the sum are 
stored in the upper half of the storage loca­
tion at address y; the lower half of the storage 
location is undisturbed. 



k = 3: (AJ + (Q) ~A, Y. The sum is stored 
in the storage location at address y. 

k = 4: (AJ + (QJ~ A. The sum is stored in 
the A-register. 

k = 5: (A) + (Q) ~ A, (A)~ ~ Y
L 

'Yu is undis­
turbed. The com plement of the low-order 15 
bits of the sum is stored in the lower half of 
the storage location at address y; the upper 
half of the storage location is undisturbed. 

k = 6: (AJ + (QJ ~A, (AJ' ~ Yu ' YL is undis­
turbed. The complement of the low-order 15 
bits of the sum is stored in the upper half of 
the storage location at address y; the lower 
half of the storage location is undisturbed. 

k = 7: (A) + (Q) ~ A, (AJ' ~ Y. The comple­
ment of the sum is stored in the storage loca­
tion at address y. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j=l: skipNl. 

j = 2: skip Nl if (Q J[ is + or + O. 

j=3: skipNlif(Qhis-or-O. 

j = 4: skip N I if (Ah is + O. 

j = 5: skip Nl if (AJ[ is not + O. 

j = 6: skip Nl if (AJ[ is + or + O. 

j = 7: skip Nl if (AJ[is - or - O. 

STORE A - Q 

CLASS: Store 

FUN CT 10 NCO 0 E: 33 

MNEMONIC: STR' A - Q 

OPERATION: (AJ - (QJ ~Y and A 

DES C RIP T ION: This instruction subtracts the 
con tents of the Q-register from the A -register, 

retains the difference that is formed in the A­
register, and stores this difference in a stor­
age location. 

k 0 E S IG N A TO R S: The difference that is stored 
in the storage location is derived as follows: 

k = 0: (A) - (Q) ~ A, Q. The difference is 
stored in the Q-register. With the exception 
of this value for k, the Q-register is undisturbed 
by this ins truction. 

k = 1: (A) - (Q) ~A, (A)£-~YL' ~ is undis­
turbed. The low-order 15 bits of the difference 
are stored in the lower half of the storage loca­
tion at address y; the upper half of the storage 
location is undisturbed. 

k=2: (A) - (Q)~AJ (A)L~YU'Yz. is undis­
turbed. The low-order 15 bits of the difference 
are stored in the upper half of the storage 
location at address y; the lower half of the 
storage location is undisturbed. 

k=3:(A) - (Q)~A, Y. The difference is 
stored in the storage location at address y. 

k = 4: (AJ - (Q) ~A. The difference is stored 
in the A-register. 

k = 5: (A) - (Q) ~A, (A~ ~ Y ,Y is undis-
L u 

turbed. Th e com plement of the low-order 15 
bits of the difference is stored in the lower 
half of the storage location at address y; the 
upper half of the storage location is undisturbed. 

k = 6: (A) - (Q)~ A, (A){ YU'Yz. is undis­
turbed. The complement of the low-order 15 
bits of the difference is stored in the upper 
half of the storage location at address y; the 
lower half of the storage location is undisturbed. 

k = 7: (A) - rQ) ~A, (A)' ~Y. The comple­
ment of the difference is stored in the storage 
location at address y. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 1: no skip. 

j = 1: skip Nl. 

j = 2: skip Nl if (OJ[ is + or + O. 

j = 3: skip Nl if (Q J[ is - or - O. 

j = 4: skip Nl if (AJ{is + O. 

j :: 5: skip Nl if (AJ[ is not + O. 

j = 6: skip Nl if (AJ[is + or + O. 

j=7: skipNlif(Ahis-or-O. 
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REPLACE A + Y 

CLASS: Replace 

FUN C T ION COD E: 24 

MNEMON IC: RPL . A + Y 

OPERATION: (A) + Y ~ Y and A 

DESCRIPTION: This instruction adds a 30-
bit operand to the con ten ts of the A-register, re­
tains the sum formed in the A-register, and stores 
this sum in the storage location from which the 
operand was 0 btained. 

k DESIGNATORS: The operand that is added to 
the contents of the A-register and the sum stored 

in the storage location from which the operand 
waS obtained are derived as follows: 

k=O,4,or7: not used. 

k = 1: Y + (A) ---..A, (A) ---..y ; Y is undis-
L L L U . 

turbed. The lower half of the operand IS the 
low-order 15 bits contained in the storage 
location at address y; the upper half is all 
O's. After the sum is formed in the A-register, 
the low-order 15 bits are stored in the lower 
half of the storage location from which the 
operand was obtained; I the upper half of the 
storage location is undisturbed. 

k = 2: Y + (A) ~A, (At~Y; Y is undis-
U U L 

turbed. The lower half 0 the operand is the 
high-order 15 bits contained in the storage 
location at address y; the upper half is all 
O's. After the sum is formed in the A-register, 
the low-order 15 bits are stored in the upper 
h~lf of the stor~ge location from which the 
operand was obtained; the lower half of the 
storage location is undisturbed. 

k = 3: Y + (A) ~A, Y. The operand is the 
30 bits contained in the storage location at 
address y. After the sum is formed in the A­
register it is stored in the storage location 
from which the operand was obtained. 

k = 5: XY
L 

+ (A) ~ A, (Ah~~; Yu is undis­
turbed. The lower half of the operand is the 
low-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the si gn bit. The upper half of 
the operand will be all O's if bit 14 in the 
storage location is a 0, or it will be all 1 's 
if bit 14 is a 1. After the sum is formed in 
the A -register, the low-order 15 bits of this 

sum are stored in the lower half of the storage 
location from which the operand was obtained; 
the upper half of the storage location is un­
disturbed. 

k = 6: XYu + (A) ~A, (A)L~Yu; Yr. is undis­
turbed. The lower half of the operand is the 
high-order 15 bits contained in the storage 
location at address y; the upper half is an ex­
tension of the sign bit. The upper half of the 
opp.r~nrl will hp ::\11 O'~ if hit 29 in thp ~tn!'::\gf':" 

location is 0, or it w ill be all 1 's if bit 29 is a 
1. After the sum is formed in the A -register, 
the low-order 15 bits of this sum are stored in 
the upper half of the storage location from 
which the operand was obtained; the lower 
half of the storage location is undisturbed. 

j DES IG NAT 0 R S: The skip conditions are deter­
mined as follows: 

j=O: no skip. 

j=1: skipNI. 

j= 2: skip NI if (Q) is + or + O. 

j = 3: skip N I if (Q) is - or - O. 

j=4: skipNlif(Ahis+O. 

j= 5: skip NI if (AJ[is not + O. 

j= 6: skip NI if(AJ[ is + or + 0. 

j=7: skipNlif(AJ[is-or-O. 

REPLACE A - Y 

CLASS: Replace 

FUN C T ION COD E: 25 

MNEMONIC: RPL. A - Y 

OPERATION: (A) - Y ---.. Y and A 

DES C R I PT 10 N: This instruction subtracts a 
30-bit operand from the contents of the A-register, 
retains the difference that is formed in the A­
register, and stores this sum in the storage 
location from which the operand was obtained. 

k DES I G NAT 0 R S: The operand that is subtracted 
from the contents of the A-register and the dif­
ference that is stored in the storage location from 
which the operand was obtained are derived as 
follows: 

k = 0, 4, or 7: not us ed. 



k = 1'(A) - E ~A; (A)~Y ; Y is undis-
. L L. L U 

turbed. The lower half of the operand is the 
loweorder 15 bits contained in the storage 
location at address y; the upper half is all O's. 
After the difference is formed in the A -register, 
the low-order 15 bits of this sum are stored in 
the lower half of the storage location from 
which the operand was obtained; the upper 
half of the storage location is undisturbed. 

k = 2: (A) - Yu~A, (A)L~YU; YL is undis­
turbed. The lower half of the operand is the 
high-order 15 bits contained in the storage 
location at address y; the upper half is all O's. 
After the difference is formed in the A -register, 
the low-order 15 bits of the difference are 
stored in the upper half of the storage location 
from which the operand was obtained. 

k = 3: (A) - Y~A, Y. The operand is the 30 
bits contained in the storage location at ad­
dress y. After the difference is formed in A­
register, it is stored in the storage location 
from wh ich the operand was obtained. 

k = 5: (A) - XYL~A, (Ah~~'; J; undis­
turbed. The lower half of the operand is the 
low-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all O's if bit 14 in the 
storage location is a 0, or it will be all l's 
if bit 14 is a 1. After the difference is formed 
in the A-register, the low-order 15 bits of this 
difference are stored in the lower half of the 
storage location from which the operand was 
obtained; the upper half of the storage loca­
tion is undisturbed. 

k = 6: (A) - XYu~A, (A)L~YU; YL is undis­
turbed. The lower half of the operand is the 
high-order 15 bits contained in the storage 
location at add ress y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all 0 's if bit 29 in the 
storage location is a 0, or it will be all l's 
if bit 29 is a 1. After the difference is formed 
in the A-register, the low-order 15 bits of this 
difference are stored in the upper half of the 
storage location from which the operand was 
obtained; the lower half of the storage location 
is undisturbed. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = I: skip Nl. 

j = 2: skip Nl if (0) is + or + O. 

j = 3: skip Nl if (0) is - or - O. 

j = 4: skip Nl if (A)! is + O. 

j = 5: skip Nl if (A)! is not + O. 

j = 6: skip Nl if (A)! is + or + O. 

j = 7: skip Nl if (A)! is - or - O. 

REPLACE Y + Q 

CLASS: Replace 

FUN C T ION COD E : 34 

MNEMONIC: RPL'Y+O 

OPERATION: Y + (O)~Y and A 

DES C RIP T ION: This instruction adds a 30-bit 
operand to the contents of the Q-register, retains 
the sum that is formed in the A-r egister, and 
stores this sum in the storage location from 
which the operand was obtained. 

k 0 E S I G NAT 0 R S: The operand that is added to 
the contents of the Q-register and the sum that is 
stored in the storage location that the operand 
was obtained from are derived as follows: 

k = 0, 4, and 7: not us e d. 

k= 1: Y L + (Q)~A, (A)L~ YL ;Yu is un­
disturbed. The lower half of the operand is 
the low-order 15 bits contained in the storage 
location at address y; the upper half is all 
O's. After the sum is formed in the A-register, 
the low-order 15 bits of this sum are stored in 
the lower half of the storage location from 
which the operand was obtained; the upper 
half of the stora ge location is undisturbed. 

k= 2: Y u + (O)~A, (A)~Yu; YL is un­
disturbed. The lower half of the operand is 
the high-order 15 bits contained in the storage 
location at address y; the upper half is all O's. 
After the sum is formed in the A-register, the 
low-order 15 bits of this sum are stored in the 
upper half of the storage location from which 
the operand was obtained; the lower half of 
the storage location is undisturbed. 
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k = 3: Y + (Q)--..A, Y. The operand is the 30-
bits contained in the storage location at ad­
dress y. After the sum is formed in the A­
register, it is stored in the storage location 
from which the operand was obtained. 

k = 5: XY L + (Q) ~A, (A)~ Y L ; Y u is 
undis turbed. The lower half of the operand is 
the low-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all O's if bit 14 in the stor­
age location is a 0, or it will be all 1 's if bit 
14 is a 1. After the sum is formed in the A­
register, the low-order 15 bits of this sum are 
stored in the lower half of the storage location 
from which the operand was obtained; the 
upper half of the storage location is undisturbed. 

k = 6: XY u + (Q)-.A, (A)~Y u ; Y L is un­
disturbed. The lower half of the operand is the 
high order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all O's if bit 29 in the 
storage location is a 0, or it will be all 0 's if 
bit 29 is a O. After the sum is formed in the 
A-register, the low-order 15 bits of this sum 
are stored in the upper half of the storage 
location from which the operand was obtained; 
the lower half of the storage location is 
undis turbed. 

JOE S I G NAT 0 R S: The conditions for skip are 
determined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip NI if (Q) is + or + O. 

j = 3: skip NI if (Q) is - or - O. 

j = 4: skip !VI if (A)f is + O. 

j = 5: skip NI if (A)f is not + O. 

j = 6: skip N I if (A)f is + or + O. 

j = 7: skip NI if (A)fis - or - O. 

REPLACE Y - Q 

C LASS: Replace 

FUN C T ION COD E: 35 

M N EM 0 N IC: RPL . Y - Q 

OPE RAT 10 N . Y - (Q) --+-- Y and A 
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DESCRIPTION: This instruction subtracts the 
contents the Q-register from a 30-bit operand, 
retains the difference that is formed in the A­
register, and stores this difference in the storage 
location from which the operand was obtained. 

k DES I G NAT 0 R S: The operand that the contents 
of the Q-register are subtracted from and the 
difference that is stored in the storage location 
from which the operand wa~ obtained are derived 
as follows: 

k=O, 4, and 7: not used. 

k = 1: Y L - (Q) --+--A, (A)L~ Y L ; Y u is un­
disturbed. The lower half of the operand is 
the low-order 15 bits contained in the st::>rage 
location at address y; the upper half is all O's. 
After the difference is formed in the A -register 
the low-order 15 bits of this difference are 
stored in the lower half of the storage location 
from whicq the operand was obtained; the 
upper half of the storage location is 
undisturbed. 

k = 2: Y u - (Q)--"A, (A)~Y u; Y L is un­
disturbed. The lower half of the operand is 
the high-order 15 bits contained in the storage 
location at address y; the upper half is all 
O's. After the difference is formed in the A­
register, the low-order 15 bits of this difference 
are stored in the upper half of the storage 
location from which the operand was obtained; 
the lower half of the storage location is 
undis turbed . 

k = 3: Y - (Q)--..A, Y. The operand is the 30 
bits contained in the storage location at ad­
dress y: After the difference is formed in the 
A-register, it is stored in the storage location 
from which the operand was obtained from. 

k = 5: XY L - (Q)~A, (A)~YL ; Y u is 
undisturbed. The lower half of the operand is 
the low-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all O's if bit 14 of the 
storage location is a 0, or it will be all 1 's if 
bit 14 is a 1. After the difference is formed in 
the A-register, the low-order 15 bits of this 
difference are stored in the lower half of the 
storage location from which the operand was 
obtained; the upper half of the storage location 
is undisturbed. 



k = 6: XY u - (Q)--..A, (A)~Y u ; Y L is 
undis turbed. The lower half of the operand is 
the high-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all O's if bit 29 of the 
storage location is a 0, or it will be all 1 's if 
bit 29 is a 1. After the difference is formed in 
the A-register, the low-order 15 bits of this 
difference are stored in the upper half of the 
storage location from which the operand was 
obtained; the lower half of the storage location 
is undisturbed. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j=2: skipNlif(Q)is+or+O. 

j= 3: skip NI if(Q) is - or - O. 

j = 4: skip NI if (Af) is + O. 

j = 5: skip NI if (Af) is not + O. 

j = 6: skip N I if {A f) is + or + O. 

j = 7: skip N I if (A f) is - or - O. 

REPLACE Y + 1 

CLASS: Replace 

FUN C T ION COD E : 36 

M N E M 0 N I C : RP L . Y + 1 

OPE RAT ION: Y + 1--.. Y and A 

DES C Rip T ION: This instruction adds a binary 
1 to a 30-bit operand, retains the sum that is 
formed in the A-register, and stores this sum in 
the storage location from which the operand was 
obtained. 

k 0 E S I G NAT 0 R S: The operand that a binary 1 
is added to and the sum that is stored in the 
storage location that the operand was obtained 
from are derived as follows: 

k = 0, 4, and 7: not used. 

k = 1: Y L + 1-.A, (A L ) ---.. Y L ; Y u is un­
disturbed. The lower half of the operand is the 
low-order 15 bits contained in the storage 
location at address y, the upper half is all O's. 
After the sum is formed in the A-register, the 

low-order 15 bits of this s urn is stored in the 
lower half of the storage location from which 
the operand was obtained; the upper half of 
the storage location is undisturbed. 

k=2:Y u + 1~A, (A)L~Yu;YL is un­
disturbed. The lower half of the operand is 
the high-order 15 bits contained in the storage 
location at address y; the upper half is all 0 's. 
After the sum is formed in the A-register, the 
low-order 15 bits of this sum is stored in the 
upper half of the storage location from which 
the operand was obtained; the lower half of 
the storage location is undisturbed. 

k = 3: Y + l~A, Y. The operand is the 30-
bits contained in the storage location at ad­
dress y. After the sum is formed in the A­
register, it is stored in the storage location 
from which the operand was obtained. 

k = 5: XY L + 1~A, (A)L~Y L ; Y u is un­
disturbed. The lower half of the operand is 
the low-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all O's if bit 14 of the 
storage location is a 0, or it will be all 1's if 
bit 14 is a 1. After the sum is formed in the A­
register, the low-order 15 bits of this sum are 
stored in the lower half of the storage lo­
cation from which the operand was obtained; 
the upper half of the storage location is un­
disturbed. 

k = 6: XY u + 1---+:A, (A)~Y u; Y L is un­
disturbed. The lower half of the operand is 
the high-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all O's if bit 29 of the 
storage location is a 0, or it will be all1's if 
bit 29 is a 1. After the sum is formed in the 
A-register, the low-order 15 bits of this sum 
are stored in the upper half of the storage 
location from which the operand was obtained; 
the lower half of the storage location is 
undisturbed. 

JOE S I G NAT a R S: The skip conditions are deter­
mined as follows: 
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j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip NI if (Q) is + or + O. 

j = 3: skip NI if (Q) is - or - O. 

j = 4: skip NI if (A)[ is + O. 

j = 5: skip NI if (A)f is not + O. 

j = 6: skip NI if (A)f is + or + O. 

j = 7: ski p N 1 if (A) f is - or - O. 

REPLACE Y - 1 

C LA SS: Replace 

FUN C T ION COD E : 37 

M N EM 0 N Ie: RPL . Y - 1 

OPE RAT ION: Y - 1 ~ Y and A 

DES C RIP T ION: This instruction subtracts a bin­
ary 1 from a 30-bit operand, retains the difference 
that is formed in the A-register, and stores this 
difference in the storage location from which the 
operand was obtained. 

k 0 E S I G NAT 0 R S: The operand that a binary 1 
is subtracted from and the difference that is 
stored in the storage location from which the 
operand was obtained are derived as follows: 
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k = 0,4, or 7: not used. 

k = 0: Y L - I~A, (A)L~ Y L ; Y u is un­
dis turbed. The lower half of the operand is the 
low order 15 bits contained in the storage 
location at address y; the upper half is all 
O's. After the difference is formed in the A­
register, the low-order 15 bits of this dif­
ference are stored in the lower half of the 
storage location from which the operand was 
obtained; the upper half of the storage lo­
cation is undisturbed. 

k = 2: Y u - I---+-A, (A)~Y u; Y
L 

is l1n­

distu.rbed. The lower half of the operand is the 
high-order 15 bits contained in the storage 
location at address y; the upper half is all 
O's. After the difference is formed in the A­
register, the low-order 15 bits of this dif­
ference are stored in the lJPper half or the 
storage location from which the operand was 
obtained; the lower half of the storage location 
is u:'ldisturbed. 

k = 3: Y - I~A, Y. The operand is the 30 
bits contained in the storage location at ad­
dress y. A fter the difference is formed in the 
A-register, it is stored in the storage lo­
cation from which the operand was obtained. 

k= 5: XY L - I~A, (A)~YL ;Y u is un­
disturbed. The lower half of the operand is the 
low-order 15 bits contained in the storage 
location at address y; the upper half is an 

the operand will be all O's if bit 14 of the 
storage location is a 0, or it will be all 1 's if 
bit 14 is a 1. After the difference is formed 
in the A-register, the low-order 15 bits of this 
difference are stored in the lower half of the 
storage location from which the operand was 
obtained; the upper half of the storage lo­
cation is undisturbed. 

k=6:XY u -l~A, (A)~YU;YL is un­
disturbed. The lower half of the operand is 
the high-order 15 bits contained in the storage 
location at address y; the upper half is an 
extension of the sign bit. The upper half of 
the operand will be all O's if bit 79 of the 
storage location is a 0, or it will be all 1 's if 
bit 29 is a 1. After the difference is formed 
in the A-register, the low-order 15 bits of this 
difference is stored in the upper half of the 
storage location from which the operand was 
obtained; the lower half of the storage lo­
cation is undisturbed. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip Nl if (Q) is -I or ~. O. 

j=3: skipNlif(Q)is-or-O. 

j = 4: skip NI if (A)[ is + O. 

j = 5: skip NI if (A)f is not + O. 

j = 6: skip N I if (A){ is + or + O. 

j = 7: skip NI if (A)[ is - or - O. 

MUL TfPLICATION 

Multiplication is performed with positive numbers, 
If a multiplication involves any negative numbers, 
they are made positive by complementing them 
prior to performing the multiplication. After the 



positive product is formed in the AQ-register, the 
sign of this product is corrected by complementing 
the contents of the AQ-register, if one, but not 
both, of the original numbers was negative. 

The following rules apply for multiplication: 

• If a positive number is multiplied by a 
positive number or a negative number by a 
negative number, the product will be positive. 

• If a positive number is multiplied by a nega­
tive number or a negative number by a 
positive number, the product will be negative. 

• If positive 0 is multiplied by positive 0 or 
negative 0 by negative 0, the product will 
be positive O. 

• If positive 0 is multiplied by negative 0 or 
negative 0 by positive 0 1 the product will 
be negative O. 

If the range of the multiplicands and multipliers 
is known, it is possible to determine if the entire 
product will be in the Q-register or it part of it 
will be in the A-register by applying the following 
rules: 

• If the most significant bit (the most signifi­
cant 1 in a positive number or the most 
significant 0 in a negative number) of the 
multiplicand is in bit position n, the entire 
product will be in the Q-register if bit 
position 28-n of the Inul tipliel contains a 
sign bit. 

• If the most significant bit of the nmHiplicand 
is in bit positicn il, the entire product may 
be in the Q-register if the most significant 
bit of the multiplier is in bit position 28-n. 

• If the most significant bit of the multiplicand 
is in bit position 11, the entire product will 
not be in the Q-register if bit position 29-n 
of the multiplier does not contain a sign bit. 

The following examples illustrate these rules: 

• The entire product wiH be contained in the 
Q-regis ter. 

000000000000000000000000001010 (mil Itiplicand) 
oooooe ODOOOOOOOOOOooOOOOaOl 000 (mu Iti p I ier) 

000000000000000000000000000000 000000000000000000000001010000 (pi od uct) 
in the A-register in the Q-register 

• The· entire product may be contained in the 
Q-register. 

000000000000000000000000000010 (mu ltip I icand) 
001000000000000000000000000000 (mu It i p lier) 

000000000000000000000000000000 010000000000000000000000000000 (pr od uc t) 
in the A-register in the Q-register 

00111111.1111111111111111111111 (mu ltiplicand) 
000000000000000000000000000011 (mu Itipl ier) 

000000000000000000000000000000 101111111111111111111111111101 (pr od uct) 
in the A-register in the Q-register 

• The entire product will not be contained in 
the Q-register. 

011111111111111111111111111111 (mu Itiplicand) 
100000000000000000000000000000 (mu Itipl ier) 

110000000000000000000000000000 111111111111111111111111111110 (product) 
in the A-register in the Q.register 

MULTIPLY 

CLASS: Read 

FUN C T ION COD E : 22 

MNEMONIC: MUL· 

OPERf\T!O~L (Q) x Y-+-AQ 

DESCRIPT!ON: This instruction multiplies the 
contents of the Q-register by a 30-bit multiplier 
and retains the 60-bi t product that is formed in 
the A Q-register. The interpretation of the j 
designator is made prior to final sign correction. 

k DESIGNATORS: Themultiplierthatthecontents 
of the Q-register are multiplied by is derived as 
follows: 

k = 0: y x (Q)~AQ. The lower half of the 
multiplier is y - the low-order 15 bits contained 
in the instruction word after B-register modifi­
cation; the upper half is all O's. 

f\ = i: Y L x (Q)--+-AQ. The lower half of the 
mEltip!ier is the low-order 15 bits contained 
in the storage locatio:..: at address y; the upper 
half is all O;s. 

1< = 2: Y u x (Q)~.4Q. The lower half of the 
multiplier is the high-order 15 hits contained 
in the storage location at address y; the upper 
half is all O's. 

k = 3: Y x (Q)-+-AQ. The m1Jltiplier is the 
30-bits contained in the storage location at 
address y. 
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k = 4: Xy x (Q)~AQ. The lower half of the 
multiplier is y - the low-order 15 bits contained 
in the instruction word after B-register modifi­
cation; the upper half is an extension of the 
sign bit. The upper half of the multiplier will 
be all O's if bit 14 of Y is a 0, or it will be all 
l's if bit 14 is a 1. 

k = 5: XY L x (Q)~AQ. The lower half of the 
multiplier is the low-order 15 bits contained 
~. ..,~ _ __ J,. _ .. __ ._ _ 1 ___ A..! _._ _ J... _ -.1 ...:J .. _ _ _ =. ....1_ _ _ ___ _ 
HI lllt:: ;:, lUI i::t f:,t:: .lU~i::t l.lUll i::t l i::tuuu:;;:,;:, y, lilt:: Uppt::1 

half is an extension of the sign bit. The upper 
half of the multi plier will be all O's if bit 14 
in the storage location is a 0, or it will be all 
l's if bit 14 is a 1. 

k = 6: XY u x (Q)~AQ. The lower half of the 
multiplier is the hi gh-order 15 bits contained 
in the storage location at address y; the upper 
half is an extension of the sign bit. The upper 
half of the multiplier will be all O's if bit 29 
in the storage locatio n is a 0, or it will be 
all 1 's if bit 29 is a 1. 

k = 7: (A) x (0) ~AQ. The multiplier is the 
30 bits contained in the A-register. This value 
for k may he used if (Q); is a positive number. 
If (Q)i is a negative number, a complemented 
product will result. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 
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j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip NI if (Q) is + or + 0 prior to final 
sign correction, If a skip does not occur, a 
double length product is indicated since there 
is a significant bit in bit position 29 of the 
Q-register. 

j == 3: skip NI if (Q) is - or - 0 prior to final 
sign correction. If a skip occurs, a double 
length product is indicated since there is a 
significant bit in bit position 29 of the 
Q-register. 

j == 4: skip NI if (A) is + 0 prior to final sign 
correction. If a skip occurs, it indicates that 
the product has 30 or less significant bits, 
and that the A-register contains only sign bits. 
This does not mean that the Q-register contains 
the correct product, since bit position 29 of 
the Q-register may contain a significant bit 
of the product, thus making bit position 0 of 

the A-register the first sign bit. If a skip does 
not occur, it indicates that significant bits of 
the product are in the A-register. 

j == 5: skip NI if (A) is not + 0 prior to final 
sign correction. If a skip occurs, it indicates 
that significant bits of the product are in the 
A-register. If a skip does not occur, it in­
dicates the same situation that is present 
when a skip occurs with j = 4. 

j = 6: skip NI if (A) is + or + 0 prior to final 
sign correction. A S kip should always occur 
since (A) should always be a positive number 
prior to final sign correction. 

j = 7: skip NI is (A) is - or - 0 prior to final 
sign correction. A skip should never occur 
since (A) should never be a negative number 
prior to final sign correction. 

DIVISION 

Di vision is also performed with posi tive num bers. 
If a division involves any negative numbers, they 
are made positive by complementing them prior to 
performing the division. After the positive quo­
tient and remainder are formed in the Q- and A­
regis ter res pecti vely, the signs of the quotient 
and remainder are corrected by complementing the 
contents of the Q- and A-registers if one, but not 
both, of the original numbers was negative. 

The following rules apply for division: 

• If a positive number is di vided by a positive 
number or a negative number by a negative 
number, the quotient and remainder will be 
positive numbers. 

• If a pos iti ve num ber is divided by a negative 
number or a negative number by a positive 
number, the quotient and remainder will be 
negative numbers. 

Negative Zero Quotients and Remainders 

Division, if handled improperly, may generate a 
negative 0 quotient or remainder that can have an 
adverse affect on further calculations. This situ­
ation can occur in the following cases: 

Even D ;v;s;on W here The D ;v;dend and D ;v; sor 

Have Unlike Signs and Are Non-Zero 

The result of such a division is that the correct 
quotient will be in the Q-register and the re­
mainder in the A-register will be a negative O. 



When the interpretation of the j-designa tor is 
made, the Q-register will contain the absolute 
value of the quotient and the A-register will 
contain a positive O. For example: 

000000000000000000000000000000 000000000000000001010011100101 (dividend) 
111111111111111110101100011010 (divisor) 

l000000000000000000000000000010 (quotient in the Q-register) 
At j interpretation 

000000000000000000000000000000 (remainder in the A-register) 

{

1111 11111 111111111111111111101 (quotient in the Q-regisier) 
Final Result 

111111111111111111111111111111 (remainder in the A-register 

Division Where The Absolute Value Of The 

Divisor Is Greater Than The Absolute Value Of 

D i v ide n d, The S i 9 n s A re Un Ii k e I And Bot h Are 

Non-Z ero 

When division is performed in this case, the quo­
tient in the Q-register will be a negative 0 and 
the remainder in the A-register will be the 
complement of the absolute value of the dividend. 
At the time the interpretation of the j-designator 
is made, the Q-register will contain a positive 0 
and the A-register will contain the absolute value 
of the dividend. For example: 

000000000000000000000000000000 000000000000000000000000000011 (di vi de nd) 
111111111111111111111111111010 (divisor) 

{

OOOOOOOOOOOOOOOOOOOOOOOOOOOOOO (quotient in the Q-register) 
At j interpretation 

000000000000000000000000000011 (remainder in the A-register) 

1
111111111111111111111111111111 (quoti ent in the Q-register) 

Final Result 
111111111111111111111111111100 (remainder in the A-register) 

Divi sion By Positive Or Negative Zero 

The following rules apply in these cases: 

• If a positive number is divided by positive 
0, the quotient in the Q-register will be a 
negative 0 and the remainder in the A­
register will be the initial contents of the 
Q-register. At the time interpretation of the 
j-designator is made, the contents of the 
Q- and A-registers will be the same as the 
final contents. 

• If a negative number is divided by positive 
0, the quotient in the Q-register will be a 
positive 0 and the remainder in the A­
register will be the initial con tents of the 
Q-register. At the time interpretation of the 
j-designator is made, the Q-register will 

contain a negative 0 and the A-register will 
contain the complement of the initial 
contents of the Q-register. 

• If a positive number is divided by negative 
0, the quotient in the Q-register will be a 
positive 0 and the remainder in the A­

register will be the complement of the 
initial contents of the Q-register. At the 
time the j-designator is interpreted, the Q­
regis ter will contain a negative 0 and the 
A -regis ter will contain the initial contents 
of the Q-register. 

• If a negative number is divided by negative 
0, the quotient in the Q-register will be a 
negative 0 and the remainder in the A­

register will be the complement of the initial 
contents of the Q-register. At the time the 
j-design ator is interpreted, the contents of 
the Q- and A-registers will be the same as 
the final contents 

The following examples illustrate these rules: 

• A positive number divided by positive O. 

000000000000000000000000000001 000000000000000000000000000001 (d iv idend) 
000000000000000000000000000000 (d ivisor) 

r
11 11 111111 11111 11111 11 11 11lll 1 (quotient in the Q-register) 

At j interpretation 
000000000000000000000000000001 (remainder in the A-register) 

{ 

1 111111111 11111 111 1111 11111111 (quotient in the Q-register) 
Final Result 

000000000000000000000000000001 (remainder in the I-register) 

f1 
• A negative number divided by positive O. 

111111111111111111111111111111 111111111111111111111111111110 (dividend) 
000000000000000000000000000000 (d iv is or) 

1
111111111111111111111111111111 (quotient in the Q-register) 

At j interpretation 
000000000000000000000000000001 (remainder in the A-register) 

1
000000000000000000000000000000 (quotient in the Q-register) 

Final Result 
111111111111111111111111111110 (remainder in the A-register) 

• A positive number divided by negative O. 

01011111111111111111111111111 

At j interpretation 

Final Result 

110111111111111111111111111111 (dividend) 
111111111111111111111111111111 (divisor) 
~111111111111111111l11111111111 (quotient in the Q-register) 

~110111111111111111111111111111 (remainder in the A-register) 

j 000000000000000000000000000000 (quotient in the Q-register) 

1001000000000000000000000000000 (remainder in the A-register) 

• A negative number divided by negative O . 

100111 111111111 111111111111111 1101111111 111 11111 1 11111111111 (d ividend) 
111111111111111111111111111111 (d iv is or) 
111111111111111111111111111111 (quotient in the Q-register) 

At j interpretation 
001000000000000000000000000000 (remainder in the Q-register) 

Fina I Result 
{ 

1111111111111 11111111 III 11111 1 (quotient in the Q-register) 

001000000000000000000000000000 (remainder in the A-register) 
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Division Of Positive Or Negative Zero By aNon­

Zero D i vis 0 r Wit hAn Un Ii k e S i g n 

When di vision is perform ed in this case, the 

quotient in the Q-register and the remainder in 
the A-register will be a negative O. At the time 
interpretation of the j-designator is made both 
the Q- and A-register will contain a positive O. 
The following examples will illustrate this: 

000000000000000000000000000000 

At j interpretation 

Final Result 

11111111111111111111111111l1l1 

At j interpretation 

Final Result 
\ 

000000000000000000000000000000 (d iv ide nd) 
111ll1ll111111l111111111111110 (div isor) 

{ 

000000000000000000000000000000 (quotient in tI'e Q-registei) 

000000000000000000000000000000 (re rna inder in the A-regb lei) 

f 111ll1l1l1l111111l11111111Ull (quotifnt in the Q-register) 

lllllllll1111111111l1l111111111 (remainder in !tIe A-registel) 

111l11111111i 11 JJ 11: 1111111111 (dividend) 
000000000000000000000000000001 (d iv is Ci) 

{ 

000000000000000000000000000000 (Quotient in the Q-reg isler) 

OOOOOOOQOOOOOOODOOOOOOoaoooooo (remai~de' in ihe II-register! 

{ 
11 lllllllllil 11 illlllll1lll111 (quotient in thp. Q-register:' 

11l11ll11l1l111ll1111111111ll1 (remainder in the A-register' 

Divide Overflow With Non~Ze,.o Divisor and 

Dividend 

In diviscn, the di\'.i.dend in the AQ-register may 
have up to 59"significant bits while the divisor 
may have as few as 1. In these cases, a quotient 

may be generated that has as many as 5:J signifi­
cant bits. Since the Q-register has a 30-tlit 
capacity, an overflow si tU8tion will result whe!! 
a quotient is generated that has more than 29 
significant bits. If overflow does OCCill, the 
quotient in the Q-register v;ill be a positive 0 if 
the divisor and dividend have unlike signs, or it 
will be a negative 0 if the signs were the same. 
At the time the j-desigr..ator is interpreted the Q­
register will always contain a negative O. 

The following rules go\'ern the occurrence of a 
di vide overflow: 
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• If the most significar:t bit of the divisor is 
in bit position n, a divide overflow ,dll not 
occur if the di\cidEnd lias no significant bits 
beyond bit posHiJ::l~ n ! 28. 

II If the most sigYliHcant bit of the divisor is 
in tit positict1 n, a divide overf;o",' v.Till 
occur if the divi{~:E"IHi has a signiHcart bit 
in bit pos !tior 1) .~. 30 (II beyo:::d. 

• If the mo';,t s;.gnHi(~8nt hit of the did.sor is 
in hit pos it:C)n 1~, a d~. vidE overf1.u·v m,~ y 

OCCllr if the r:'os~ s.:gni:~icRnt hit (II" t~!E' 

di vidend is in hit ros~ticn r, -: 29, 

The follo\ving exaraples illustrate these rules: 

• No overflow. 

000000000000000000000000000000 000000000000000010110001011100 (d iv idend) 
000000000000000000001010011100 (d iv is or) 

{ 

000000000000000000000000010001 (quotient in the Q-register) 
At j interpretation 

000000000000000000000000000000 (remainder in the A-register) 

{ 

000000000000000000000000010001 (ql!otient in the Q-register) 
Fina I Result 

000000000000000000000000000000 (rema inder in the A-register) 

• Overflow occurs. 

000000000000000100011 001l 00011 01 00111101111 QOi li i 0011 OJ 0101 J (d i~iderd) 
OOOOOOOGOOOOOOOOiOOOOOOI 000000 (~ivis or) 

{ 

11111 1I1l1 I III 1Il111 II III 11 111 (quotient in the Q-register) 
At j interpretation 

0100111l011!lOOOO1l001ll101011 (remainder In the A-register) 

{ 

IlIlllilllllilllllllllllllilll (Quotient in the Q-register) 

010011l1011li0000ll00l11101011 (remainder in the A-register) 
Final Result 

II Overflow may occur. 

1111111111111110111 001 0: 0111 00 iOii 000lJ1 OtvOIl III 00011 GOlli i il (d iv idend) 
OOfiWOOOGGOOOOOOI0GliOOOl 000000 (0 j v is or) 

------------··--{;i]~1J]))1JjJ:ljlll;1l1lIr:ll1 (4"utieni in f,e Qregister) 

At j interpretation 
Olr:Ol111(;;I!!r:~'11l:(jOllOOl,(lnD (i~;r,~hl?f in the Qregis~iif) 

f")"(lCQl',\,rl~O(l)iiOO\'('Oc.oooouuooo (':Ll1tient in the Q-register) 

{jQ, ![,:)L::I[!~"OjJO~'unlllpn;;ll: (',mai.+H in L€ A·regidcl) 

In this example, 0vf:rflow occur::;. 

OOOOOOOOOOOOClGOOOOOOOOOOOCOOOI oOOOOOOOOGOOuOiJ&OOOOOOOOOOOOOfi (Il i J itiend) 
00000000000000000000000000001] (d ivis or) 

{

000010001000iOOOIOOOOI1ll0iI01 (r.!lotient in \!'e Q regi~tel) 
At j int€rpreiztion 

OOOOOOGD~cor·OOOGOOOOOGOOOOOOOl (ie ma inder in ii:e A-reg is ~";) 

{

OOGOIOOOI00G1000IOOOOllIl01l01 (quotient in tile Q-regble.; 

0000000000(\0000000000000000001 (rema inder in tile A-register) 
Final Result 

In this example, overflow does Hot ocellI. 

The reri1~linder in overf] 0\'\' division is difficdt b 
determine 811(J the value of suci, inf01H12tion, 
vlhen obtained, is questionable. Tlie rn]u~; tIle)( 

are stated below are valid at least in the above 
examplEs. ThEY should not, however, he CGIi­

sidered uni versa! rules. 

• If the dividend and diviso! are positive 
tnllnbers! add t1:e dividend ai'cl divisor. The 
rernailHlt',:: in t£ie I.l-register ',v:~n he the 10·;,'­

order 3f) hits of HiE SU~1l t!-I,,,';-i.s forned. At 
th:) tiri'2:"h.e f-designaior hi in+,o;rpreted, the 

conterts of tk:: '~-regjstel ,,::~_~: oe i.}i::': same 



• If the dividend and divisor are negative 
numbers, complement the dividend and 
divisor, and then add them. The remainder 
in th e A -reg is ter will be the low-order 30 
bits of the sum that is formed. At the time 
interpretation of the i-designator is made, 
the conten ts of the A-register will be the 
sam e as the final con tents. 

• If the di vidend is a positive number and the 
divisor is a negative number, the divisor 
should be complemented and then added to 
the dividend. The final remainder in the 1-
register will be the complement of the low­
order 30 bits of the sum that is formed. At 
the time interpretation of the i-designator is 
made, the contents of the A-register will be 
the low-order 30 bits of the sum that is 
formed. 

• If the dividend is a negative number and the 
divisor is a positive number, complement 
the dividend should be complemented and 
then added it to the divisor. The final re­
mainder in the A-register will be the com­
plement of the low-order 30 bits of the sum 
that is formed. At the time the i-designator 
is interpreted, the contents of the A-register 
will be the low-order 30 bits of the sum that 
is formed. 

DIVIDE 

CLASS: Read 

FUN CT ION COD E: 23 

MNEMONIC: DIV. 

OPERATION: (AQ) + Y ~~Q, Remainder~A 

DES C RIP T ION: This instruction divides the 
contents of the AQ-register by a 30-bit divisor 
and retains the quotient and rem ainder that are 

formed in th e Q - and A -registers respectively. 
The interpretation of the j-designator is made 
prior to final sign correction. 

k 0 E S I GNAT 0 R S: The divisor that the contents 
of the AQ-register are divided by is derived as 
follows: 

k = 0: (AQ) + y-...Q, R-....A. The lower half 
of the divisor is y - the low-order 15 bits con­
tained in the instruction wo rd after B -register 
modification; the upper half is all O's. 

k = 1: (AQ) + YL ....... Q, R ....... A. The lower half 
of the divisor is the low-order 15 bits con­
tained in the storage location at address y; the 
upper half is all 0 'so 

k = 2: (AQ) + Yu ....... Q, R ....... A. The lower half 
of the divisor is the high-order 15 bits con­
tained in the storage location at address y; the 
upper half is all O's. 

k = 3: (AQ) + Y ....... Q, R ....... A. The divisor 
is the 30 bits contained in the storage location 
at address y. 

k = 4: (AQ) + XY ....... Q, R ....... A. The lower 
half of the divisor is y - the low-order 15 bits 
contained in the instruction word after B­
register mo dification; the upp er half is an ex­
tension of the sign bit. The upper half of the 
divisor will be all O's if bit 14 of Y is a 0, or 
it will be all 1 's if bit 14 is a 1. 

k = 5: (AQ) + XY
L 

....... Q, R ....... A. The lower 
half of the divisor is the low-order 15 bits 
contained in the storage location at address 
y; the upper half is an extension of the sign 
bit. The upper half of the divisor will be all 
O's if bit 14 of the storage location is a 0, or 
it will be alII's if bit 14 is a 1. 

k = 6: (AQ) + XYu~Q, R --+-A. The lower 
half of the divisor is the high-order 15 bits 
con tained in the storage location at add ress 
y; the upper half is an extension of the sign 
bit. The upper half of the divisor will be all 
O's if bit 29 in the storage location is a 0, 
or it will be all 1 's if bit 29 is a 1. 

k = 7: not us ed. 

j 0 ESIGN ATO RS: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j = 2: s~ip IVI if (Q) is + or + 0 prior to final 
sign correct ion. If a skip does not occ ur, a 
faulty divide is indicated. 

j = 3: skip I'll if (Q) is - or - 0 prior to final 
sign correction. if a skip occurs, a faulty 
divide is indicated. 

j = 4: skip LVI if (A) is + 0 prior to final sign 
correction. If a skip occurs, no remainder is 
indicated. 
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j = 5: skip NI if (A) is not + 0 prior to final 
sign correction. If a skip occurs, a remainder 
is indicated. 

j= 6: skip NI if (A) is + or + 0 prior to final 
sign correction. If a skip occurs, a legitimate 
divide with or without rem aind er is indicated. 

j = 7: skip NI if (A) is - or - 0 prior to final 
si gn correct ion. If a skip occurs, a faulty 
divide is indicated. 

COMPARE 

C LA SS: Read 

FUN C T ION COD E: 04 

MNEMONIC: COM • A • Q, • AQ 

OPERATION: Compare (A) and/or (0) with 
Y to determine skip. 

DES C RIP T ION: This instruction compares the 
signed value of a 30-bit operand with the signed 
value of the contents of the A -register and/or the 
contents of the Q-register. 

k 0 ESIGN ATO RS: The operand that the contents 
of the A - register and/or the Q -register are com­
pared with is derived as follows: 
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k = 0: Y = y. The lower half of the operand is 
y - the low-order 15 bits contained in the in­
struction word after B-register modification; 
the upper half is all O's. 

k = 1: Y = Y
L

• The lower half of the operand is 
the low-order 15 bits contained in the storage 
location at address Yi the upper half is all O's. 

k = 2: Y = Yu ' The lower half of the operand is 
the high-order 15 bits contained in the storage 
location at address Yi the upper half is all O's. 

k = 3: Y = Y. The operand is the 30 bits con­
tained in the storage location at address y. 

k = 4: Y = Xy. The lower half of the operand is 
y - the low-order 15 bits contained in the in­
struction word after B-register modification; 

the upper half is an exten sion of the sign bit. 
The upper half of the operand will be all O's 
if bit 14 of y is a 0 , or it will be all l's if bit 
14 is a 1. 

k = 5: Y = XY
L

• The lower half of the operand 
is the low-order 15 bits contained in the storage 
location at address y; the upper half is an ex­
tension of the sign bit. The upper half of the 
operand will be all O's if bit 14 of the storage 

~ ....... n .... ~:4- ••• :111... ........ 111' .... :£ 1..: .. 1A 
... ~ ..... VI V.I. .I.L VV.L.L.I. .., ..... Q..L.L .L .;:, .L.L U.Ll. ..L., 

is a 1. 

k = 6: Y = XY. The lower half of the operand u 
is the high-order 15 bits contained in the 
storage location at address y; the upp er half 
is an extension of the sign bit. The upper 
half of the operand will be all O's if bit 29 of 
the storage location is a 0 , or it will be all 
l's if bit 29 is a 1. 

k = 7: Y = (A). The operand is the 30 bits con­
tained in the A-register. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j=2: skipNlifY~ (Q). 

j=.3: skipNlifY> (Q). 

j = 4: skip NI if (A)< Y:O:;(Q). 

j = 5: skip NI if Y > (Q) or if Y:O:;(A). 

j = 6: skip NI if Y:O:;(A). 

j=7: skipNlifY>(A). 

Negative Zero in Compare Operations 

Negative 0 has the following properties in com­
pare operations; 

1. -0 = -0. 

2. -0 =I +0. 

3. -0 < +0. 

4. -Y < -0 if Y =I O. 

To summarize, if Y "I 0, -Y < -0 < + 0 < + Y. 



Shift instructions shift the contents of a selected 
register, Y bit positions right or left. The shift 
count, Y, is always treated as a 6-bit positive 
number regardless of the configuration of the 
other 24 bits. 

RIGHT SH 1FT Q 

C LA SS: Read 

FUNCTION COD E: 01 

MNEMONIC: RSH • Q 

OP ERAT ION: Shift (Q J right Y bit positions. 

DESCRIPTION: This instruction shifts the con­
tents of register Q, Y bit positions to the right. 
The bits that are shifted off the right end a re lost 
and sign bits fill in on the left end in those bit 
positions that were vacated. If Y > 59 i an in­
correct shift will result. If 29~Y ~ 59

10 
,10 all bit 

positions of the Q-register will contain the original 
sign bit. 

k 0 E S I G NAT 0 R S: The shift count, Y, is deter­
mined as follows: 

k = 0 0 r 4: X = y. The shift count is the low­
order 6 bits of y; that is, the low-order 6 bits 
contained in the instruction wo rd after B­
register modification. 

k = 1, 3, or 5: Y = Y
L

• The shift count is the 
low-order 6 bits contained in the lower half 
of the storage location at address y. 

5. SHIFT INSTRUCTIONS 

k = 2 0 r 6: y = Yu ' lone sn~tt count is the low­
order 6 bits contained in the upper half of the 
storage location at address "y. 

k = 7: Y = A
L

• The sh ift count is the low-order 
6 bits contained in the A-register. 

JOE S IG NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j = 2: skip N I if (Q his + or + O. 

j = 3: skip N I if (Q}f is - or - O. 

j= 4: skip NI if (A) if + O. 

j = 5: skip Nl if (AJ is not + O. 

j= 6: skip NI if (A) is + or + O. 

j = 7: skip NI if (A) is - or - O. 

Examples: 

1. (Q)j = 100100101111111011100001110101 

Y = 8 
10 

(Q)f = 111111111001001011111110111000 

2. (Q)j = 001111111101111011110001110111 

Y = 29 
10 

(Q)f = 000000000000000000000000000000 
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RIGHT SHIFT A 

CLASS: Read 

FUNCTION CODE: 02 

MNEMONIC: RSH . A 

OPERATION: Shift (A) righ t Y bit positions, 

DES C RiP T iON: 1 filS ins truction sh iits the con­
tents of the A-register Y bit positions to the right. 
The bits that are shifted off the right end are lost 
and sign bits fill in on the left end in those bit 
positions that were vacated. If Y > 59

10
, an in­

correct shift will result. If 29~ Y ~ 59
10

, all bit 
positions of the A-register will contain the original 
sign bit. 

k DESIGNATORS: The shift count,Y, is derived 
as follows: 

k = 0 or 4: Y = y. The shift count is the low­
order 6 bits of y; that is, the low-order 6 bits 
cont ained in the ins truction wo rd after B­
register modification. 

k = 1, 3, 0 r 5: Y = YL • The shift count is the 
low-order 6-bits contained in the lower ha lf 
of the storage location at address y. 

k= 2 or 6: Y = Y. The shift count is the low­u 
order 6 bits contained in the upper half of the 
storage location at address y. 

k = 7: Y = A L' The shift count is the low­
order 6 bits contained in the A -register. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip N I if (Q) is t or t O. 

j=3: skipNlif(Q)is-or- O. 

j = 4: skip N I if (AJ[ is t O. 

j = 5: skip NI if (AJ[ is not t O. 

j = 6: skip NI if (AJ[ is t or t O. 

j = 7: ski p N I if (A h is - 0 r - O. 

RIGHT SHIFT AQ 

CLASS: Read 

FU NC TIO N COD E: 03 

MNEMONIC: RSH . AQ 

OPERATION: Shift (AQ) right Y bit positions. 

DES C R I PT ION: This instruction shifts the con­
tents of the AQ-register, Y bit positions to the 
right. The bits that are shifted off the right end 
of the Q-register are lost, the bits that are shifted 
off the right end of the A -register fill in on the 
left end of the Q -register in those positions that 
were vacated, and the left end of the A-register 
is filled in with sign bits. (The sign bit in this 
case is the bit in bit position 29 of the A-register.) 

If Y > 59
10

, an incorrect shift will result. If 
Y2:29

10
, all bit positions of the A -register will 

contain a sign bit. If Y = 59
10

, all bit positions 
of both the A - and Q-registers will contain a 
sign bit. 

k DESIGNATORS: The shift count, Y, is derived 
as follows: 

k = 0 0 r 4: Y = y. The shift count is the low­
order 6 bits of y; that is, the low-.order 6 bits 
contained in the i~struction word after B­
register modification. 

k = 1, 3, 0 r 5: Y = Y
L

' The shift count is the 
low-order 6 bits contained in the lower half 
of the storage location at address y. 

k = 2 0 r 6: Y = Yu ' The shift count is the 
low-order 6 bits contained in the upper half 
of the storage location at add ress y. 

k = 7: Y = A L' The sh ift count is the low­
order 6 bits contained in the A -regis ter. 

JOE S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j=l: skipNI. 

j=2: skipNlif(QhistortO. 

j=3: skipNlifrQhis-or-O. 

j=4: skip NI if(Ah is to. 

j = 5: skip NI if (Ah is not t O. 

j=6: skipNlif(AhistortO. 

j = 7: skip NI if (Ah is - or - O. 



Examples: 

(A) 

1. (AQ)j = 111010011111111111011010001100 

Y =12 
10 (A) 

(AQ)f = 1111l1111l11111010011111111111 

(A) 
2. (AQ)j = 101111000011101010000000000001 

Y = 59 10 (A) 

(AQ)f = 111111111111111111111111111111 

LEFT SHIFT Q 

CLASS: Read 

FUN C T ION COD E: 05 

(Q) 

001110101101010010100011001001 

(Q) 

011010001100001110101101010010 

(Q) 
11111111110000010101 01010101 01 

(Q) 

111111111111111111111111111111 

MNEMONIC: LSH . Q 

OPERATION: Shift CQ) left Y bit positions, 
end around. 

DES C RIP T ION: This instruction sh ifts the con-

j = 3: skip N I if (Q h is - or - O. 

j=4: skipNIif(A) is to. 
j = 5: skip NI if (A) is not t O. 

j= 6: skip NI if (AJ is tor + O. 

j= 7: skip NI if (.4) is - or - O. 

Examples: 

1. (Q)j = 001110101101010010100011001001 

Y = 15
10 

(Q)f = 010100011001001001110101101010 

2. (Q)j = 111010011111111111011010001100 

Y = 30 
10 

(Q)f = 111010011111111111011010001100 

LEFT SHIFT A 

tents of the Q -register, Y bit positions to the left. C LAS S: Read 

The bits that are shifted off the left end fill in on 
the right end in the bit {Dsitions that were vacated. 
If Y > 59

10
, an incorrect shift will result. If 

Y :: 30
10

, the Q-register will be restored to its 
in itial condi tion. 

k DESIGNATORS: The shift count, Y, is derived 
as follows: 

k= 0 or 4: Y = y. The shift count is the low­
order 6 bits of y.; that is, the low-order 6 bits 
contained in the instruction word after B­
register modification. 

FUN C T ION COD E: 06 

MNEMONIC: 

OPERATION: 

LSH . A 

Shift (A) left Y bit positions, 
end around. 

DES C RIP T ION: This ins truction shifts the con­
tents of the A-register Y bit positions to the left. 
The bits that are shifted off the left end fill in 
on the right end in the bit positions that were 
vacated. If Y > 59

10
, an incorrect shift will result. 

If Y = 30
10

, the A -register will be restored to its 
initial condition. 

~; = I, 3, or 5: Y = Ii,. The shift count is the 
low-order 6 bits contained in the lower half k 0 E S I G NAT 0 R S: The shift count, Y, is derived 
of the storage location at address y. as follows: 

k:: 2 or 6: Y = Yu . The shift count is the low­
order 6 bits contained in the upper half of the 
storage location at address y. 

k = 7: Y = A L • The shift count is the low­
crder 6 bits contained in the A-register. 

j [) E S I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip 

j = 1: skip N I. 

j = 2: skip N I if (Q h is t or t O. 

k = 0 0 r 4: Y = y. The shift count is the low­
order 6 bits of y; that is I the low-order 6 bits 
contained in the instruction word after B­
regist er mo dification. 

k = 1, 3, or 5: Y = Y. The shift count is the 
L 

low-order 6 bits contained in the lower half 
of the storage location at address y. 

k = 2 0 r 6: Y = Yu • The shift count is the low­
order 6 bits contained in the upper half of the 
storage location at address y. 

k = 7: Y = A
L

• The sh ift count is the low-order 
6 bits contained in the A-register. 
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j DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j=l: skipNI. 

j=2: skipNlif(Q)istortO. 

j = 3: skip NI if (Q) is - or - O. 

j=4: skip NI if(AJt istO. 

j = 5: skip N I if (A J{ is not t O. 

j = 6: skip NI if (Ah is t or t O. 

j = 7: skip NI if (AJ[ is - or - O. 

L EFT SH 1FT A Q 

C LA SS: Read 

FUN C T ION COD E: 07 

MNEMONIC: 

OPERATION: 

LSH • AQ 

Shift (AQ) left Y bit positions, 
end around. 

DES C RIP T ION: This instruction shifts the con­
tents of the A Q-register Y bit positions to the 
left. The bits that are shifted off the left end 
of the A -register fill in on the righ t end of the Q­
register in the bit positions that were vacated, 
and the bits that are shifted off the left end of 
register Q fill in similarly on the right end of the 
A -register. If Y > 59

10
, an incorrect shift will 

result. If Y = 30
10

, the contents of the A -register 
and the Q-register will be interchanged. 

k DESIGNATORS: The shift count, Y, is derived 
as follows: 

k = 0 0 r 4: Y = y. The low-order 6 bits of y; 
that is, the low-order 6 bits cOhtained in the 
instruction word after B-register modification. 

k = 1, 3, 0 r 5: Y = Y
L

' The low-order 6 bits 
contained in the lower half of the storage 
location at address y. 

k = 2 0 r 6: Y = Y. The low-order 6 bits con­
u 

tained in the upper half of the storage location 

k = 7: Y = A •. The low-order 6 bits contained 
L 

in the A -register. 

DES IG NAT 0 R S: The skip conditions are deter-
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j = 2: skip NI if (Q h is t or t O. 

j=3: skipNlif(Qhis-or-O. 

j = 4: skip NI if (Ah is t O. 

j=5: skipNlif(Ah.isnotO. 

j=6: skipNlif(AJ[istortO. 

j=7: skipNlif(Ahis-or-O. 

Examples: 
(A) 

1. (AQ)j = 111010011lJ 1111111011010001100 

Y=G,o (A) 

(AQ~ = 011111111111011010001100001110 

(A) 
2. (AQ)j = 101111101010001100010011101101 

(Q) 

001110101101010010100011001 001 

(Q) 

101101010010100011001001111010 

(Q) 
000000011111111010101010011001 

Y=30,o (A) (Q) 

(A Q)f = 000000011111111010101010011 001 101111101010001100010011101101 



Logical instructions are based upon five opera­
tions: logical product, selective set, selective 
clear, selective complement, and selective sub­
stitute. They operate on the individual bit posi­
tions of the operands; that is, the condition of a 
specific bit position in the result is determined by 
the condition of the corresponding bit positions in 
the operands. 

LOGICAL PRODUCT, L [Y(Q)] 

Logical product operations are generally used for 
masking; that is, lifting out a selected portion of 
an operand and leaving the unwanted portions be­
hind. This is accomplished by placing a mask in 
the Q-register consisting of 1 's in the desired bit 
positions and O's in the others. The logical product 
formed will contain those bits of the operand that 
correspond to the 1 's in the Q-register. All other 
bits of the logical product will be O's. Simply stated, 
in logical product operations the following rules 
apply: 

o o 

o o 

nth bit 0 f L [ Y (0)] o 0 o 

6. LOGICAL INSTRUCTIONS 

The follow ing examples illustrates these rules: 

(Q)= 000000000000000000111000111000 

Y = 000000000000000000001010011100 

L [Y (Q )] = 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 O!frttf}~ 
\\ I f}Q1) 

SELECTIVE SET. (A) v Y 

Selective set operations are used to force 1 's into 
selected bit positions of the A-register. The bit 
positions that 1 's are forced into are determined 
by the condition of the corres ponding bit posi­
tions in the operand; that is, if either or both of 
these bit positions contain a 1, the result will be 
a 1. If both contain a 0, the result will be a O. 
Simply stated in selective set operations the fol­
lowing rules apply: 

A = 0 0 
n 

Y = n o o 

nth bit of (A) v Y= 0 

The following example illustrates these rules: 

(A) = 000000000000000000001010011100 

Y 

(A) v Y 

000000000000000000100100100100 

000000000000000000101110111100 
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SEL ECTIVE CL EAR. (A) A N 

Selective clear operations are used to force O's 
into selected bit positions of the A-register. The 
bit positions that 0 's are forced into are determined 
by the presence of 1 's in the corresponding bit 
positions of the operand; that is, if a bit posi-

tion in the operand contains a 1, the result will be 
a O. Simply stated, the following rules apply in 
selective clear operations: 

o 

Yn = 0 0 

nth bit of (A)I\ Y :::: 0 0 0 

The following example illustrates these rules: 

(A) :::: 111111111111111111101110010111 

Y 

(A) 1\ Y 

000000000000000000100100100100 

111111111111111111001010010011 

It should be noted that selective clear operations 
also perform a zero-masking function. If the above 
example is examined, this soon becomes apparent 
since in each case where a bit position of the 
operand contains a 0, the bit in the corresponding 
bit position in the A-register is lifted out and 
placed in the res ult. 

SELECTIVE COMPLEMENT. (A) e Y 

Selective complement operations are used to com­
plement the bits in selected bit positions of the 
A-register. The bit positions that are to be com­
plemented are determined by the presence of 1 's 
in the corresponding bit positions of the operand; 
that is, if a bit position in the operand contains a 
1, the hit in the corres ponding hit position of the 
A-register will he complemented. Simply stated, 

SEL ECTIVE SUBSTITUT E. L [(A)(Q)] + L[Y(Q)] 

Selective substitute operations are used for re­
placing bits in selected bit positions of the A­
register with bits from the corresponding hit posi­
tions of an operand. The bits of the operand that 
w ill replace those in the A-register are specified 
hy 1 's in the Q-register. For example: 

FIR ST: 
In \' nnl'\nnnnnnnl'\nnnnnnn1 11 nnn111 nnn 
\~, = VVVVVVVVVVVVVVVVVVlllVVVlllVVV 

(A) :::: 000000000000000000001101011110 

L[(A)(Q)'] :::: 000000000000000000001000011000 

SECOND: 

(Q) = 111111111111111111000111000111 

Y = 000000000000000000110010101100 

L [Y (Q)] = 0000000 00000000000000010000100 

FINALLY: 

L[(A)(Q)'] :::: 000000000000000000001000011000 

L [Y (Q)] :::: 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 1 0 0 

L [(A )( Q )' ] :::: 000000000000000000001010011100 
+ L[ Y (Q)] 

ENTER LOGICAL PRODUCT 

CLASS: Read 

FUN C T ION COD E: 40 

MNEMONIC: ENT· LP 

OPERATION: L [Y(Q)]~A 

DESCRIPTION: This instruction forms the logical 
product of the contents of the Q-register and a 30-

the follmving rules apply in selective complement bit operand and retains it in the A-register. 
operations: 

o 

o 

o 

o 

nthbitof(A)®Y:::: 00 

The following example illustrates these rules: 
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(A) :::: 000000000000000000100101110111 
y 

(A) e Y 

000000000000000000111000111000 

000000000000000000011101001111 

k DES I G NAT 0 R S: The operand in the logical pro­
duct operation is derived as follows: 

k:::: 0: L[y(Q)]~ A. The lower half of the oper­
and is y - the low-order 15 bits contained in 
the instruction word after B-register modifica­
tion; the upper half is all O's. 

k:::: 1: L[Y L (Q)] ~ A. The lower-half of the oper­
and is the low-order 15 bits contained in the 
storage location at address y; the upper half is 
all O's. 



k = 2: L[Y u (Q )] ...... A. The lower-half of the oper­
and is the high-order 15 bits contained in the 
storage location at address y; the upper half is 
all O's. 

k = 3: L[Y(Q)] ~ A. The operand is the 30 bits 
contained in the storage location at address y. 

k = 4: L[Xy(Q )}-~A. The lower half of the oper­
and is y - the lower-order 15 bits contained in 
the instruction word after B-register modifica­
tion; the upper half is an extension of the sign 
bit. The upper half of the operand will be all 
O's if bit 14 of y is a 0, or it will be all 1 's if 
bit 14 is a 1. 

k = 5: L[XY L (Q)] -.. A. The lower half of the 
operand is the low-order 15 bits contained in 
the storage location at address y; the upper 
half is an extension of the sign bit. The upper­
half of the operand will be all O's if bit 14 in 
the storage location is a 0, or it will be all 1 's 
if bit 14 is a 1. 

k = 6: L[XYu (Q)] -.. A. The lower-half of the 
operand is the high-order 15 bits contained in 
the storage location at address y; the upper­
half is an extension of the sign bit. The upper­
half of the operand will be all 0 's if bit 29 in 
the storage location is a 0, or it will be all 1 's 
if bit 29 is a 1. 

k = 7: L[( A)(Q)] --.. A. The operand is the 30 

bits contained in the A-register. 

iDE S IG NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip NI if (A)f contains an even number 
of 1 's, all 1 's, or all O's. 

j = 3: skip.NI if (AJ[ contains an odd number 
of l's. 

j = 4: skip N I if (A)E is + O. 

j = 5: skip N I if (AJt is not -+ O. 

j = 6: skip N I if (AJt is -+ or + O. 

j == 7: skip NI if (AJ[ is - or - O. 

ADD LOGICAL PRODUCT 

CLASS: Read 

FUNCTION CODE: 41 

MNEMONIC: ADD· LP 

OPERATION: (AJ + L[Y(QJ]~A 

DES C RIP T ION: This instruction adds the contents 
of the A-register to the logical product of the con­
tents of the Q-register and a 30 bit operand and re­
tains the sum that is formed in the A-register. 

k 0 E S I G NAT 0 R S: The operand in the logical pro­
duct operation is derived as follows: 

k= 0: (A)+LLY(Q)]-..A. The lower half of the 
operand is y - the low-order 15 bits contained 
in the instruction word after B-register modifica­
tion; the upper half is all O's. 

k=i: (A)tL[YL(QJ]-"A. The lower half of 
the operand is the low-order 15 bits contained 
in the storage location at address y; the upper­
half is all O's. 

k= 2: (A)+L[Yu (Q)]-..A. The lower half of 
the operand is the high-order 15 bits contained 
in the storage location at address y; the upper­
half in all 0 's. 

k=3: (A)+L[Y(Q)]-"A. The operand is the 
30 bits contained in the storage location at ad­
dress y. 

k = 4: (A) + L[Xy(Q)] ~ A. The lower- half of 
the operand is y - the low-order 15 bits con­
tained in the instruction word after B-register 
modification; the upper-half is an extension of 
the sign bit. The upper-half of the operand will 
be all O's if bit 14 of y is a 0, or it will be all 
1 's if bit 14 is a 1. 

k = 5: (A)+L[XYL (Q)]-..A. The lower half of 
the operand is the low-order 15 bits contained 
in the storage location at address y; the upper­
half is an extension of the sign bit. The upper­
half of the operand will be all O's if bit 14 in 
the storage location is a 0, or it will be all 1 's 
if bit 14 is a 1. 

k~6: (A)+L[XYu(Q)]-..A. The lower-half of 
the operand is the high-order 15 bits contained 
in the storage location at address y; the upper 
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half is an extension of the sign bit. The upper­
half of the operand w ill be all 0 's if bit 29 in 
the storage location is a 0, or it will be all 1 's 
if bit 29 is a 1. 

k == 7: (A) + L[( AXQ)] ~ A. The operand is the 
30 bits contained in the A-register. 

DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j = 2: skip NI if (Q) is + or + O. 

j = 3: skip NI if (Q) is - or - O. 

j = 4: skip NI if (Ah is + O. 

j = 5: skip NI if (Ah is not + O. 

j = 6: skip NI if (Ah is + or + O. 

j = 7: skip NI if (AJ[ is - or - O. 

SUBTRACT LOGICAL PRODUCT 

CLASS: Read 

FUN C T ION COD E: 42 

MNEMONIC: 

-OPERATION: 

SUB· LP 

(A) - L[Y(Q)]~A 

DES C R I PT ION: This instruction subtracts the 
logical pro~uct of the contents of the, Q-register 
and a 30-bit operand from the contents of the A­
register and retains the difference that is formed 
in the A-register. 

k 0 E S I G NAT 0 R S: The operand in the logical pro­
duct operation is derived as follows: 

k = 0: (A) - L[y(Q)] ~ A. The lowet half of the 

operand is y - the low- order 15 bits contained 
in the instruction word after B-register modifi­
cation; the upper-half is all O's. 

k= 1: (A) - L[YL (Q)] ~A. The lower halfof 
the operand is the low-order 15 bits contained 
in the storage location at address y; the upper­
half is all O's. 

k=2: (A) - L[Yu(Q)]~A. The lower half of 
the operand is the high-order 15 bits contained 
in the storage location at address y; the upper­
half is all O's. 

k = 3: (A) - L[Y(Q)] ~ A. The operand is the 
30-bits contained in the storage location at 
address y. 

k = 4: (A) - L[Xy(Q)] ~ A. The lower half of 
the operand is y - the low-order 15 bits con­
tained in the instruction word after B-register 
modification; the upper half is an extension of 
the sign bit. The upper half of the operand will 
be all O's if bit 14 of y is a 0, or it will be all 
..... • r " •• 11 A· 1 
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k= 5: (A) - L[XYL (Q)]~A. The lowerhalf of 
the operand is the low-order 15 bits contained 
in the storage location at address y, the upper 
half is an extension of the sign bit. The upper­
half of the operand will be all O's if bit 14 in 
the storage location is a 0, or it will be all 1 's 
if bit 14 is a 1. 

k = 6: (A) - L[XYu (Q)] ~ A. The lower-half of 
the operand is the high-order 15 bits contained 
in the storage location at address y, the upper­
half is an extension of the sign bit. The upper­
half of the operand will be all O's if bit 29 in 
the storage location is a 0, or it will be all 1 's 
if bit 29 is a 1. 

k = 7: (A) - L[( AXQ)] ~ A. The operand is the 
30 bits contained in the A-register. 

DES I G NAT 0 R S: The s kip conditions are deter-
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j = 2: skip N I if (Q) is + or + O. 

j = 3: skip N I if (Q) is - or - O. 

j = 4: skip NI if (Ah is + O. 

j=5: skipNlif(AJtisnot+O. 

j=6: skipNlif(AJtis+or+O. 

j = 7: skip N I if (AJt is - or - O. 

SELECTIVE SET 

CLASS: Read 

FUN C T ION COD E: 50 

MNEMONIC: SEL' SET 

OPERATION: A v Y~A; i.e., Set (A) n for 
Y n = 1. 



DESCRIPTION: This instruction forces 1's into j DESIGNATORS: The skip conditions are deter­
selected bit positions of the A-register. The bit mined as follows: 
positions that 1's are forced into are determined 
by the condition of the corresponding bit positions j = 0: no skip. 
in the operand; that is, if either or both of these . 1 k NI J = .. : s ip • 
bit positions contain a 1, the result will be a 1. 
If both contain a 0, the result will be a O. j = 2: skip Nl if (Q J is + or + O. 

k DES I G NAT 0 R S: The operand is derived as fol­
lows: 

k=O: (AJ v y---..A. The lower half of the oper­
and is y - the low-order 15 bits contained in the 
instruction word after B-register modification; 
the upper-half is all O's. 

k = 1: (AJ v Y L---..A. The lower-half of the oper­
and is the low-order 15 bits contained in the 
storage location at address y; the upper-half is 
all O's. 

k = 2: (AJ v Yu~A. The lower-half of the oper­
and is the high-order 15 bits contained in the 
storage location at address y; the upper-half 
is all O's. 

k = 3: (AJ v y~ A. The operand is the 30 bits 
contained in the storage location at address y. 

k = 4: (AJ v XY~A. The lower-half of the oper­
and is y - the low-order 15 bits contained in 
the instruction word after B-register modifica­
tion; the upper-half is an extension of the sign 
bit. The upper-half of the operand will be all 
O's if bit 14 of y is a 0, or it will be all 1's if 
bit 14 is a 1. 

k = 5: (AJ v XYL ~ A. The lower-half of the 
operand is the low-order 15 bits contained in 
the storage location at address y; the upper­
half is an extension of the sign bit. The upper­
half of the operand will be all O's if bit 14 in 
the storage location is a 0, or it will be all 1's 
if bit 14 is a 1. 

k:: 6: (AJ v XYu ~ A. The lower-half of the 
operand is the high-order 15 bits contained in 
the storage location at address y; the upper­
half is an extension of the sign bit. The upper­
half of the operand will be all 0 's if bit 29 in 
the storage location is a 0, or it will be all 1's 
if bit 29 is a 1. 

k == 7: not used. 

j = 3: skip Nl if (Q J is - or - O. 

j=4: skipNlif(AJtif+O. 

j = 5: skip Nl if (AJf is not + O. 

j = 6: skip N I if (AJf is + or + O. 

j = 7: skip Nl if (AJf is - or - O. 

SELECTIVE COMPLEMENT 

CLASS: Read 

FUN C T ION COD E: 51 

MNEMONIC: SEL • CP 

OPERATION: (AJe Y~A; i.e., complement 
(AJn for Yn = 1. 

DES C RIP T ION: This instruction com plements the 
bits in selected bit positions of the A-register. 
The bit positions that are to be com rlemented are 
determined by the presence of 1's in the correspond­
ing bits positions of- the operand; that is, if a bit 
position in the operand contains a 1, the bit in the 
corresponding bit position of the A-register will be 
complemented. 

k 0 E S I G NAT 0 R S: The operand is derived as fol­
lows: 

k -::: 0: (A)(±) y ...... A. The lower-half of the operand 
is y - the low-order 15 bits contained in the 
instruction word after B-register modification; 
the upper half is all O's. 

k = 1: (AJ (£) YL ....... A. The lower-half of the 
operand is the low-order 15 bits contained in 
the storage location at address y; the upper­
half is all O's. 

k = 2: (AJ e yu ....... A. The lower-half of the 
operand is the high-order 15 bits contained in 
the storage location at address y; the upper­
half is all O's. 

k = 3: (A)0 Y ....... A. The operand is the 30-bits 
contained in the storage location at address y. 
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k = 4: (A)<3)Xy ~ A. The lower-half of the oper­
and is y - the low-order 15 bits contained in the 
instruction word after B-register modification; 
the upper-half is an extension of the sign bit. 
The upper-half of the operand will be all O's if 
bit 14 of y is a 0, or it will be all 1 's if bit 
14 is a 1. 

k = 5: (A) (3) XYL ~ A. The lower-half of the 
the operand is the low-order 15 bits contained 
in the storage location at address y; the upper­
half is an extension of the sign bit. The upper­
half of the operand will be all O's if bit 14 in 
the storage location is a 0, or it will be all l's 
if bit 14 is a 1. 

k = 6: (A) ® XYu ~ A. The lower-half of the 
operand is the high-order 15 bits contained in 
the storage location at address y, the upper­
half is an extens ion of the sign bit. The upper­
half of the operand will be all O's if bit 29 in 
the storage location is a 0, or it will be all 1 's 
bit 29 is a 1. 

k = 7: (A) 12) (A)~ A. The operand is the 30 
bits contained in the A-register. (Ay! will con­
tain + 0 when this value for k is used. 

j DESIGNATORS: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip Nl. 

j=2: skipNlif(Q)is+or+O. 

j = 3: skip N I if (Q) is - or - O. 

j = 4: skip Nl if (A)f is + O. 

j = 5: skip Nl if (A)f is not + O. 

j=6: skipNlif(Ahis+or+O. 

j=7: skipNlif(A)fis-or-O. 

SEL ECTIVE CLEAR 

CLASS: Read 

FUN C T ION COD E: 52 

MNEMONIC: 

OPERATION: 

SEL • CL 

(A)!\ Y ~A; Le., clear (A)n 
for Yn = 1. 

DESCRIPTION: This instruction forces O's into 
selected bit position of the A-register. The bit 
positions that O's are forced into are determined 
by the presence of 1 's in the corresponding bit 
positions of the operand. 

k DES I G NAT 0 R S: The operand is derived as fol­
lows: 

k = 0: (A)!\ Y ~ A. The lower-half of the oper­
and is y - the low-order 15 bits contained in 
the instruction word after B-register modifica­
tion, the upper-half is all O's. 

k = 1: (A) !\ Y --... A. The lower-half of the oper­
and is the low-order 15 bits contained in the 
storage location at address y; the upper-half is 
all O's. 

k = 2: (A) !\ Yu~ A. The lower-half of the oper­
and is the high-order 15 bits contained in the 
storage location at address y; the upper-half 
is all O's. 

k = 3: (A) !\ Y ~ A. The operand is the 30 bits 
contained in the storage location at address y. 

k,= 4: (A) !\ Xy~A. The lower-half of the oper­
and is y - the low-order 15 bits contained in 
the instruction word after B-register modifica­
tion; the upper-half is an extension of the sign 
bit. The upper-half of the operand will be all 
O's if bit 14 of y is 0, or it will be all 1 's if 
bit 14 is a 1. 

k=5: (A)!\XY-~A. The lower-half of the oper­
and is the low-order 15 bits contained in the 
storage location at address y; the upper-half is 
an extension of the sign bit. The upper-half of 
the operand will be all O's if bit 14 in the stor­
age location is a 0, or it will be alII's if bit 
14 is a 1. 

k = 6. (A) !\ XY ~ A. The lower-half of the 
operand is the high-order 15 bits contained in 
the storage location at address y; the upper­
half is an extension of the sign bit. The upper­
half of the operand will be all O's if bit 29 in 
the storage location is a 0, or it will be all 1 's 
if bit 29 is a 1. 

k::;: 7: not used. 

DES I G NAT 0 R S: The s kip conditions are deter­
mined as follows: 



j = 0: no skip. 

j = 1: skip NI. 

j=2: skipNlif(Q)is+or+O. 

j = 3: skip N I if (Q) is - or - O. 

j = 4: skip N I if (AJ[ is + O. 

j = 5: skip NI if (AJt is not + O. 

j=6: skipNlif(Ahis+or+O. 

j = 7: skip N I if (AJi is - or - O. 

SELECTIVE SUBSTITUTE 

C LA SS: Read 

FUN C T ION COD E : 53 

M N E M 0 N IC : SEL • SU 

OPE RAT 10 N: L[(A)(Q)'] + L[Y(Q)]~A; 
i.e., Yn ....... (A)n for (Q)n = 1. 

DES C RIP T ION: This instruction replaces bits in 
selected bit positions of the A-register with bits 
from the corresponding bit positions of an operand. 
The bits of the operand that will replace those in 
the A-register are specified by l's in register S. ~ 

k 0 E S I G NAT 0 R S: The operand that contains the 
bits that will replace the bits in the selected bit 
positions of the A-register is derived as follows: 

k= 0: L[(A)(Q)'] + L[Y(Q)]~A. The lower-half 
of the operand is y - the low-order 15 bits con­
tained in the instruction word after B-register 
modification; the upper-half is all O's. 

k = 1: L[( A)(Q )'] + L[YL (Q)] ~ A. The lower­
half of the operand is the low-order 15 bits 
contained in the storage location at address y; 
the upper half is all 0 'So 

k = 2: L[( A)(Q )'] + L[Yu (0)] ~ A. The lower­
half of the operand is the high-order 15 bits 
contained in the storage location at address y; 
the upper half is all 0 'so 

k = 3: L[(A)(Q ),] + L[Y(Q)] -.. A. The operand 
is the 30 bits contained in the storage location 
at address y. 

k=4: L[(A)(Q)'] + L[XY(Q)]~A. The lower­
half of the operand is y - the low-order 15 bits 

contained in the instruction word after B-register 
modification; the upper-half is an extension of 
the sign bit. The upper half of the operand will 
be all O's if bit 14 of y is a 0, or it will be all 
l's if bit 14 is a 1. 

k= 5: L[(A)(Q)'] + L[XYL (Q)]~A. The lower­
half of the operand is the low-order 15 bits 
contained in the storage location at address y; 
the upper-half is an extension of the sign bit. 
The upper-half of the operand will be all O's if 
bit 14 in the storage location is a 0, or it will 
be all l' s if bit 14 is a 1. 

k=6:L[(A)(Q)'] +L[XYu(Q)]~A. The lower­
half of the operand is the high-order 15 bits 
contained in the storage location at address y; 
the upper-half is an extension of the sign bit. 
The upper half of the operand will be all O's if 
bit 29 in the storage location is a 0, or it will 
be all l's if bit 29 is a 1. 

k=7: not used. 

j DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip 

j = 1: skip N I. 

j = 2: skip Nl if (Q) is + or + O. 

j = 3: skip Nl if (Q) is - or - O. 

j=4: skip Nl if(A}f is +0. 

j = 5: skip Nl if (AJ[ is not + O. 

j = 6: skip NI if (Ah is + or + O. 

j = 7: skip NI if(Ah is - or - O. 

REPLACE LOGICAL PRODUCT 

CLASS: ~ RI"!:.Yct)c E 

FUN C T ION COD E : 44 

MNEMONIC: RPL· LP 

OPERATION: L[Y(Q)] ~ Y and A 

DES C RIP T ION: This instruction forms the logical 
product of the contents of the Q-register and a 30 
bit operand, retains the logical product in the A­
register, and stores this logical product in the 
storage location that the operand was obtained form. 
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k 0 E S I G NAT 0 R S: The operand in the logical pro­
duct operation and the logical product that is 
stored in the storage location that the operand 
was obtained from are derived ·as follows: 
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k = 0, 4, or 7: not used. 

k = 1 ;L[YL (Q)].~A, (A)~YL" Yu is undisturbed. 
The lower-half of the operand is the low-order 
15 bits CO!1.t8i!1.~n in th.,. ~tor::lee location at 
address y; the upper-half is all O's. A fter the 
logical product is formed in the A-register, the 
low-order 15 bits of this product are stored in 
the lower-half of the storage location from which 
the operand was obtained; the upper-half of the 
storage location is undisturbed. 

k= 2: L[Yu(Q)]~A, (A)L~Yu; YLis undisturbed. 
The lower-half of the operand is the high-order 
15 bits contained in the storage location at 
address y; the upper half is all O's. After the 
logical product is formed in the A-register, 
the low-order 15 bits of this product are stored 
in the upper-half of the storage location from 
which the operand was obtained; the lower­
half of the storage location is undisturbed. 

k == 3: L[Y(Q)] ~ A, Y. The operand is the 30 
bits contained in the storage location at ad­
dress y. After the logical product is formed in 
the A-register, it is stored in the storage loca­
tion from which the operand was obtained. 

k == 5: L[XYL(Q)]~A, (A)~ Yr.; Yu is undisturbed. 
The lower-half of the operand is the low-order 
15 bits contained in the storage location at ad­
dress y; the upper-half is an extension of the 
sign bit. The upper-half of the operand will be 
all O's if bit 14 in the storage location is a 0, 
or it will be all l's if bit 14 is a 1. After the 
logical product is formed in the A-register, the 
low-order 15 bits of this product are stored in 
lower-half of the storage location from which 
the operand was obtained; the upper-half of the 
storage location is undisturbed. 

k== 6; L[XYurQ)]~A, (A)L"'Yu; YL is undisturbed. 
The lower-half of the operand is the high-order 
15 bits contained in the storage location at 
address y; the upper-half is an extension of the 
sign bit. The upper-half of the operand will be 
all O's if bit 29 in the storage location is a 0, 
or it will be all l's if bit 29 is a 1. After the 
logical product is formed in the A-register, the 

low-order 15 bits of this product are stored in 
the upper-half of the storage loc ation from which 
the operand was obtained; the lower-half of the 
storage location is undisturbed. 

DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j == 0: no skip. 

j = i: skip lVi. 

j == 2: skip NI if (A)! contains an even number 
of 1 's, all l's or all O's. 

j =- 3: skip NI if (AJ! contains an odd number 
of l's. 

j = 4: skip NI if (AJt is + O. 

j == 5: skip NI if (AJt is not + O. 

j==6: skipNlif(AJtis+or+O. 

j == 7: skip NI if (A)! is - or - O. 

REPLACE A + LOGICAL PRODUCT 

CLASS: Replace 

FUN C T ION COD E: 45 

MNEMONIC: RPL· A + LP 

OPERATION: (A) + L[Y(Q)]~Y and A. 

DES C RIP T ION: This instruction forms the logical 
product of the contents of the Q-register and a 30-
bits operand, adds this product to the contents of 
the A-register, retains the sum that is formed in 
the A-register, and stores this sum in the storage 
location from which the operand was obtained. 

k 0 E S I G NAT 0 R S: The operand in the logical pro­
duct operation and the sum that is stored in the 
storage location from which the operand was ob­
tained are derived as follows: 

k== 0,4, or 7: not used. 

k == 1: (A) + L[YL (Q )]~A, (A)L .... YL ; Yu is un­
disturbed. The lower-ha 1£ of the operand is 
the low-order 15 bits contained in the storage 
location at address y; the upper-half is all O's. 
After the sum is formed in the A-register, the 
low-order 15 bits of this sum are stored in the 
in the lower-half of the storage location from 
which the operand was obtained; the upper-half 
of the storage location is undisturbed. 



k=2: (A)+L[Yu(Q)]~A, (A)L~YU; YL is un­
disturbed. The lower-half of the operand is the 
high-order 15 bits contained in the storage loca­
tion at address y; the upper-half is all D's. 
After the sum is formed is the A-register, the 
low-order 15 bits of this sum are stored in the 
upper-half of the storage location from which 
the operand was obtained; the lower-half of the 
storage location is undisturbed. 

k = 3: (A) + L[Y(Q)]~ A, Y. The operand is 
the 30 bits contained in the storage location at 
address y. After the sum is formed in the A­
register, it is stored in the storage location 
from which the operand was obtained. 

k= 5: (A)+L[XYL(Q)]~A, (A)L~YL; Yu is 
undisturbed. The lower-half of the operand is 
the low-order 15 bits contained in the storage 
location at address y; the upper-half is an ex­
tension of the sign bit. The upper-half of the 
operand will be all O's if bit 14 in the storage 
location is a 0, or it will be all 1 's if bit 14 
is a 1. After the sum is formed in the A-register, 
the low-order 15 bits of this s urn are stored in 
the lower-half of the storage location from which 
the operand was obtained; the upper-half of the 
storage location is undisturbed. 

k= 6: (A)+L[XYu(Q)]~A, (A)L ....... YU; YL is 
undisturbed. The lower-half of the operand is 
the high-order 15 bits contained in the storage 
location at address y; the upper-half is an ex­
tension of the sign bit. The upper-half of the 
operand will be all 0 's if bit 29 in the storage 
location is a 0, or it will be all 1 's if bit 29 is 
a 1. After the sum is formed in the A-register, 
the low-order 15 bits of this s urn are stored in 
the upper-half of the storage location from which 
the operand was obtained; the lower-half of the 
storage location is undisturbed. 

DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j=2: skipNlif(Q)is+or+O. 

j = 3: skip N I if (0) is - or - O. 

j = 4: skip N I if (A h is + O. 

j = 5: skip NI if (AJ! is not + O. 

j = 6. skip NI if (Ah is + or + O. 

j = 7: skip NI if (AJ[ is - or - O. 

REPLACE A - LOGICAL PRODUCT 

C LASS: Replace 

FUN C T ION COD E : 46 

MNEMONIC: RPL· A - LP 

OPE RAT ION: (A) - L[Y(O )]~Y and A. 

DES C RIP T ION: This instruction forms the logical 
product of the contents of the Q-register and a 30-
bit operand, subtracts this product from the con­
tents of the A-register I retains the difference in the 
A-register, and stores it in the storage location from 
which the operand was obtained. 

k DES I G NAT 0 R S: The operand in the logical pro­
duct operation and the difference stored in the 
storage location from which the operand was ob­
tained are derived as follows: 

k = 0: 4; 0 r 7: not us e d • 
" 

k = 1: (A)-L[YL(Q )]~ A, (A)L ..... YL; Yu is un­
disturbed. The lower-half of the operand is the 
low-order 15 bits contained in the storage loca­
tion at address y; the upper half is all D's. 
After the difference is formed in the A-register, 
the low-order 15 bits are stored in the lower­
half of the storage location from which the 
operand was obtained; the upper-half of the 
storage location is undisturbed. 

k= 2: (A) - L[Yu(Q)]~A, (A)L~YU; YL is un­
disturbed. The lower-half of the operand is the 
high-order 15 bits contained in the storage 
location at address y; the upper half is all D's. 
After the difference is formed in the A-register, 
the low-order 15 bits are stored in the upper­
half of the storage location from which the 
operand was obtained; the lower-half of the 
storage location is undisturbed. 

k= 3: (A) - L[Y(Q)]~A, Y. The operand is 
the 30 bits contained in the storage location at 
address y. After the difference is formed in the 
A-register, it is stored in the storage location 
from which the operand was obtained. 
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k= 5: (A) - L[XYL(Q)]~A, (A)C~'YL" Yu is 
undisturbed. The lower-half of the operand is 
the low-order 15 bits contained in the storage 
location at address y; the upper-half is an ex­
tension of the sign bit. The upper-half of the 
operand will be all O's if bit 14 in the storage 
location is a 0, or it will be all 1 's if bit 14 
is a 1. After the difference is formed in the A­
register, the low-order 15 bits are stored in the 
lower-half of the storage location from which 
the ~pe~~~d '.'[2.S abt2.i~ed; the !.!ppe!-half of the 
storage location is undisturbed. 

k= 6: (A) - L[XYu(Q)]~A, (A)~Yu" YL is 
undisturbed. The lower-half of the operand is 
the high-order 15 bits contained in the storage 
location at address y; the upper-half is an ex­
tensi0n of the sign bit. The upper-half of the 
operand will be all O's if bit 29 in the storage 
location is a 0, or it w ill be all l's if bit 29 
is a 1. After the difference is formed in the A­
register, the low-order 15 bits are stored in the 
upper-half of the storage location from which 
the operand was obtained; the lower-half of the 
storage location is undisturbed. 

j DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j = 2: skip N I if (Q) is + or + O. 

j=3: skipNIif(Q)is-or-O. 

j = 4: skip NI if (AJ[ is + O. 

j = 5: skip NI if (AJ[ is not + O. 

j = 6: skip N I if (AY[ is + or + O. 

j = 7: skip NI if (A)[ is - or - O. 

STORE LOGICAL PRODUCT 

CLASS: Store 

FUNCTION CODE: 47 

MNEMONIC: 

OPERATION: 

STR • LP 

L[(A)(Q)]--+- Y 

DES C RIP T ION: This ins truction forms the logical 
product of the contents of the Q-register and the A­
register and stores this product in a storage loca­
tion. 
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k DESIGNATORS: The product that is stored in 
the storage location is derived as follows: 

k= 0: L[(A)(Q)]---"Q. The logical product is 
stored in the Q-register. With the exception of 
this value for k, the Q-register is undisturbed 
by this instruction. 

k=l: L[(A)(Q)]---"YL ; Yu is undisturbed. 
The low-order 15 bits of the logical product are 
stored in the lower-half oi the storage location 
at address y; the upper-half of the storage loca­
is undisturbed. 

k= 2: L[(A)(Q)]---"Yu ; YL is undisturbed. 
The low-order 15 bits of the logical product are 
stored in the upper-half of the storage location 
or address y; the lower-half of the storage loca­
tion is undisturbed. 

k::: 3: L[(A)(Q)] ~ Y. The logical product is 
stored in the ~torage location at address y. 

k = 4: L[( A)(Q )]--.. A. The logical product is 
stored in the A-register. With the exception of 
this value for k, the A-register is undisturbed 
by this instruction. 

k= 5: The complement of L[(A)(Q)]~YL; Yu is 
undisturbed. The low-order 15 bits of the com­
plement of the logical product are stored in the 
lower-half of the storage location at address y; 
the upper-half of the storage location is undis­
turbed. 

k= 6: The complement of L[(A)(Q)]~Yu; YL is 
undisturbed. The complement of the low-order 
15 bits of the logical product are stored in the 
upper-half of the storage location at address Yi 
the lower-half of the storage location is undis­
turbed. 

Ii,.::. 7 

DESIGNATORS: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip N I if (Q)[ is + or + O. 

j = 3: skip NI if (Q)f is - or - O. 

j=4: skipNIif(AJtis+O. 

j = 5: skip NI if (Ah is not + O. 



j = 6: ski p N I if (AJt is + or + o. 
j = 7: skip NI if (A)f is - or - O. 

REPLACE SELECTIVE SET 

CLASS: Replace 

FUN C T ION COD E: 54 

MNEMONIC: 

OPERATION: 

RSE .. SET 

(A) v Y~ Y and A; i.e., set 
(A)n for Yn=l ~ YandA. 

DES C RIP T ION: This instruction forces l's into 
selected bit positions of the A-register. The bit 
positions that l's are forced into are determined 
by the presence of l's in the corresponding bit 
positions of the operand. After the selective set 
operation is performed, the result is retained in 
the A-register and stored in the storage location 
from which the operand was obtained. 

k 0 E S IG NAT 0 R S: The operand in the selective 
set operation and the result that is stored in the 
storage location from which the operand was ob­
tained are derived as follows: 

k= 0,4, or 7: not used. 

k= 1: (A) v YL~A, (A)L~ YL ; Yuis undisturbed. 
The lower-half of the operand is the low-order 
15 bits contained in the storage location at 
address y; the upper-half is all O's. After the se lec­
tive set operation is performed, the low-order 
15 bits of the result are stored in the lower-half 
of the storage location from which the operand 
was obtained; the upper-half of the storage 
location is undisturbed. 

k= 2: (A) v Yu~A, (Ah~Yu; YL is undisturbed. 
The lower~half of the operand is the high-order 
15 bits contained in the storage location at 
address y; the upper-half is all O's. After the 
selective set operation is performed, the low­
order 15 bits of the result are stored in the 
upper-half of the storage location from which 
the operand was obtained; the lower-half of the 
storage location is undisturbed. 

k = 3: (A) v Y ~ A, Y. The operand is the 30 
bits contained in the storage location at ad­
dress y. After the selective set operation is 
performed, the result is stored in the storage 
location from which the operand was obtained 
from. 

v 
k = 5: (A) ~fL~A, (A)~YL; Yu is undisturbed. 
The lower-half of the operand is the low-order 
15 bits contained in the storage location at 
address y; the upper-half is an extension of 
the sign bit. The upper-half of the operand will 
be all O's if bit 14 in the storage location is a 
0, or it will be all l's if bit 14 is a 1. After 
the selective set operation is performed, the 
low-order 15 bits of the res ult are stored in the 
lower-half of the storage location from which 
the operand was obtained from; the upper-half 
of the storage location is undisturbed. 

k= 6: (A)vXYu~A, (A)L~YU; YL is undisturbed. 
The lower-half of the operand is the high-order 
15 bits contained in the storage location at 
address y; the upper-half is an extension of the 
sign bit. The upper-half of the operand will be 
all O's if bit 29 in the storage location is a 0, 
or it will be all l's if bit 29 is a 1. After the 
selective set operation is performed, the low­
order 15 bits of the result are stored in the 
upper-half of the storage location from which 
the operand was obtained, the lower-half of the 
storage location is undisturbed. 

JOE S IG NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip NI. 

j=2: skipNlif(Q)is+or+O. 

j=3: skipNlif(Q)is-or-O. 

j = 4: skip NI if (Ah is + O. 

j=5: skipNlif(A)jisnot+O. 

j = 6: skip NI if (Ah is + or + O. 

j=7: skipNlif(AJiis-or-O. 

REPLACE SELECTIVE COMPLEMENT 

CLASS: Replace 

FUN C T ION COD E : 55 

M N E M 0 N I C : RSE • CP 

OPE RAT ION: (A)@ Y~ Y and A; i.e., 
complement (A)n for Yn= 1 
~ Y and A. 
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DES C RIP T ION: This instruction complements the 
bits in selected bit positions of the A-register. 
The bits complemented are determined by the 
presence of 1 's in the corres ponding bit positions 
of the operand. After the selective complement 
operation is performed, the result is retained in the 
A-register and stored in the storage location from 
which the operand was obtained. 

k DESIGNATORS: The operand in the selective 
complement operation and the result stored in the 

A""Io. _____ ..l ......... _ _ _ L 

VY""'.LOllU VY Cl~ vu-

tained are derived as follows: 

k = 0, 4, or 7: not used. 
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k = 1: (A)eYL~A, (A)L~YL'- Yu is undisturbed. 
The lower-half of the operand is the low-order 
15 bits contained in the storage location at 
address y,- the upper-half is all 0 's. After the 
selective complement operation is performed, 
the low-order 15 bits of the result are stored 
in the lower-half of the storage location from 
which the operand was obtained; the upper­
half of the storage location is undisturbed. 

k = 2: (A)e Yu~A, (A)L~YU'- YL is undisturbed. 
The lower-half of the operand is the high-order 
15 bits contained in the storage location at 
address y; the upper-half is all O's. After the 
selective complement operation is performed, 
the low-order 15 bits of the result are stored in 
the upper-half ofthe storage location from which 
the operand was obtained; the lower-ha If of the 
storage location is undisturbed. 

k= 3: (A)(±)Y-.. A, Y. The operand is the 30 
bits contained in the storage location at ad­
dress y. After the selective complement oper­
ation is performed, the res ult is stored in the 
storage location from which the operand was 
obtained. 

k = 5: (A)eXYL~A, (A)~YL1· Yu is undisturbed. 
The lower-half of the operand is the low-order 
15 bits contained in the storage location at 
address y. The upper-half is an extension of the 
sign bit. The upper-half of the operand will be 
all O's if bit 14 in the storage location is a 0, 
or it will be all 1 's if bit 14 is a 1. After the 
selective complement operation is performed, 
the low-order 15 bits of the result are stored in 
the lower-half of the storage location from which 

the operand was obtained; the upper-half of the 
storage location is undisturbed. 

k = 6: (AJ0XY ~A, (A)L~YU; YL is undisturbed. 
The lower-half of the operand is the high-order 
15 bits contained in the storage location at 
address y,- the upper-half is an extension of the 
sign bit. The upper-half of the operand w ill be 
all O's if bit 29 in the storage location is a 0, 
or it will be all 1 's if bit 29 is a 1. After the 
selective complement operation is performed, 
the low-order 15 bits of the result are stored 
in the upper-half of the storage location from 
the operand was obtained, the lower-half of the 
storage location is undisturbed. 

DES IG NAT 0 R S: The skip conditions are deter­
mined as follows: 

j == 0: no skip. 

j = 1: skip NI. 

j = 2: skip NI if (Q) is + or + O. 

j = 3: skip N I if (Q) is - or - O. 

j=4: skipNlif(Ahis+O. 

j = 5: skip N I if (A)[ is not + O. 

j = 6: ski p N I if (A h is + or + O. 

j=7: skipNlif(AJiis-or-O. 

REPLACE SELECTIVE CLEAR 

CLASS: Replace 

FUN C T ION COD E: 56 

MNEMONIC: 

OPERATION: 

RSE • CL 

(A) 1\ Y-" Y and A; i. e., 
clear (A)n for Yn == 1 -.. Y 
and A. 

DES C RIP T ION: This instruction forces O's into 
selected bit positions of the A-register. The bit 
positions that O's are forced into are determined 
by the presence of 1 's in the corresponding bit 
positions of the operand. After the selective clear 
operation is performed, the result is retained in 
the A-register and stored in the storage location 
from which the operand was obtained. 

k DES I G NAT 0 R S: The operand in the selective 
clear operation and the result that is stored in the 
storage location from whic~ the operand was ob­
tained are derived as follows: 

k == 0, 4, or 7: not used. 



k = 1: (A)A YC~A, (A)~YL; Yu is undisturbed. 
The lower-half of the operand is the low-order 
15 bits contained in the storage location at 
address y; the upper-half is all D's. After the 
selective clear operation is performed, the low­
order 15 bits of the result are stored in the 
lower-half of the storage location from which 
the operand was obtained; the upper-half of 
the storage location is undisturbed. 

k = 2: (A)A Yu~A, (A)~Yu; YL is undisturbed. 
The lower-half of the operand is the high-order 
15 bits contained in the storage location at 
address y; the upper-half is all D's. After the 
selective clear operation is performed, the 
low-order 15 bits of the res ult are stored in the 
upper-half of the storage location from which 
the operand was obtained; the lower-half of 
the storage location is undisturbed. 

k = 3: (A) A Y~ A, Y. The operand is the 30 
bits contained in the storage location is ad­
dress y. After the selective clear operation is 
performed, the result is stored in the storage 
location from which the operand was obtained. 

k = 5: (A)A XY~A, (A)~YLi Yu is undisturbed. 

The lower-half of the operand is the low-order 
15 bits contained in the storage location at 
address y; the upper=half is an extension of 
the sign bit. The upper-half of the operand will 
be all D's if bit 14 in the storage location is a 
0, or it will be all 1 's if bit 14 is a 1. After 
the selective clear operation is performed, the 
low-order 15 bits of the result are stored in the 
lower-half of the storage location from which 
the operand was obtained; the upper-half of the 
storage location is undisturbed. 

k= 6: (A)AXYu~A, (A)L~YU; YL is undisturbed. 
The lower-half of the operand is the high-order 
15 bits contained in the storage location at 

address y; the upper-half is an extension of the 
sign bit. The upper-half of the operand will be 
all D's if hit 29 in the storage location is a 0, 
or it will be all 1 's if bit 29 is a 1. After the 
selective clear operation is performed, the low­
order 15 bits of the result are stored in the 
upper-half of the storage location from which 
the operand was obtained from; the lower-half 
of the storage location is undisturbed. 

DES I G NAT 0 R S: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip N I if (Q) is + or ~ O. 

j = 3: skip NI if (Q) is - or - O. 

j=4: skipNlif(AJt is+O. 

j = 5: skip N I if (A)f is not + O. 

j = 6: skip NI if (AJt is t or + O. 

j = 7: skip NI if (A)f is; or ;0. 

REPLACE SELECTIVE SUBSTITUTE 

CLASS: Replace 

FUNCTION CODE: 57 

MNEMONIC: RSE· SU 

OPERATION: L[( A)(Q)'] + L[Y(Q)] ~ Y and 

A; i.e., Yn~( A)n for (Q)n = 1 
~ Y and A. 

DES C RIP T ION: This instruction replaces bits in 
the selected bit positions of the A-register with 
the bits in the corres ponding bit positions of the 
operand. The bits that are to replace those in the 
A-register are determined by the presence of 1 's 
in the Q-register. After the selective substitute 
operation is performed, the result is retained in 
the A-register and stored in the storage location 
from which the operand was obtained. 

k DESIGNATORS: The operand in the selective 
subs titute operation and the res ult that is stored 
in the storage location from which the operand was 
obtained are derived as follows: 

k = 0, 4, or 7: not used. 

k=l:L[(A)(Q)']+L[YL(Q)]~A,(A)L~ YL ; Yu 
is undisturbed. The lower-half of the operand 
is the low-order 15 bits contained in the storage 
location at address y; the upper-half is all D's. 
After the selective substitute operation is per­
formed, the low-order 15 bits of the result are 
stored in the lower-half of the storage location 
from which the operand was obtained; the upper­
half of the storage location is undisturbed. 

k=2: L[(A)(Q)']+L[Yu(Q)]~A, (A)C~Yu: YL 
is undisturbed. The lower-half of the operand 
is the high-order 15 bits contained in the 
storage location at address y; the upper-half 
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is all O's. After the selective substitute oper­
ation is performed, the low-order 15 bits of the 
result are stored in the upper-half of the stor­
age location from which the operand was ob­
tained from; the lower-half of the storage loca­
tion is undisturbed. 

k=3: L[(AXQ)']+L[Y(Q)]~A, Y.The operand 
is the 30 bits contained in the storage location 
at address y. After the selective substitute 
operation is performed, the result is stored in 
the storage location from which the operand 
was obtained. 

k = 5: L[(AXQ )'] + L[XYL(Q )]~ A, (A)L~ YL; Yu 
is undisturbed. The lower-half of the operand 
is the low-order 15 bits contained in the stor­
age location at address Yi the upper-half is an 
extension of the sign bit. The upper-half of the 
operand will be all O's if bit 14 in the storage 
location is a 0, or it will be all 1 's if bit 14 
is a L After the selective subs titute operation 
is performed, the low-order 15 bits of the result 
are stored in the lower-half of the storage loca­
tion that the operand was obtained from; the 
upper-half of the storage location is undisturbed. 

k=6: L[(A)(Q)']+L[XYu(Q)]~A, (A)~Yu; YL 
is undisturbed. The lower-half of the operand 
is the low-order 15 bits contained in the stor­
age location at address Yi the upper-half is an 
extension of the sign bit. The upper-half of the 
operand will be all O's if bit 29 in the storage 
location is a 0, or it will be all 1 's if bit 29 
is a 1. After the selective substitute operation 
is performed, the low-order 15 bits of the res ult 
are stored in the upper-half of the storage loca­
tion from which the operand was obtained; the 
lower-half of the storage location is undisturbed. 

DES I G NAT 0 R S: The s kip conditions are deter­
mined as follows: 
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j = 0: no skip. 

j = 1: skip NI. 

j = 2: skip N I if (Q) is + or + O. 

j = 3: skip NI if (Q) is - or - 0 

j = 4: skip NI if (A)f is + O. 

j = 5: skip N I if (A)f is not + O. 

j=6: skipNlif(AJiis+or+O. 

j=7: skipNlif(A)fis-or-O. 

COMP AR E MASK ED 

CLASS: Read 

FUN C T ION COD E: 43 

MNEMONIC: COM • MASK 

OPERATION: (A) - L[Y(Q)] = D; test D to 
determine skip. 

DES C RIP T ION: This instruction compares the 
contents of the A-register to a masked operand. 
The comparison is made by forming the logical 
product of the Q-register and a specified operand, 
subtracting this logical product from the contents 
of the A-register, and then examining D, the differ­
ence that is formed. The contents of the A-register 
are undisturbed by this instruction. 

k DES I G NAT 0 R S: The operand in the logical pro­
duct operation is derived as follows: 

k = 0: (A) - L[y(Q)] = D. The lower-half of the 
operand is y - the low-order 15 bits contained 
in the instruction word after B-register modi­
fication; the upper-half is all O's. 

k = 1: (A) - L[YL (Q)] = D. The lower-half of 
the operand is the low-order 15 bits contained 
in the storage location at address y, the upper­
half is all O's. 

k= 2: (A) - L[Yu(Q)] = D. The lower-half of 
the operand is the high-order 15 bits contained 
in the storage location at address y; the upper­
half is all O's. 

k =3: (A) - L[Y(Q)] = D. The operand is the 
30 bits contained in the storage location at 
address y. 

k = 4: (A) - L[Xy(Q)] = D. The lower-half of the 
operand is y, the low-order 15 bits contained in 
the instruction word after B-register modifica­
tion; the upper-half is an extension of the sign 
bit. The upper-half of the operand will be all 
O's if bit 14 of Y is a 0, or it will be all 1 's if 
bit 14 is a 1. 

k = 5: (A) - L[XY L (Q)] = D. The lower-half of 
the operand is the low-order 15 bits contained 
in the storage location at address y; the upper­
half is an extension of the sign bit. The upper­
half of the operand will be all O's if bit 14 in 
the storage location is a 0, or it will be alII's 
if bit 14 is a 1. 



k= 6: (A) -L[XYu(Q)] = D. The lower-half of 
the operand is the high-order 15 bits contained 
in the storage location at address y; the upper­
half is an extension of the sign bit. The upper­
half of the operand will be all O's if bit 29 in 
the storage location is a 0, or it will be all 1 's 
if bit 29 is a 1. 
k = 7: (A) - L[(A)(Q)] = D. The operand is the 
30 bits contained in the A-register. 

DESIGNATORS: The skip conditions are deter­
mined as follows: 

j = 0: no skip. 

j = 1: skip N I. 

j = 2: skip NI if (Q) is + or + O. 

j = 3: skip N I if (Q) is - or - O. 

j == 4: skip NI if D is + O. 

j=5: skipNIifDisnot+O. 

j = 6: skip NI if D is + or + O. 

j = 7: skip NI if D is - or - O. 
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7. MODIFYING INSTRUCTIONS 

Modifying instructions cause the program to take 
one of three actions: 

• Execute the following instruction the number 
of times specified. 

• Skip the next instruction and continue in 
sequence. 

• Jump to another portion of the program. 

REPEAT 

CLASS: Read 

FUN C T ION COD E: 70 

MNEMONIC: RPT' 

OPERATION: Repeat NI Y times 

DE SC R I pt ION: This instruction repeats the in­
struction immediately following it Y times. The 
repeat counter, Y, is a 15 bit positive number 
where 0 :s. Y :s. 3276710 • Y is .determined by the 
k-designator in the Rep eat instruction. After 
k interpretation is made, Y is stored in B-register 
7. If Y = 0, the instruction immediately following 
the Repeat instruction is skipped. If Y f 0, the 
repea t mode, as spec ified by the j-designator of 
the Rep eat instruction, is initiated. It should be 
noted that during the repeat mode, modification of 
y takes place in the V-register; therefore, the re­
peated instruction, as stored in the Computer, is 
not altered. All interrupts are locked out during 
the repeat mode. 

k DESIGNATORS: The repeat counter, Y, is de­
rived as follows: 

k = 0 or 4: Y = y. The repeat counter is y, the 
low-order 15 bits contained in the instruction 
word after B-register modification. 

k=l, 3, or 5: Y = YL.The repeatcounterinthe 
low-order 15 bits contained in the storage loca­
at address y. 

k = 2 or 6: Y = Yu ' The repeat counter is the 
high-order 15 bits contained in the s tora ge 
at address y. 

k = 7: Y = A L • The repeat counter is the low­
order 15 bits contained in the A-register. 

DES I G NAT 0 R S: The repeat mode is determined 
as follows: 

j = 0 or 4: If the repeated instruction is a re­
place instruction, the result is replaced at 
address y + (B)6 rather than y. For all other 
repeated ins tructions, this value for j does not 
cause any modification. 

j = 1 or 5: If the repeated instruction is a re­
place instruction, the res ult is rep laced at ad­
dress y + (B)6 rather than y. For all repeated 
instructions, includ ing replace instructions, Y 
is increased by 1 following each execution. 

j = 2 or 6: If the repeated instruction is a re­
place instruction, the result is replaced at 
address y + (B)6 rather than y. For all re­
peated instructions, including replace instruc­
tions, Y is decreased by 1 following each 
execution. 

j = 3 or 7: If the repeated instruction is a re­
place instruction, the result is replaced at 
address y + (B)6 rather than y. For all repeated 
instructions, including replace ins tructions, 
the initial B-register modification specified in 
the instruction is performed prior to each execu­
tion; that is, for the M th execution of the re­
peated instruction, y :::: y + M x (B )j. 
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The repeat mode is terminated if one of the follow­
ing conditions occurs: 

1. The repeated instruction has been executed 
Y times. In this case the repeat mode is 
terminated with (B h = O. 

2. If a skip occurs at the Mth execution of the 
repeated instruction. In this case the re­
peat mode is terminated with (B)7 = Y - M. 

3. If a jump instruction is repeated, the p­
register will be set Y times. After the final 
execution, the jump will occur and the re­
peat mode will be terminated with (B h = O. 

B SKIP ON Bj 

CLASS: Read 

FUNCTION CODE: 71 

MNEMONIC: 

OPERATION: 

BSK • Bn 

Skip NI if (B)j = Y. If (B)jrf Y, 
add one to (B)j and execute N I. 

DES C RIP T ION: This instruction compares the con­
tents of the specified B-register with a IS-bit 
operand. If the contents of the B-register are not 
equal to the operand, 1 is added to the contents 
of the B-register and the program executes the 
next instruction. If they are equal, the B-register 
is cleared to 0 and the next instruction is skipped. 

k DES I G NAT 0 R S: The operand is derived as 
follows: 

k = 0 or 4: Y = y. The operand is the low-order 
15 bits contained in the instruction word after 
B-register modification. 

k = 1, 3, or 5: Y = YL • The operand is the low­
order 15 bits contained in the storage location 
at address y. 

k = 2 or 6: Y = Yu • The operand is the high­
order 15 bits contained in the storage location 
at address y. 

k = 7: Y = AL • The operand is the low-order 
15 bits contained in the A-register. 

DES I G NAT 0 R S: The B-register is specified as 
follows: 

j = 0: B-register 0, skip NI if Y = +0. 

j = 1: B-register 1. 

j = 2: B-register 2. 

j = 3: B-register 3. 

j = 4: B-register 4. 

j = 5: B-regist er 5. 

j = 6: B-register 6. 

j == 7: B-register 7. 

B JUMP ON Bj 

CLASS: Read 

FUNCTION COD E: 72 

MNEMONIC: BJP· Bn 

OPERATION: If (B)j rf 0, subtract 1 from (B)) 
and jump to address Y. If (B)j = 

0, execute NI. 

DES C RIP T ION: This instruction examines the 
contents of the specified B-register to determine 
whether or not they are equal to O. If the specified 
B-register contains a 0 or if j equals 0, execute 
the next instruction. If j is unequal to 0, 1 is sub­
tracted from the contents of the B-register and a 
jump to address Y is made. 

k DESIGNATORS: The address to which the jump 
is made, Y, is derived as follows: 

k = 0 or 4: Y = y. The address is y, the low­
order 15 bits contained in the instruction word 
after B-register modification. 

k = 1, 3, or 5: Y = YL • The address is the low­
order 15 bits contained in the storage location 
at address y. 

k = 2 or 6: Y ::: Yu • The address is the high­
order 15 bits contained in the storage location 
at address y. 

k = 7: Y = AL • The address is the low-order 
15 bits contained in the A-register. 

DESIGNATORS: The B-register is specified as 
follows: 

j == 0: B-register O. 

j = 1 : B-register 1. 

j == 2: B-register 2. 

j = 3: B-register 3. 

j = 4: B-register 4. 

j= 5 : B-register 5. 

j == 6: B-register 0. 

j == 7 : B-register 7. 



Jump instructions are used to transfer program 
control to other sections of the program. 

JUMP (arithmetic) 

C LA SS: Read 

FUN C T ION COD E: 60 

MNEMONIC: JP • ,RIL • , RILJP • 

OPE RAT 10 N: Jump to address y if the jump 
condition is satisfied. If the jump condition is not 
.satisfied, execute NI. 

DES C RIP T ION: This instruction transfers program 
control to another section of the program depending 
upon the condition of the contents of either the A­
or Q-register. If a jump condition is satisfied, a 
jump is made to address Y. If the condition is not 
satisfied, the instruction immediately following 
the jump instruction is executed. 

k 0 E S IG NAT 0 R S: The address to which the jump 
is made, Y, is derived as follows: 

k = 0, or 4: Y = y. The address is y - the low­
order 15 bits contained in the instruction word 
after B-register modification. 

8. JUMP INSTRUCTIONS 

k = 1,3, or 5: Y = YL • The address is the low­
order 15 bits contained in the storage location 
at address y. 

k = 2 or 6: Y = Yu • The address is the high­
order 15 bits contained in the storage location 
at address y. 

k = 7: Y = AL • The address is the low-order 
15 bits contained in the A-register. 

DES I G NAT 0 R S: The jump conditions are deter­
mined as follows: 

j = 0: Do not jump; clear bootstrap and inter­
rupt modes. 

j = 1: Execute jump; clear bootstrap and inter­
rupt modes. 

j = 2: Execute jump if (Q) is + or + O. 

j = 3: Execute jump if (Q) is - or - O. 

j = 4: Execute jump if (A) is + O. 

j = 5: Execute jump if (A) is not + o. 
j = 6: Execute jump if (A) is + or + o. 
j = 7: Execute jump if (A) is - or - o. 
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JUMP (manual) 

CLASS: Read 

FUNCTION CODE: 61 

8-2 

MNEMONIC: JP· 

OPE RAT 10 N: Jump to address Y if the jump 
condition is satisfied. If the jump condition is not 
satisfied, execute NI. 

n r (' A n I n T I 1"\ 1.1 .. r"'I"'\'I" .. • • .. • ,.. 

U L v V 1\ 1 r 1 1 U 11. IHIS Insuucuon uansrers program 
control to another section of the program as direct­
ed by the key setting on the maintenance panel. 
If a jump condition is satisfied, a jump will be 
made to address Y. In certain cases the key setting 
will cause a jump and stop operation if the jump 
condition is satisfied. In these situations, the 
Computer stops with the P-register set to execute 
the instruction stored at address Y. In all cases 
where the jump condition is not satisfied, the in­
s truction immediately following the jump instruc­
tion is executed. 

k DESIGNATORS: The address to which the jump 
is made, Y, is derived as follows: 

k = 0 or 4: Y = y. The address is y, the low­
order 15 bits contained in the instruction word 
after B-register modification. 

k = 1, 3, or 5: Y = YL • The address is the 
low-order 15 bits containe'd in the storage 
location at address y. 

k = 2 or 6: Y = Y u ' The address is the high­
order 15 bits contained in the storage location 
at address y. 

k = 7: Y = A L • The address is the low-order 
15 bits contained in the A-register. 

JOE S I G NAT 0 R S: The jump conditions are deter­
mined as follows: 

j = 0: Execute jump regardless of key settings. 

j = 1: Execute jump if JUMP 1 key is set. 

j = 2: Execute jump if JUMP 2 key is set. 

j = 3: Execute jump if JUMP 3 key is set. 

j = 4: Execute jump and s top regardless of key 
settings. 

j = 5: Execute jump. Stop if STOP 5 key is 
set. 

j = 6: Execute jump. Stop if STOP 6 key is 
set. 

j = 7: Execute jump. Stop if STOP 7 key is 
set. 

RETURN JUMP (arithmetic) 

CLASS: Read 

FUN C T iON COO E: 04 

MNEMONIC: RJP • 

OPE RAT 10 N : Jump to address Y + 1 and 
P + 1 ~ YL if the jump condition is satisfied. 
If the jump condition is not satisfied, execute NI. 

DESCRIPTION: This instruction, depending upon 
the condition of the contents of either the A- or 
Q-register, transfers program control to another 
section of the program and stores the address at 
which the original sequence of instructions may 
be resumed. If a jump condition is satisfied, a 
jump is made to address Y + 1 and the addre~s of 
the instruction immediately following the Return 
Jump instruction, P + 1, is stored in the lower­
half of the storage location at address Y. If the 
jump condition is not satisfied, the instruction 
immediately, following the Return Jump instruc­
tion is executed. 

k DES I G NAT 0 R S: The address of the storage loca­
tion, Y, the lower-half of which will contain ad­
dress P + 1, is derived as follows: 

k = 0 or 4: Y = y. The address is y - the low­
order 15 bits contained in the instruction word 
after B-register modification. 

k = 1, 3, or 5: Y = YL • The address is the low­
order 15 bits contained in the storage location 
at address y. 

k = 2 or 6: Y = Yu ' The address is the high­
order 15 bits contained in the storage location 
at address y. 

k = 7: Y = A L • The address is the low-order 
15 bits contained in the A-register. 

DES I G NAT 0 R S: The jump conditions are deter­
mined as follows: 



j = 0: Do not execute return jump. Set interrupt 
lockout. 

j = 1: Execute return jump. Set interrupt lock­
out. 

j = 2: Execute return jump if (Q) is + or + O. 

j = 3: Execute return jump if (Q) is - or - O. 

j = 4: Execute return jump if (A) is + O. 

j = 5: Execute return jump if (A) is not + O. 

j = 6: Execute return jump if (A) is + or + o. 
j = 7: Execute return jump if (A) is - or - O. 

RETURN JUMP (manual) 

C LA SS Read 

FUN C T ION COD E: 65 

MNEMONIC: RJP • 

OPE RAT ION: Jump to address Y + 1 and 
P + I~YL if the jump condition is satisfied. 
If the jump condition is not satisfied, execute NI. 

DES C R I PT ION: This instruction, as directed by 
the key settings on the maintenance panel and/or 
operator console, transfers program control to 
another section of the program and stores the ad­
dress at ;hich the original sequence of instruc­
tions may be resumed. If a jump condition is 
satisfied, a jump is made to address Y + 1 and 
the address of the instruction immediately follow­
ing the Return Jump instruction, P + 1, is stored 
in the lower-half of the storage location at address 
Y. In certain cases the key setting will cause a 
jump and stop operation if the jump condition is 
satisfied. In these situations, the Computer stops 
after address P + 1 has been stored at address Y 
with the P-register set to execute the instruction 
stored at address Y + 1. In all cases where the 
jump condition is not satisfied, the instruction 
immediately following the Return Jump instruc­
tion is executed. 

k 0 E S I G NAT 0 R S: The address of the storage 
location, Y, the lower-half of which will contain 
P + 1, is derived as follows: 

k = 0 or 4: Y = y. The address is y - the low­
order 15 bits contained in the instruction word 
after B-register modification. 

k = I, 3, or 5: Y = YL • The address is the low­
order 15 bits contained in the storage location 
at address y. 

k = 2 or 6: Y = Yu • The address is the high­
order 15 bits contained in the storage location 
at address y. 

k = 7: Y = AL • The address is the low-order 
15 bits contained in the A-register. 

DES IG NAT 0 R S: The jump conditions are deter­
mined as follows: 

j = 0: Execute return jump regardless of key 
settings. 

j = 1: Execute return jump if JUMP 1 key is 
set. 

j = 2: Execute return jump if JUMP 2 key is 
set. 

j = 3: Execute return jump if JUMP 3 key is 
set. 

j :::: 4: Execute return jump and stop regardless 
of key settings. 

j = 5: Execute return jump. Stop if STOP 5 
key is set. 

j = 6: Execute return jump. Stop if STOP 6 
key is set. 

j = 7: Execute return jump. Stop if STOP 7 
key is set. 

UTILIZING RETURN JUMP INSTRUCTIONS 

Return jump instructions can be used to cause a 
program to jump to a subroutine, execute the sub­
routine, and jump back to resume the original 
sequence of instructions after the subroutine has 
been completed. This process can be accomplished 
if the exit jump precedes the first instruction in 
the subroutine and immediately following the last 
instruction there is a jump instruction that causes 
a jump to the exit. The following example illus­
trates this concept: 

Address 

L 

L + 1 

L + 2 

L + 3 

Main Program 

First Instruction 

Second Instruction 

xxxxxxxxxx 
xxxxxxxxxx 
64000( S 

xxxxxxxxxx 
Reference Subroutine 

Third Ins truction 
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Subroutine 

Address 

S 00000 ( p ) Exit Jump 

S + 1 xxxxxxxxxx Firs tIns truction 

S + n - 1 XXXXXXXXXX Last Instruction 

S+n 6 1 0 10 ( S ) Jump to SL 

In this example the operation proceeds as follows: 
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1. After instructions at addresses Land L + 1 
in the main program are executed, the P­
register contains address L + 2 (assuming 
that the instruction at L + 1 did not cause 
a skip or a jump). 

2. The 64 instruction at address L + 2 causes 
address L + 3 to be stored in the lower­
half of the storage location at address S 
and a iump to be made to address S + 1. 

3. The instructions at addresses S + 1 through 
S + n - 1 are executed. 

4. The instruction at address S + n is executed 
causing a jump to be made to address SL • 



9. INPUT-OUTPUT INSTRUCTIONS 

Input-output instructions are used to facilitate the 
transfer of data between the Computer and the 
various peripheral subsystems. 

INPUT·OUTPUT INSTRUCTION WORD 

The format for input-output instruction words is 
shown in Figure 9-1. 

y 

Figure 9-1. Input-Output Instruction Word 

f-DESIGNATOR 

The function code designator, i, is a 6-bit code 
that specifies the operation to be performed. 

y~DESIGNATOR 

The operand-designator, y, is a 1s-bit code that 
represents either the operand or the operand ad­
dress. 

A 
j-DESIGNATOR 

The channel designator, t, is a 4-bit code that 
specifies the input or output channel that the 
instruction refers to. 

A 
k-DESIGNATOR 

A 
The operand-interpretation designator, k, is a 2-
bit code that controls where the operand is pro­
cured from or where it is stored, or both. 

AA 
j k COMBINATIONS 

As shown in Figure 9-1, t and ~ together occupy 
the same bit positions as j and k in all other in­
structions; however, J and ~ are 4 bits and 2 bits 
as opposed to 3 bits and 3 bits for j and k. When 
input-output instructions are written, the 6-bits 
that represent the t ~ combination appear as two 
octal digits as do the 6-bits representing j k in 
all other instructions. In the case of input-output 
instructions, these octal digits are considered as 
a unit that represents a specific f ~ combination 

A 
rather than having one digit represent j and one 
represent t The octal digits that represent the 
t t combination are shown at the intersections 
of the t value rows and ~ value columns in Figure 
9-2. 

For example, assume that an input-output instruc­
tion is to be written with the requirement that t =5 
and ~ = 3. An examination of the intersection of 
the t = 5 row and the ~ = 3 column in the diagram 
will show that 27 is the 2-digit octal combination 
that meets this requirement. 
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j - k COMB INA TlONS FOR I/O FUNCTIONS 

k=O k = 1 k=2 k",3 

j "" 0 00 01 02 ! 03 

j = 1 04 05 06 07 

j '= 2 10 11 12 13 

j = 3 14 15 16 17 

j = 4 20 21 22 23 

j = 5 24 25 26 27 

j =6 30 31 32 ~~ 

j = 7 34 35 36 37 

8D = 108 40 41 42 43 

9D = 118 44 45 46 47 

10 D =128 50 51 52 53 

llD = 138 54 55 56 57 

12D = 148 60 61 62 63 

13 D = 158 64 65 66 67 

Figure 9-2. J t Combination For Input-Output 
Instructions 

b-DESIGNATOR 

The operand address modification designator, h, 
a 3-bit code, specifies the B-register con­
taining a quantity that is added to the operand 
address. 

INPUT·OUTPUT BUFFERS 

An input buffer is a block of consecutive storage 
locations into which a peripheral subsystem, con­
nected to an input channel, places data. Con­
versely, an output buffer is a block of consecutive 
storage locations from which a peripheral sub­
system, connected to an output channel, receives 
data. The assignment of the buffers is made by 
the buffer instructions (73, 74, 75, and 76). These 
instructions activate a buffer and place a control 
word in the appropriate buffer-control register. 
The control word contains two addresses that de­
fine the size and location of the buffer. Figure 
9-3 shows the format of the control word. 

29 

LAST ADDRESS 
OF BUF FER 

15 14 

FIRST ADDRESS 
OF BUFFER 

Figure 9·3. Control Word 

o 

As shown in the diagram, the high-order 15 bits of 
the control word contain the address of the last 
word in the buffer and the low-order 15 bits con­
tain the address of the first word. 
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There are 14 input channels numbered 0 through 15 
(octal) and 14 output channels numbered 0 through 
15 (octal). Channels 0 and 1 are reserved for com­
puter-to-computer communication. For each of 
these channels a fixed storage location is desig­
nated as a buffer-control register. The input buffer­
control registers are located at octal addresses 
00100 through 00115 and the output buffer-control 
registers at octal addresses 00120 through 00135. 
The buffer-control register for a particular channel 

It. 

is determined by the T designator in the buffer in-
struction. Since 0 ~ t ~ 15, the input buffer-con­
trol register for channel t is at address 00100 + t 
and the output buffer-control register is at address 
00120 + t. 
At the time a buffer is activated, the lower-half of 
the appropriate buffer-control register contains the 
first address of the buffer and the upper-half con­
tains the last address. For example, if data is 
transferred on input channel 12 to a five-word 
input buffer located at addresses 01000, 01001, 
01002, 01003, and 01004, the input buffer-control 
register, for this channel, located at address 00112, 
contains 0100401000. 

As the buffer operates, 30-bit data words are trans­
ferred to or from the consecutive addresses in the 
buffer at a rate determined by the peripheral sub­
system attached to the input or output channel. 
The first transfer is made to or from the storage 
location whose address is contained in the lower­
half of the buffer-control register. When the first 
transfer is completed, the lower-half of the buffer­
control register is incremented by 1 to contain the 
address to which the next data word will be trans­
ferred to or from. These operations continue to 
transfer and increment until the buffer is filled 
or emptied. At this point the buffer operation is 
terminated and the lower-half of the buffer-control 
register contains the address of the first storage 
location beyond the buffer; that is, the last ad­
dres s of the buffer + 1. 

For example, data is being transferred from a 
peripheral subsystem on input channel 11 to as-word 
input buffer located at addresses 01000, 01001, 
01002, 01003, and 01004. In this case, the buffer 
operation would be as follows: 

1. The initial contents of the input buffer­
control register at address 00112 will be 
0100401000. 



2. Thirty-bit data words will be transferred to 
addresses 01000 through 01004 and the 
buffer-control register will be incremented 
following each transfer. 

3. When the buffer mode is terminated, the 
input buffer-control register will contain 
0100401005. 

ACTIVATE INPUT BUFFER WITHOUT MONITOR 

C LASS: Read 

FUN C T 10 N COD E: 73 

MNEMONIC: IN • en 

OPERATION: Activate input buffer on input 
channel t without monitor. 

DES C RIP T ION: This instruction activates an 
input buffer on input channel t and sets up the 
appropriate input buffer-control register by plac­
ing a control word that defines the size and loca­
tion of the buffer, at address 00100 + t. 
" k DES IG NAT 0 R S: The input buffer control regis-
ter is set up as follows: 

" k = 0: "i, the low-order 15 bits contained in the 
instruction word after B-register modification, 
is placed in the lower-half of the control regis­
ter thus establishing the first address of the 
buffer. The upper-half of the control register is 
undisturbed; consequently, the high-order 15 
bits contained there represent the last address 
of the buffer. 

" k = 1: YL, the low-order 15 bits contained in 
the. storage location at address y, is placed in 
the lower-half of the control register thus es­
tablishing the first address of the buffer. The 
upper-half of the control register is undisturbed; 
consequently, the high-order 15 bits contained 
there represent the last address of the buffer. 

" k=2: Not used. 

" k = 3: Y, the 30 bits contained in the storage 
location at address y, is placed in the control 
register thus establishing the first and last 
address of the buffer. 

" A jeD E S IG NAT 0 R S: All values for j are permissible 
with this instruction. 

A" 
j k COMBINATIONS: Refer to Figure 9-2. 

ACTIVATE OUTPUT BUFFER WITHOUT MONITOR 

C LA SS: Read 

M N EM 0 N I C: OUT· Cn 

OPE RAT iON: Activate "output buffer on output 
channel j without monitor. 

DES C RIP T ION: This instruction activates an out­
put buffer on output channel 1 and sets up the ap­
propriate output buffer-control register by placing 
a control word that defines the size and location 

A 
of the buffer at address 00120 + j. 

" k DES I G NAT 0 R S: The output-buffer-control regis-
ter is set up as follows: 

A 
k = 0: y, the low-order 15 bits contained in the 
instruction word after B-register modification, 
is placed in the ~ower-half of the control regis­
ter thus establishing the first address of the 
buffer. The upper-half of the control register 
is undisturbed; consequently, the high-order 15 
bits contained there represent the last address 
of the buffer. 

A 

k = 1: YL , the low-order 15 bits contained in the 
storage location at address y, is placed in the 
lower-half of the control register thus estab­
lishing the first address of the buffer. The 
upper=half of the control register is undisturb­
ed; consequently, the high-order 15 bits con­
tained there represent the last address of the 
buffer. 

A 

k=2: Not used. 

A 
k = 3: Y, the 30 bits contained in the storage 
location at address y, is placed in the control 
register thus establishing the first and last 
address of the buffer. 

A " JOE S IG NAT 0 R S: All values for j are permissible 
with this instruction. 

AA 
j k COMBINATIONS: Refer to Figure 9-2. 

ACTIVATE INPUT BUFFER WITH MONITOR 

CLASS: Read 

FUNCTION CODE: 75 

MNEMONIC: IN • Cn • MONITOR 

OPERATION: Activate input buffer on input 
. It. 

channel j with monitor. 
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DESCRIPTION: This instruction activates an in-
/I. 

put buffer on input channel j and sets up the ap-
propriate input buffer-control register by placing a 
control word that defines the size and location of 

. h 
the buffer at address 00100 + j. When the buffer 
is filled, an internal interrupt will occur on input 

/I. 
channel j. 

" k DES IG NAT 0 R S: The input buffer control regis-
ter is set up as follows: 
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A 
K :::: 0: y, the low-order i5 contained bits in ihe 
ins truction word after B-register modification, 
is placed in the lower-half of the control regis­
ter thus establishing the first address of the 
buffer. The upper-half of the control register 
is undisturbed; consequently, the high-order 
15 bits contained there represent the last ad­
dress of the buffer. 

A 
k :::: 1: YL, the low-order 15 bits contained in 
the storage location at address y, is placed in 
the lower-half of the control register thus es­
tablishing the first address of the buffer. The 
upper-half of the control register is undisturbed; 
consequently, the high-order 15 bits contained 
there represent the last address of the buffer. 

" k :::: 2: Not used. 

A 

k = 3: Y, the 30 bits contained in the storage 
location at address y, is placed in the control 
register thus establishing the first and last 
address of the buffer. 

A A 
j DESIGNATORS: All values for j are permissible 
with this instruction. 

,. ,. 
j k COMBINATIONS: Refer to Figure 9-2. 

ACTIVATE OUTPUT BUFFER WITH MONITOR 

CLASS: Read 

FUN C T ION COD E: 76 

MNEMONIC: 

OPERATION: 

OUT· Cn . MONITOR 

Activate out~ut buffer on out­
put channel j with monitor. 

DES C RIP T ION: This instruction activates an out-
A 

put buffer an output channel j and sets up the ap-
propriate output buffer-control register by placing 
a control word that defines the size and location ,. 
of the buffer at address 00120 + j. When the buffer 
is emptied, an internal interrupt will occur on 
output channel j. 

,. 
k DES IG NAT 0 R S: The output buffer-control regis-
ter is set up as follows: 

A 

k = 0: y, the low-order 15 bits contained in the 
instruction word after B-register modification, 
is placed in the lower-half of the control regis­
ter thus establishing the first address of the 
buffer. The upper-half of the control register 
is undisturbed; consequently, the high-order 15 
bits contained there represent the last address 
ot the buffer. 

A 

k = 1: YL , the low-order 15 bits contained in 
the storage location at address y, is placed in 
the lower-half of the control register thus es­
tablishing the first address of the buffer. The 
upper-half of the control register is undisturb­
ed; consequently, the high-order 15 bits con­
tained there represent the last address of the 

buffer. 

A 

k :::: 2: Not used. 

A 

k :::: 3: Y, the 30 bits contained in the storage 
location at address y, is placed in the control 
register thus establishing the first and last 
address of the buffer. 

1\ 

j DES IG NAT 0 R S: All values for J are permissible 
with this instruction. 

1 k COMBINATIONS: Refer to Figure 9-2. 

JUMP ON ACTIVE INPUT BUFFER 

CLASS: Read 

FUN C T ION COD E: 62 

MNEMONIC: JP • Cn • ACTIVEIN 

OPERATION: Jump to address Y if the in­
put buffer on input channel; is active. If the in­
put buffer is not active, execute Nl. 

DES C RIP T 10 N: This instruction transfers program 
control to another section of the program if the 
input buffer on input channel J is active. If the 
input buffer is active, a jump will be made to 
address Y. If the input buffer is not active, the 
instruction immediately following the Jump in­
struction is executed. 

1\ 

k DES I G NAT 0 R S: The address to which the jump 
is made, Y, is derived as follows: 



A 

k = 0: Y = 'Y. The address is y - the low-order 
15 bits contained in the instruction word after 
B-register modification. 

A 

k. = 1 or 3: Y = YL • The address is the low-
order 15 bits contained in the storage location 
at address y. 
A 

k = 2: Y = Yu ' The address is the high-order 
15 bits contained in the storage location at 
address y. 

j DES IG NAT 0 R S: All values for j are permissible 
with this instruction. 

A It. 

j k COMBINATIONS: Refer to Figure 9-2. 

JUMP ON ACTIVE OUTPUT BUFFER 

CLASS: Read 

FUN C T I ON COD E: 63 

MNEMONIC: JP • Cn • ACTIVE OUT 

OPE RAT ION: Jump to address Y if the out­
put on output channel j is active. If the output 
buffer is not active, execute Nl. 

D ESC R IPT 10 N: This instruction transfers program 
control to another section of the program if the 

A 
output buffer on output channel j is active. If the 
output buffer is active, a jump will be made to 
address Y. If the output buffer is not active, the 
instruction immediately following the Jump in­
struction is executed. 

It. 

k DESIGNATORS: The address to which the jump 
is made, Y, is derived as follows: 

It. 

k = 0: Y = y. The address is y - the low-order 
15 bits contained in the instruction word after 
B-register modification. 

It. 

k = 1 or 3: Y = YL • The address is the low-
order 15 bits contained in the storage location 
at address y. 
It. 

k = 2: Y = Yu ' The address is the high-order 
15 bits contained in the storage location at 
address y. 

It. It. 

j DES IG NAT 0 R S: All values for j are permissible 
with this instruction. 

j k COM BIN A T ION S: Refer to Figure 9-2. 

TERMINATE INPUT BUFFER 

CLASS: Read 

FUN C T ION COD E: 66 

MNEMONIC: TERM • en . INPUT 

OPERATION: Terminate input buffer on in­
put channel J. 

DESCRIPTION: This instruction terminates the 
It. 

input buffer on input channel j. The transfer cur-
rently in process is completed and no further 
transfers are made to the buffer. If the buffer was 
activated with monitor, the internal interrupt that 
would normally follow after the buffer was filled 
will not occur. The last buffer address to which a 
transfer was made can be determined by examinin g 
the lower-half of the input buffer-control register 

It. 

at address 00100 + j and subtracting 1 from the 
address that it contains. The low-order 20 bits of 

It. 

the instruction word, the k, h, and y deSignators, 
do not affect the execution of this instruction, 

It. It. 

k DES IG NAT 0 R S: All values for k are permissible 
with this instruction. 

It. It. 

j DES IG NAT 0 R S: All values for j are permissible 
with this instruction. 

A A 
j k COMBINATIONS: Refer to Figure 9-2. 

TERMINATE OUTPUT BUFFER 

CLASS: Read 

FUN C T ION COD E: 67 

MNEMONIC: TERM· Cn • OUTPUT 

OPERATION: Terminate output buffer on 
A 

output channel j. 

DES C RIP T ION: This instruction terminates the 
output buffer on output channel t. The transfer 
currently in process is completed and no further 
transfers are made from the buffer. If the buffer 
was activated with monitor, the internal interrupt 
that would normally follow after the buffer was 
emptied will not occur. The last buffer address 
that a transfer was made from can be determined 
by examining the lower-half of the output-buffer 
control register at address 00120 + t and sub­
tracting 1 from the address that it contains. The 

}. 

low-order 20 bits of the instruction word, the k, h, 
and y-designators, do not affect the execution of 
this instruction. 
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A A 
k 0 E S I G NAT 0 R S: All values for k are permissible 
with this instruction. 

A A 
JOE S IG NAT 0 R S: All values for j are permissible 
with this instruction. 

A A 
j k COMBINATIONS: Refer to Figure 9-2. 

FUNCTION WORDS 

FunctIon Words are commands that are sent to a 
peripheral subsystem that is connected to a partie u­
lar channel. These Function Words cause the 
initiation or termination of some action by the 
peripheral subsystem. The formats of the Function Words 
for the various peripheral units are shown below: 

Drum 

The format of the Function Word for the drum is 
shown in Figure 9-4. 

F AS C AA 
Figure 9·4. Drum Function Word 

As shown in the diagram, bit positions 0 through 10 
(the AA portion) specify the angular address, bit 
positions 11 through 17 (the C portion) specify the 
channel, bit positions 18 through 22 (the AS por­
tion) specify the angular section, and bit positions 
24 through 29 (the F portion) specify the function 
code. Bit 23 is not utilized; consequently, a 0 
or a 1 may be placed in this bit position. 

Magnetic Tape 

The format of the Function Word for magnetic tape 
is shown in Figure 9-5. 

12 III 
F u 

Figure 9·5. Magnetic Tape Function Word 

As shown in the diagram, bit positions 0 through 11 
(the U portion) specify the unit, and bit positions 
24 through 29 (the F portion) specify the function 
code. Bit positions 12 through 23 are not utilized; 
consequently, any combination of bits may appear 
in these bit positions. 
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Card 

The format of the Function Word for punched 
cards is shown in Figure 9-6. 

F u 
Figure 9·6. Punched Card Function Word 

As showii iii the Jld~rdlil, bil positions 24 through 
29 (the F portion) specify the function code. Bit 
positions 0 through 23 are not utilized; con­
sequently, any combination of bits may appear in 
these bit positions. 

High-Speed Printer 

The format of the Function Word for the High­
Speed Printer is shown in Figure 9-7. 

1
29 24

1
23 18

1
17 121ll 61

5 01 

F PS U 

Figure 9-7. High.Speed Printer Function Word 

As shown in the diagram, bit positions 0 through 
5 (the U portion) specify the unit, bit positions 
18 through 23 (the PS portion) specify the paper 
spacing (0 through 63 lines), and bit positions 24 
through 29 (the F portion) specify the function 
code. Bit positions 6 through 17 are not utilized; 
consequently, any combination of bits may appear 
in these bit positions. 

Paper Tape 

The format of the Function Word for paper tape is 
shown in Figure 9-8. 

24 [ 23 18 [17 12 ill 6 15 01 

F FC U 
Figure 9.8. Paper Tape Function Word 

As shown in the diagram, bit positions 0 through 5 
(the U portion) specify the unit, bit positions 18 
through 23 (the FC portion) specify the format con­
trol (6 or 8 level), and bit positions 24 through 29 
(the F portion) specify the function code. Bit 
positions 6 through 17 are not utilized; consequent­
ly, any combination of bits may appear in these bit 
positions. 



F unction Codes 

The function codes (the F .portions in the Function 
Words) determine the action that a peripheral unit 
will take. Figure 9-9 provides a listing of these 
codes and the actions they perform. 

OCTAL 
DESCRIPTION OF FUNCTION 

CODE 

01 
a. Write one block on magnetic tape at 12.5kc. 
b. Punch Paper Tape. 
a. Write one block on magootic tape at 25kc. 
b. Print on line printer at 6 lioos per inch. 

02 c. Write continuously on Magnetic Drum. 
d. Punch on Card Punch Unit 
e. Punch on Paper Tape Punch with parity. 

03 a. Print on line printer at 8 I. P. i.(ModeI151 only) 

11 Same as 01 function word except at end of function, an 
EXT. INT. will be sent to computer. 

12 
Same as 02 function word except at end of function, an 
EXT. INT. will be sent to computer. 

20 a. Rewind Magnetic Tape. 

21 a. Rewind Magnetic Tape with interlock. 

23 a. Terminate present function. 

30,31, Same as 20,21, except: EXT.INT. will be sent 
to computer at end of function. 

Automatic Bootstraps 

40 
a. Magnetic Tape 
b. Drum 
c. Paper Tape 

41 a. Read Forward Magnetic Tape one block, low gain. 
b. Read forward Paper Tape 
a. Read Forward Magnetic Tape, normal gain. 
b. Read continuously, Magnetic Drum. 

42 c. Read Paper Tape - check parity 
d. Read from Typewriter 
c. Read from Card Reader. 

43 a. Read.Forward Magnetic Tape, high gain. 
a. Search Read Mag. Tape. After "find" read block,low gain. 

45 b. Search on Magnetic Drum and transfer address of "find" word 
of "find" word. 

a. Search Read Magnetic Tape. After "find", read blOCk, 
46 normal gain. 

b. Search Read Magnetic Drum. 

47 Search Read Magnetic Tape. After "find", read blOCk, 
a. high gain. 

50,51,52, Same as 40 series except EXT. INT. sent to computer at 
53,55,56, end of function. On Magnetic Drum means present function 

57 will be ended by end-of-block word. 

61 
a. Read Magnetic Tape backward at low gain. 
b. Read Paper Tape backward. 

62 a. Read Magnetic Tape backward nClmal gain. 
b. Read Paper Tape backward checking parity. 

63 a. Read Magnetic Tape backward, high gain. 
65 a. Search read on Magnetic Tape backward, low gain. 
66 a. Search read on Magnetic Tape backward normal gain. 
67 a. Search read on Magnetic Tape backward, high gain. 

71,72,73 Same as corresponding 60 series except that at the 
completion of the function, at EXT. INT. is sent to 
the computer. 

Figure 9-9. Input-Output Function Codes 

INTERNAL INTERRUPT 

An internal interrupt occurs when a buffer that 
was activated with monitor is filled or emptied. 
At this point, the program is interrupted and in­
stead of executing the next instruction in the 
program, an instruction contained in the appropri­
ate internal interrupt entrance register is executed. 
The input internal interrupt entrance registers are 
located at addresses 00040 through 00055, and the 
output internal interrupt entrance registers are 
located at addresses 00060 through 00075. Since 
o < t < 15, the input internal interrupt entrance 

- - A A 
register for channel j is at address 00040 + j and 
the output internal interrupt entrance register is 

A 
at address 00060 + j. These registers should con-
tain instructions that will transfer control to a 
subroutine that performs the action required by the 
internal interrupt and when this action has been 
completed causes the program to be resumed at 
the point where it was interrupted. 

Since the program address register, P, contain.s 
the address of the next instruction at the time 
that the interrupt occurs, the process described 
above can be accomplished if the programmer has 
previously stored a 65 instruction with j, k, and 
b = 0 in the appropriate internal interrupt entrance 
register. 

When an internal interrupt occurs, all other in­
terrupts other than error interrupts will be locked­
out until a 60 instruction with j = 0 or 1 has been 
executed. 

EXTERNAL INTERRUPT 

An external interrupt is a program interrupt initiat­
ed by an external device. A peripheral subsystem 
connected to anyone of the input channels (chan­
nels 0 through 15) may interrupt the current pro';' 
gram by sending an external interrupt of the Com­
puter. When this occurs, the current program is 
interrupted and instead of executing the next in­
struction in the current program an instruction con­
tained in the appropriate external interrupt en­
trance register is executed. The external interrupt 
registers are located at addresses 00020 through 00035. 
Since 0 < t < 15 the external interrupt register for 

T - A 
channel J is located at address 00020 + j. 

When an external interrupt occurs, the procedure 
outlined for internal interrupts applies with the 
exception that the subroutine to which control is 
transferred should contain a 17 instruction. 
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External interrupts like internal interrupts cause 
all (except error) interrupts to be locked-out until 
a 60 instruction with j = 0 or 1 is executed. 

E xterna I F unct ion 

CLASS: Read 

FUN C T ION COD E: 13 

MNEMONIC: 
A 

If j =/: 0 or 1, EX • FCT • Cn 
TJ: ~ ,,_ .. 1 ""'PC'''''' _ ,....". ,...1. 
.lJ.J-VV1~,.l.t:....>.l -\..-V, \..-~ 

OPERATION: 
A 

If j =1= 0 or 1, y ~c j. 
If 1 = 0 or 1, skip NI if input 

A 
buffer on channel j is active; 
if inactive, execute NI. 

/j, 

DESCRIPTION: If j -I- 0 or 1, this instruction 
transmits a 30-bit Function Word via the selected 
output channel to a peripheral subsystem. The 
Function Word will cause the initiation or termina­
tion of some action by the peripheral unit that is 

A 
connected to the particular output channel. If j = 0 
or 1, this instruction will determine if the input 
buffer for the selected computer-to-computer chan­
nel is active. If the buffer is active, the instruc­
tion immediately following the External Function 
ins truction is skipfed; if inactive this instruction 
is executed. When j = 0 or 1 bit positions 0 through 
18, the k- and y-designators, do not affect the 
execution of this instruction; consequently, any 
combination of bits may appear in these bit posi­
tions. 

A 
k DES IG NAT OR S: In both cases only k = 3 is per-

A 
mitted. If j i 0 or 1, the 30-bit Function Word con-
tained in the storage location at address 51 is 
transmitted via the selected channel to a peri-

J. " pheral unit. If j = 0 or 1, k = 3 is required for 
timing purposes. 

A ~ 

j DES IG NAT 0 R S: All values for j are permissible 
with this instruction. 

A A. 

j k COMBINATIONS: Refer to Figure 9-2. 

Store C Channel 

CLASS: Store 

FUNCTION CODE: 17 

MNEMONIC: 

OPERATION: 

9-8 

STR • Cn 

(C)j~Y 

DESCRIPTION: This instruction stores a 30-bit 
external interrupt code for input channel t in a 
storage location. It should only be used follow ing 
an external interrupt. 

t DESIGNATORS: Only i = 3 is permitted with 
this instruction. The external interrupt code for 

A 
channel j will be stored in the storage location at 
address y. 
It It. o 0! 1 j DES!GN!\TORS: All '!21!!es f0! j except 
may be used with this instruction. 

/>. It 
j k COMBINATIONS: Refer to Figure 9-2. 

INPUT-OUTPUT PRIORITY STRUCTURE 

The cycle that transfers one 30-bit word from or 
to the Computer via a channel is called a buffer 
action. Only one buffer action can be performed at 
a time; however, several operating channels may 
simultaneously request buffer action. Therefore, 
the input-output control logic assigns different 
priorities to each of the buffer actions. The buffer 
actions in order or priority from highest to lowest 
are listed below: 

;to 

1. Incremental Interrupt Clock Update: This 
action occurs approximately once each milli­
second and requires one memory cycle dur­
ing which time no other buffer action may 
take place. 

2. External Interrupt: The Computer program 
will process this interrupt ignoring all other 
interrupts until a 60 instruction with j = 0 or 
1 is executed. Other data transfer requests 
on the same channel cannot be made until 
a 17 instruction is executed which allows 
the interrupting device to drop its inter­
rupt signal. 

3. Output Internal Interrupt: All other inter­
rupts are ignored until a 60 instruction with 
j = 0 or 1 is executed. Other data transfer 
requests cannot be made on this channel 
until a buffer instruction that activates the 
transfer logic is executed. 

4. Input Internal Interrupt: All other interrupts 
are ignored until a 60 instruction with j = 0 
or 1 is executed. Other data transfer requests 
cannot be made on this channel until a 
buffer instruction that activates the trans­
fet logic is executed. 



5. Output Buffer Word Transfer: This action, 
when started, allows the transfer of a single 
word out of the Computer memory during 
which time no other buffer actions may take 
place. 

6. Input B uffer- Word Transfer: This action, 
when started, allows the transfer of a single 
word into the Computer memory during which 
time no other buffer action may take place. 

7. C omp uter- To-C omputer-O utput Transfer:This 
action allows the transfer of one word out 

of one of the two computer-to-computer 
channels before re-examining the priority 
status of other input-output o·perations. 

8. Programmed Input-Output Instructions: These 
instructions, when initiated, lock out other 
input-output operations for the duration of 
the instruction. 

Each of the above operations has an additional 
priority associated with it; that is, the operation 
with the highest priority that is present on the 
highest numbered channel will be performed fir st. 
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